# Linux 安装入门

## 1 安装系统

vmware，一路安装，选择磁盘为单个文件，立刻分配。并且将虚拟机和磁盘放在一个文件夹中方便移动。如果选择了以后装系统，选择编辑设置，设置cd/dvd，自动连接，选择ios镜像，然后就像平常一样装系统。如果出现打印机错误，则编辑设置移除打印机，如果出现无法连接SATA0，则设置移除cd/dvd，。关闭虚拟机时先关系统再关虚拟机，挂起则将内存保存于硬盘上，下次启动可以快速进入。关机则关闭系统退出。

网络NAT模式和桥接模式的区别：NAT是VMware虚拟出交换机让windows和虚拟机通信。这是主从的模式。而桥接模式则是网卡上分配两个多个ip，用ifconfig eth0 up/down开启关闭网卡。是可以通过局域网互相访问电脑或者访问虚拟机，因此虚拟机和主机有同等地位，则ip地址不能相同。

## 2 设置超级用户权限。

ctrl+alt/ ctrl+g鼠标脱离虚拟机/进入虚拟机, ctrl+alt+T进入命题提示符。显示“$”为普通用户,#为超级用户。输入sudo passwd ，输入初始登录密码，输入超级用户密码，输入su或su root切换为超级用户“#”。输入su user切换为普通用户。要更改超级密码的方式也是一样的。

## 3 安装软件

命令格式：$sudo apt install 软件名或者#apt install 软件名

第一步，安装vim,输入vim如果有则不用装，装好后再输入vim检查是否装好。

第二步，安装ssh，然后用ps –elf|grep ssh 来检测出现sshd-D则成功。

第三步，用ifconfig命令记录下本机ip 192.168.220.130

第四步，打开PUTTY.exe 输入ip后,windows->appearance->change，改变字体，然后选择color，设置using system color，然后输入名字save->open。输入ubantu的账号和登录密码。

第五步，安装chrome

输入wget <https://dl.google.com/linux/direct/google-chrome-stable_current_amd64.deb>

输入 sudo dpkg -i google-chrome-stable\_current\_amd64.deb

输入google-chrome-stable

第六步，设置固定ip，点击网络连接，编辑ipv4，新增，输入ifconfig查询到的的ip 192.168.220.130，route 查看网关地址。输入掩码，网关地址，主机地址。即可。如果需要连接其他网络则可增加一个自动获取ip的网络连接即可以。

## **4 修改显示分辨率**

在超级终端下输入如下命令行：

（1）首先使用 xrandr 命令列出当前所能检测到的分辨率，如一台显示器，最佳分辨率为 1440x900，由于未能正确检测，使用 xrandr 命令结果如下：

Screen 0: minimum 1 x 1, current 1596 x 747, maximum 16384 x 16384

Virtual1 connected primary 1596x747+0+0 (normal left inverted right x axis y axis) 0mm x 0mm

1596x747 60.00\*+

2560x1600 59.99

1920x1440 60.00

1856x1392 60.00

1792x1344 60.00

1920x1200 59.88

1600x1200 60.00

1680x1050 59.95

1400x1050 59.98

1280x1024 60.02

1440x900 59.89

1280x960 60.00

1360x768 60.02

1280x800 59.81

1152x864 75.00

1280x768 59.87

1024x768 60.00

800x600 60.32

640x480 59.94

1600x900 59.95

Virtual2 disconnected (normal left inverted right x axis y axis)

Virtual3 disconnected (normal left inverted right x axis y axis)

Virtual4 disconnected (normal left inverted right x axis y axis)

Virtual5 disconnected (normal left inverted right x axis y axis)

Virtual6 disconnected (normal left inverted right x axis y axis)

Virtual7 disconnected (normal left inverted right x axis y axis)

Virtual8 disconnected (normal left inverted right x axis y axis)

可以看到当前使用的显卡是 Virtual1（后续显示模式在此显卡上添加），列表中并无 1600x900 的分别率可用。

（2）这时可以使用 xrandr 命令新增显示模式，由于显示模式有一定的格式，如果不知道如何配置，可以通过cvt 来获得。cvt 使用方法：

$ cvt X Y // X 表示分辨率宽度，Y 表示分辨率高度

如生成 1600x900 的分辨率，可使用命令：cvt 1600 900 ,默认刷新率为 60.0Hz。生成以下模式：

# 1600x900 59.95 Hz (CVT 1.44M9) hsync: 55.99 kHz; pclk: 118.25 MHz

Modeline "1600x900\_60.00" 118.25 1600 1696 1856 2112 900 903 908 934 -hsync+vsync

（4）将 cvt 得到的显示模式使用 xrandr 命令添加：

sudo xrandr --newmode "1600x900" 118.25 1600 1696 1856 2112 900 903 908 934 -hsync +vsync

sudo xrandr --addmode Virtual1 1600x900

sudo xrandr --output Virtual1 --mode 1600x900

（5）这时就可以在显示器分辨率设置里使用 1600x900 的分辨率了。

（6）可能在每次开机时，又不能使用设定好的分辨率了，使用如下命令：

sudo gedit ~/.profile

在 ~/.profile 最末尾添加修改分辨率的命令：复制代码

cvt 1600 900

xrandr --newmode "1600x900" 118.25 1600 1696 1856 2112 900 903 908 934 -hsync +vsync

xrandr --addmode Virtual1 1600x900

重启系统后再登录即可，此时再用 xrandr 命令，即可看到新添加的分辨率。

## 5 安装VMware tools

第一步：选择菜单栏VM->setting 下，选中CD/DVD，右边点选Use ISO image file，选择镜像路径为VMware安装文件夹下的Linux.iso

第二步：选择菜单栏VM->install VMware tools下，会弹出VMware tools文件夹，里面有一个压缩包VMwareTools-8.4.5-324285.tar.gz

第三部：在桌面home文件夹里新建一个temp文件夹，将压缩包右键copy到这里来

第四步：新建终端，输入cd temp，tar xzvf VMwareTools-8.4.5-324285.tar.gz（版本号可能不一样，输入自己的版本号），解压缩好后输入cd vmware-tools-distrib，然后用root用户运行文件，即输入 sudo ./vmware-install.pl 。

第五步：开始安装了，没有yes提示时，按回车，有yes提示，输入yes。第一次yes处，等的时间会比较久，不要以为是卡住了

第六步：直到出现enjoy vmware

第七步：OK，安装好了，要重启下，输入sudo reboot

第八步：安装好后，就可以在虚拟机和window间自由移动鼠标，而且虚拟机里鼠标移动更流畅了。

第九步：此时，打开VM->setting 里，选Options下的Shared Folders ，点选always enable，在下面Add..添加你想和window硬盘共享的一个文件夹，共享的文件夹在filesystem mnt/hgfs/下找到。

## 6 命令行提示符颜色设置

用户在进行配置之前必须先了解各个文件的作用时机，对终端的配置，可以写到不同的文件之中，linux启动后环境变量加载的顺序为：etc/profile → /etc/profile.d/\*.sh → ~/.bash\_profile → ~/.bashrc → [/etc/bashrc]：

/etc/profile:此文件为系统的每个用户设置环境信息,当用户第一次登录时,该文件被执行.并从/etc /profile.d目录的配置文件中搜集shell的设置.此文件默认调用/etc/bash.bashrc文件。

/etc/bashrc:为每一个运行bash shell的用户执行此文件.当bash shell被打开时,该文件被读取.

~/.bash\_profile:每个用户都可使用该文件输入专用于自己使用的shell信息,当用户登录时, 该文件仅仅执行一次!默认情况下,他设置一些环境变量,执行用户的.bashrc文件.（放在用户主目录）

~/.bashrc:该文件包含专用于你的bash shell的bash信息。

~/.bash\_logout:当每次退出系统(退出bash shell)时,执行该文件.

针对于用户的配置，应该将配置信息写入~/.bashrc文件。想修改某用户登录后shell字体的颜色，可在~/.bashrc中添加PS1内容即可：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 前景 | 背景 | 颜色 | 序列 | 意义 |
| 30 | 40 | 红 | \! | 当前命令在历史缓冲区中的位置 |
| 31 | 41 | 绿 | **\#** | 命令编号（只要您键入内容，它就会在每次提示时累加） |
| 32 | 42 | 黄 | **\$** | 普通用户 "$"；超级用户 "#" |
| 33 | 43 | 蓝 | **\xxx** | 一个用三位数 xxx（用零代替未使用的数字， \007）表示的 ASCII 字符 |
| 34 | 44 | 紫红 | \[ | 出现在不移动光标的字符序列之前。使bash能够正确计算自动换行。 |
| 35 | 45 | 青蓝 | \\ | 反斜杠 |
| 36 | 46 | 白 | \] | 这个序列应该出现在非打印字符序列之后。 |
| 37 | 47 | 透明 | \ | ASCII转义字符（也可以键入 \033） |
| 代码 | 颜色 | | \a | ASCII响铃字符（\007） |
| 0 | OFF | | \d | "Wed Sep 06"格式的日期 |
| 1 | 高亮 | | \h | 主机名的第一部分 |
| 4 | 下划线 | | \H | 主机的全称 |
| 5 | 闪烁 | | \j | 在此shell中通过按 ^Z挂起的进程数 |
| 7 | 反转 | | **\l** | 此 shell的终端设备名 |
| 8 | 不可见 | | **\@** | 带有 am/pm的 12小时制时间 |
| 序列 | 意义 | | \V | Bash版本（包括补丁级别） |
| **\n** | 换行 符 | | \w | 当前工作目录包括根目录 |
| **\r** | 回车 符 | | \W | 当前工作目录 |
| **\u** | 用户名 | | **\t** | 24小时制时间 |
| **\v** | bash的版本 | | **\T** | 12小时制时间 |
| **\s** | shell的名称 | |  |  |

在对以上知识有了基本了解之后，我们就可以进行实际操作了。首先在终端中使用命令“cp ~/.bashrc ~/.bashrc.backup”对配置文件进行备份（这里提醒各位，在Linux中，如果需要对配置文件之类的东西进行修改的话，最好进行备份，以防 出错之后导致系统无法登录之类的问题），然后“gedit ~/.bashrc"打开文件或者用vim ~/.bashrc，找到PS1变量设置的代码，注释之（在每一行代码前插入注释符号”#“）。在文件的末尾加上”PS1='\u@\h:\w\$ '“(这是终端的默认设置，即不加任何颜色):

完成以上操作后保存并退出GEdit编辑器，回到终端后输入“source ~/.bashrc”，发现显示用户信息的地方没什么变化，说明刚才的设置与默认终端设置一致。而接下来，我们就需要对显示的信息的字体颜色进行设置。

### 6.1 设置颜色

颜色： \033[代码;前景;背景m

如：\033[1;32;40m 表示高亮显示字体为绿色，背景色为黑色

注意：

要将全部非打印字符用专用的 bash 转义序列 "\["和 "\]"括起来。这两个序列通知bash，被括起来的字符不占用行上的任何空间，这样就使自动换行能够继续正常工作。这点很关键要不然等你设好了颜色，你的终端换行会乱七八糟

现在对上边的PS1变量进行颜色的设置，即在需要更改颜色的地方插入颜色值，比如我们让用户名以红色显示的命令应该是：

PS1='\[\033[1;31;40m\]\u@\h:\w\$ '

事实上我们并不是想要所有信息的显示颜色都一样，所以我们要想办法让信息显示以不同颜色展示。这里大家可能会注意到，颜色设置的作用范围是从当前设置命令 到下一颜色设置命令的，也就是说，如果我们只在\u前设置了颜色，那么终端的字体应该都是红色的，就像下边一样，不仅信息项是红色的，就连输入命令都是红色的,为此，我们需要在@符号前面插入新的颜色值以防止整个信息项以红色显示，修改后的PS1变量为：

PS1='\[\033[1;31;40m\]\u\[\033[00m\]@\h:\w\$ '

明白了对PS1变量进行设置的原理之后，用户就可以根据自己的需要随心所欲地设置PS1变量了，比如在PS1变量中插入字符串，或者为每个信息项设置不同 的颜色，或者控制信息栏显示的内容：

我们可以让用户名带下划线，路径以白色显示，并且美元符号以绿色显示，命令则以蓝色显示：

PS1='\[\033[4;31;40m\]\u\[\033[00m\]@\h:\[\033[37;40m\]\w\[\033[32;40m\]\$ \[\033[34;40m\]'

### 6.2 命令提示符的长路径名问题

使终端只显示用户当前的工作目录的名字的方法

在PS1变量设置终端只显示工作目录的基名，即将PS1变量中的\w的小写的w换 成大写的W，修改后的PS1变量为：

PS1='\[\033[4;31;40m\]\u\[\033[00m\]@\h:\[\033[37;40m\]\W\[\033[32;40m\]\$ \[\033[34;40m\]'

可以发现，经过修改PS1变量的值之后，终端将只显示当前工作目录的基名了～。

最后，可能各位还会发现，如果打开新的终端，用户定义的配置并没有显示出来，而还是显示默认的配置。 这个时候可以通过source ~/.bashrc 命令去手动加载文件，这时候，我们所设置的配置又回来了。

当然，终端作为我们在系统之中常用的工具之一，如果每次打开终端都要source一次，那岂不是蛋疼死了？回到文章开头的地方，我们说/etc/profile文件从 /etc/profile.d目录的配置文件中搜集shell的设置.此文件默认调用/etc/bashrc文件，于是我们可以打开profile文件看一看：

$sudo gedit /etc/bashrc”(注意这里需要加上sudo!)

可以看到，在文件中有一句调用/etc/bash.bashrc文件的代码，所以可以推断，前文所说的profile文件自动加载bash.bashrc 文件,事实上就是由代码实现的，于是我们同样地可以在这里添加一句新的代码，以使profile自动加载用户的.bashrc文件，以此实现我们不需每次 打开终端都要source的需求。

保存之后关闭编辑器，新打开一个终端，可以发现，我们之前的配置已经能够自动加载了。

### 6.3 ls命令设置

在终端一个常用的命令就是ls命令了，我们可以通过在.bashrc文件中设置alias以实现ls命令的一些自定义设置：

alias其实是相当于一个命令引用的东西，例如最后一句，每当你在终端里边输入ls命令，终端会根据.bashrc文件中的alias的设置查找到引用 的命令：ls --color=auto，所以你每次输入“ls”其实就相当于输入了“ls --color=auto”，而这句命令的作用是显示当前目录的可见文件，并且以颜色区分不同类型的文件，比如文件夹和普通文件。

最后一个值得一提的就是一个小建议了，之前看到的我的终端都是黑底的，其实用户可以直接在终端中设置首选项以实现半透明背景，或者是以一张图片作为背景也可以

### 6.4 设置解释

PS1="\[\e[37;40m\][\[\e[32;40m\]\u\[\e[37;40m\]@\h\[\e[35;40m\]\W\[\e[0m\]]\\$ "

PS1="\[\033[1;32;40m\][\[\033[0;32;40m\]\u@\h:\[\033[1;35;40m\]\w\[\033[1;32;40m\]]\[\033[1;31;40m\]\$\[\033[1;32;40m\] "

" ------------>起始引号

\[\033[1;32;40m\][ ------------>定义最右边的" [ " ；

1：字体宽度，好像有加亮功能.

32：字符颜色。32表示绿色。

40：背景色，40表示黑色。

\[\033[0;32;40m\]\u@\h: --------->定义右边的 \u@\h: 这几个字符颜色。

0： 默认字体宽度。

32：字符颜色。绿色。

40: 背景颜色。黑色。

\[\033[1;35;40m\]\w ---------> 定义右边的 \w (路径颜色) 。

1：字符宽度。加亮。

35：字符颜色。洋红。

40：背景色。黑色。

\[\033[1;32;40m\]] ---------> 定义右边的 ] 字符。跟前面的 [字符使用同一效果。

\[\033[1;31;40m\]\$ ---------> 定义了$字符为红色。

\[\033[1;32;40m \] -----------> 这个定义了你在命令行要输入命令显示的颜色。

" ------------>结束引号

如果果不想改变输入颜色的话，用\[\033[0m\] 关闭转义序列， \033[0m 是 shell 的默认颜色。按照上面的例子来说就是在"\[\033[0m\] 前面加上即可。

## 7 改变安装源

设置，软件更新选择阿里云，reload即可。

## 8 vim更新

Ubuntu已经为我们提供了ppa源来安装

sudo add-apt-repository ppa:jonathonf/vim

sudo apt update

sudo apt install vim

如果您想要卸载它, 请使用如下命令

sudo apt remove vim

sudo add-apt-repository --remove ppa:jonathonf/vim

## 9 vim实现显示行号和括号自动补齐对齐

vim的设置文件都在/etc/vim/vimrc中或者/home/用户名/.vimrc中，要使用超级权限才可以修改。改好久生效了。

""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
" 显示相关    
""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"set shortmess=atI   " 启动的时候不显示那个援助乌干达儿童的提示 (如果报错可以注释了)   
"winpos 5 5          " 设定窗口位置    
"set lines=40 columns=155    " 设定窗口大小    
"set number              " 显示行号    
set go=             " 不要图形按钮    
"color asmanian2     " 设置背景主题    
set guifont=Courier\_New:h10:cANSI   " 设置字体    
syntax on           " 语法高亮    
autocmd InsertLeave \* se nocul  " 用浅色高亮当前行    
autocmd InsertEnter \* se cul    " 用浅色高亮当前行    
"set ruler           " 显示标尺    
set showcmd         " 输入的命令显示出来，看的清楚些    
"set cmdheight=1     " 命令行（在状态行下）的高度，设置为1    
"set whichwrap+=<,>,h,l   " 允许backspace和光标键跨越行边界(不建议)    
"set scrolloff=3     " 光标移动到buffer的顶部和底部时保持3行距离    
set novisualbell    " 不要闪烁(不明白)    
set statusline=%F%m%r%h%w\ [FORMAT=%{&ff}]\ [TYPE=%Y]\ [POS=%l,%v][%p%%]\ %{strftime(\"%d/%m/%y\ -\ %H:%M\")}   "状态行显示的内容    
set laststatus=1    " 启动显示状态行(1),总是显示状态行(2)    
set foldenable      " 允许折叠    
set foldmethod=manual   " 手动折叠    
"set background=dark "背景使用黑色   
set nocompatible  "去掉讨厌的有关vi一致性模式，避免以前版本的一些bug和局限    
" 显示中文帮助  
if version >= 603  
    set helplang=cn  
    set encoding=utf-8  
endif  
" 设置配色方案  
"colorscheme murphy  
"字体   
"if (has("gui\_running"))   
"   set guifont=Bitstream\ Vera\ Sans\ Mono\ 10   
"endif   
set fencs=utf-8,ucs-bom,shift-jis,gb18030,gbk,gb2312,cp936  
set termencoding=utf-8  
set encoding=utf-8  
set fileencodings=ucs-bom,utf-8,cp936  
set fileencoding=utf-8  
"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"""""新文件标题""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"新建.c,.h,.sh,.java文件，自动插入文件头   
autocmd BufNewFile \*.cpp,\*.[ch],\*.sh,\*.java exec ":call SetTitle()"   
""定义函数SetTitle，自动插入文件头   
func SetTitle()   
    "如果文件类型为.sh文件   
    if &filetype == 'sh'   
        call setline(1,"\#########################################################################")   
        call append(line("."), "\# File Name: ".expand("%"))   
        call append(line(".")+1, "\# Author: ma6174")   
        call append(line(".")+2, "\# mail: ma6174@163.com")   
        call append(line(".")+3, "\# Created Time: ".strftime("%c"))   
        call append(line(".")+4, "\#########################################################################")   
        call append(line(".")+5, "\#!/bin/bash")   
        call append(line(".")+6, "")   
    else   
        call setline(1, "/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")   
        call append(line("."), "    > File Name: ".expand("%"))   
        call append(line(".")+1, "    > Author: liao20081228")   
        call append(line(".")+2, "    > Mail: liao20081228@126.com ")   
        call append(line(".")+3, "    > Created Time: ".strftime("%c"))   
        call append(line(".")+4, " \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/")   
        call append(line(".")+5, "")  
    endif  
    if &filetype == 'cpp'  
        call append(line(".")+6, "#include<iostream>")  
        call append(line(".")+7, "using namespace std;")  
        call append(line(".")+8, "")  
    endif  
    if &filetype == 'c'  
        call append(line(".")+6, "#include<stdio.h>")  
 call append(line(".")+6, "#include<stdlib.h>")  
        call append(line(".")+7, "")  
    endif  
    "新建文件后，自动定位到文件末尾  
    autocmd BufNewFile \* normal G  
endfunc   
""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"键盘命令  
""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
  
nmap <leader>w :w!<cr>  
nmap <leader>f :find<cr>  
  
" 映射全选+复制 ctrl+a  
map <C-A> ggVGY  
map! <C-A> <Esc>ggVGY  
map <F12> gg=G  
" 选中状态下 Ctrl+c 复制  
vmap <C-c> "+y  
"去空行    
nnoremap <F2> :g/^\s\*$/d<CR>   
"比较文件    
nnoremap <C-F2> :vert diffsplit   
"新建标签    
map <M-F2> :tabnew<CR>    
"列出当前目录文件    
map <F3> :tabnew .<CR>    
"打开树状文件目录    
map <C-F3> \be    
"C，C++ 按F5编译运行  
map <F5> :call CompileRunGcc()<CR>  
func! CompileRunGcc()  
    exec "w"  
    if &filetype == 'c'  
        exec "!g++ % -o %<"  
        exec "! ./%<"  
    elseif &filetype == 'cpp'  
        exec "!g++ % -o %<"  
        exec "! ./%<"  
    elseif &filetype == 'java'   
        exec "!javac %"   
        exec "!java %<"  
    elseif &filetype == 'sh'  
        :!./%  
    endif  
endfunc  
"C,C++的调试  
map <F8> :call Rungdb()<CR>  
func! Rungdb()  
    exec "w"  
    exec "!g++ % -g -o %<"  
    exec "!gdb ./%<"  
endfunc  
""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
""实用设置  
"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
" 设置当文件被改动时自动载入  
set autoread  
" quickfix模式  
autocmd FileType c,cpp map <buffer> <leader><space> :w<cr>:make<cr>  
"代码补全

set completeopt=preview,menu   
"允许插件    
filetype plugin on  
"共享剪贴板    
set clipboard+=unnamed   
"从不备份    
set nobackup  
"make 运行  
:set makeprg=g++\ -Wall\ \ %  
"自动保存  
set autowrite  
set ruler                   " 打开状态栏标尺  
set cursorline              " 突出显示当前行  
set magic                   " 设置魔术  
set guioptions-=T           " 隐藏工具栏  
set guioptions-=m           " 隐藏菜单栏  
"set statusline=\ %<%F[%1\*%M%\*%n%R%H]%=\ %y\ %0(%{&fileformat}\ %{&encoding}\ %c:%l/%L%)\  
" 设置在状态行显示的信息  
set foldcolumn=0  
set foldmethod=indent " 自动折叠  
set foldlevel=3   
set foldenable              " 允许折叠  
" 不要使用vi的键盘模式，而是vim自己的  
set nocompatible  
" 语法高亮  
set syntax=on  
" 去掉输入错误的提示声音  
set noeb  
" 在处理未保存或只读文件的时候，弹出确认  
set confirm  
" 自动缩进  
set autoindent " 自动对齐（继承前一行的缩进方式）  
set cindent  
" Tab键的宽度  
set tabstop=4  
" 统一缩进为4  
set softtabstop=4  
set shiftwidth=4  
" 不要用空格代替制表符  
set noexpandtab  
" 在行和段开始处使用制表符  
set smarttab  
" 显示行号  
set number  
" 历史记录数  
set history=1000  
"禁止生成临时文件  
set nobackup  
set noswapfile  
"搜索忽略大小写  
set ignorecase  
"搜索逐字符高亮  
set hlsearch  
set incsearch  
"行内替换  
set gdefault  
"编码设置  
set enc=utf-8  
set fencs=utf-8,ucs-bom,shift-jis,gb18030,gbk,gb2312,cp936  
"语言设置  
set langmenu=zh\_CN.UTF-8  
set helplang=cn  
" 我的状态行显示的内容（包括文件类型和解码）  
"set statusline=%F%m%r%h%w\ [FORMAT=%{&ff}]\ [TYPE=%Y]\ [POS=%l,%v][%p%%]\ %{strftime(\"%d/%m/%y\ -\ %H:%M\")}  
"set statusline=[%F]%y%r%m%\*%=[Line:%l/%L,Column:%c][%p%%]  
" 总是显示状态行  
set laststatus=2  
" 命令行（在状态行下）的高度，默认为1，这里是2  
set cmdheight=2  
" 侦测文件类型  
filetype on  
" 载入文件类型插件  
filetype plugin on  
" 为特定文件类型载入相关缩进文件  
filetype indent on  
" 保存全局变量  
set viminfo+=!  
" 带有如下符号的单词不要被换行分割  
set iskeyword+=\_,$,@,%,#,-  
" 字符间插入的像素行数目  
set linespace=0  
" 增强模式中的命令行自动完成操作  
set wildmenu  
" 使回格键（backspace）正常处理indent, eol, start等  
set backspace=2  
" 允许backspace和光标键跨越行边界  
set whichwrap+=<,>,h,l  
" 可以在buffer的任何地方使用鼠标（类似office中在工作区双击鼠标定位）  
set mouse=a  
set selection=exclusive  
set selectmode=mouse,key  
" 通过使用: commands命令，告诉我们文件的哪一行被改变过  
set report=0  
" 在被分割的窗口间显示空白，便于阅读  
set fillchars=vert:\ ,stl:\ ,stlnc:\  
" 高亮显示匹配的括号  
set showmatch  
" 匹配括号高亮的时间（单位是十分之一秒）  
set matchtime=1  
" 光标移动到buffer的顶部和底部时保持3行距离  
set scrolloff=3  
"  智能自动缩进（以c程序的方式）  
set smartindent  
" 高亮显示普通txt文件（需要txt.vim脚本）  
au BufRead,BufNewFile \*  setfiletype txt  
"自动匹配括号版本1(按左右括号再按右括号 自动后移俩个字符，不会重新输入右括号)  
inoremap ( ()<ESC>i  
inoremap [ []<ESC>i  
inoremap { {<CR>}<ESC>O   
autocmd Syntax html,vim inoremap < <lt>><Esc>i| inoremap > <c-r>=ClosePair('>')<CR>   
inoremap ) <c-r>=ClosePair(')')<CR>  
inoremap ] <c-r>=ClosePair(']')<CR>  
inoremap } <c-r>=CloseBracket()<CR>  
inoremap " <c-r>=QuoteDelim('"')<CR>  
inoremap ' <c-r>=QuoteDelim("'")<CR>  
function ClosePair(char)  
 if getline('.')[col('.') - 1] == a:char  
 return "\<Right>"  
 else  
 return a:char  
 endif  
endfunction  
function CloseBracket()  
 if match(getline(line('.') + 1), '\s\*}') < 0  
 return "\<CR>}"  
 else  
 return "\<Esc>j0f}a"  
endif  
endfunction  
   
function QuoteDelim(char)  
 let line = getline('.')  
 let col = col('.')  
 if line[col - 2] == "\\"  
"Inserting a quoted quotation mark into the string   
 return a:char  
 elseif line[col - 1] == a:char  
"Escaping out of the string   
 return "\<Right>"   
 else   
"Starting a string   
 return a:char.a:char."\<Esc>i"   
 endif   
endfunction   
"自动匹配括号版本2(按左右括号再按右括号 不会后移俩个字符，会再生成一个右括号)  
inoremap ( ()<ESC>i  
inoremap ) <c-r>=ClosePair(')')<CR>  
inoremap { {<CR>}<ESC>O  
inoremap } <c-r>=ClosePair('}')<CR>  
inoremap [ []<ESC>i  
inoremap ] <c-r>=ClosePair(']')<CR>  
inoremap " ""<ESC>i  
inoremap ' ''<ESC>i  
function! ClosePair(char)  
    if getline('.')[col('.') - 1] == a:char  
        return "\<Right>"  
    else  
        return a:char  
    endif  
endfunction  
filetype plugin indent on   
"打开文件类型检测, 加了这句才可以用智能补全  
set completeopt=longest,menu  
"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
" CTags的设定    
"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
let Tlist\_Sort\_Type = "name"    " 按照名称排序    
let Tlist\_Use\_Right\_Window = 1  " 在右侧显示窗口    
let Tlist\_Compart\_Format = 1    " 压缩方式    
let Tlist\_Exist\_OnlyWindow = 1  " 如果只有一个buffer，kill窗口也kill掉buffer    
let Tlist\_File\_Fold\_Auto\_Close = 0  " 不要关闭其他文件的tags    
let Tlist\_Enable\_Fold\_Column = 0    " 不要显示折叠树    
autocmd FileType java set tags+=D:\tools\java\tags    
"autocmd FileType h,cpp,cc,c set tags+=D:\tools\cpp\tags    
"let Tlist\_Show\_One\_File=1            "不同时显示多个文件的tag，只显示当前文件的  
"设置tags    
set tags=tags    
"set autochdir   
  
""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"其他东东  
"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""  
"默认打开Taglist   
let Tlist\_Auto\_Open=1   
""""""""""""""""""""""""""""""   
" Tag list (ctags)   
""""""""""""""""""""""""""""""""   
let Tlist\_Ctags\_Cmd = '/usr/bin/ctags'   
let Tlist\_Show\_One\_File = 1 "不同时显示多个文件的tag，只显示当前文件的   
let Tlist\_Exit\_OnlyWindow = 1 "如果taglist窗口是最后一个窗口，则退出vim   
let Tlist\_Use\_Right\_Window = 1 "在右侧窗口中显示taglist窗口  
" minibufexpl插件的一般设置  
let g:miniBufExplMapWindowNavVim = 1  
let g:miniBufExplMapWindowNavArrows = 1  
let g:miniBufExplMapCTabSwitchBufs = 1  
let g:miniBufExplModSelTarget = 1

**解释文件3**

set nocompatible "不要使用vi的键盘模式，而是vim自己的

source $VIMRUNTIME/mswin.vim

behave mswin "兼容windows下的快捷键

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" GVIM自身的设置

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

language messages zh\_CN.utf-8 " 解决consle输出乱码

colorscheme desert " 灰褐色主题

set guioptions-=T " 隐藏工具栏

set guifont=Monaco:h10 " 字体 && 字号

set noerrorbells " 关闭错误提示音

set nobackup " 不要备份文件

set linespace=0 " 字符间插入的像素行数目

set shortmess=atI " 启动的时候不显示那个援助索马里儿童的提示

set novisualbell " 不要闪烁

set scrolloff=3 " 光标移动到buffer的顶部和底部时保持3行距离

set mouse=a " 可以在buffer的任何地方 ->

set selection=exclusive " 使用鼠标（类似office中 ->

set selectmode=mouse,key " 在工作区双击鼠标定位）

set cursorline " 突出显示当前行

set nu! " 显示行号

set whichwrap+=<,>,h,l " 允许backspace和光标键跨越行边界

set completeopt=longest,menu "按Ctrl+N进行代码补全

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 文本格式和排版

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

set list " 显示Tab符，->

set listchars=tab:\|\ , " 使用一高亮竖线代替

set tabstop=4 " 制表符为4

set autoindent " 自动对齐（继承前一行的缩进方式）

set smartindent " 智能自动缩进（以c程序的方式）

set softtabstop=4

set shiftwidth=4 " 换行时行间交错使用4个空格

set noexpandtab " 不要用空格代替制表符

set cindent " 使用C样式的缩进

set smarttab " 在行和段开始处使用制表符

set nowrap " 不要换行显示一行

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 状态行(命令行)的显示

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

set cmdheight=2 " 命令行（在状态行下）的高度，默认为1，这里是2

set ruler " 右下角显示光标位置的状态行

set laststatus=2 " 开启状态栏信息

set wildmenu " 增强模式中的命令行自动完成操作

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 文件相关

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

set fenc=utf-8

set encoding=utf-8 " 设置vim的工作编码为utf-8，如果源文件不是此编码，vim会进行转换后显示

set fileencoding=utf-8 " 让vim新建文件和保存文件使用utf-8编码

set fileencodings=utf-8,gbk,cp936,latin-1

filetype on " 侦测文件类型

filetype indent on " 针对不同的文件类型采用不同的缩进格式

filetype plugin on " 针对不同的文件类型加载对应的插件

syntax on " 语法高亮

filetype plugin indent on " 启用自动补全

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 查找

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

set hlsearch " 开启高亮显示结果

set nowrapscan " 搜索到文件两端时不重新搜索

set incsearch " 开启实时搜索功能

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 语言的编译和运行

" 支持的语言：java F5编译(保存+编译) F6运行

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

func! CompileCode()

exec "w"

if &filetype == "java"

exec "!javac -encoding utf-8 %"

endif

endfunc

func! RunCode()

if &filetype == "java"

exec "!java -classpath %:h; %:t:r"

endif

endfunc

" F5 保存+编译

map <F5> :call CompileCode()<CR>

" F6 运行

map <F6> :call RunCode()<CR>

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 实用功能

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

"--------引号 && 括号自动匹配

:inoremap ( ()<ESC>i

:inoremap ) <c-r>=ClosePair(')')<CR>

:inoremap { {}<ESC>i

:inoremap } <c-r>=ClosePair('}')<CR>

:inoremap [ []<ESC>i

:inoremap ] <c-r>=ClosePair(']')<CR>

":inoremap < <><ESC>i

":inoremap > <c-r>=ClosePair('>')<CR>

:inoremap " ""<ESC>i

:inoremap ' ''<ESC>i

:inoremap ` ``<ESC>i

function ClosePair(char)

if getline('.')[col('.') - 1] == a:char

return "\<Right>"

else

return a:char

endif

endf

"--------启用代码折叠，用空格键来开关折叠

set foldenable " 打开代码折叠

set foldmethod=syntax " 选择代码折叠类型 syntax语法,manual 手动折叠

set foldcolumn=0 " 设置折叠区域的宽度

setlocal foldlevel=1 " 设置折叠层数为(setlocal)

set foldlevel=100 " 禁止自动折叠

" set foldclose=all " 设置为自动关闭折叠

nnoremap <space> @=((foldclosed(line('.')) < 0) ? 'zc':'zo')<CR>

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" 插件

"""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""

" <F9>打开文件浏览窗口 插件为WinManager

let g:winManagerWindowLayout='FileExplorer'

nmap <F9> :WMToggle<CR>

" MiniBufExplorer

let g:miniBufExplMapWindowNavVim = 1

let g:miniBufExplMapWindowNavArrows = 1

let g:miniBufExplMapCTabSwitchBufs = 1

let g:miniBufExplModSelTarget = 1

# Linux基本命令

## 1 Linux用户：

Linux用户分为超级用户（root）、普通用户。

超级用户：可以再 linux 系统下做任何事情，不受限制。

普通用户：在 linux 下做有限的事情。

超级用户的命令提示符是“#”，普通用户的命令提示符是“$”。

**命令：su [用户名]**

功能：切换用户。

例如，要从 root 用户切换到普通用户 user1，则使用 su user1su。要从普通用户 user 切换到 root 用户则使用 suproot（root可以省略），此时系统会提示输入 root 用户的口令。

超级用户到普通用户不需密码，普通用户和普通用户需要输入对应密码，，普通用户到超级用户需超级密码。超级用户只有一个拥有所有权限。用户名为root。只有root权限才能添加用户。

## 2 添加用户。

**命令：useradd –m 用户名 –s /bin/bash**

功能：添加一个普通用户。使用的shell脚本解析器是/bin/bash。

**命令：userdel –r 用户名**

功能：删除不在使用的普通用户。

例如，要想添加一个普通用户 user1 ，则可以使用useradd user1。使用该命令后，系统会在目录“/home”下建立一个名为 user1 的目录。加 -m 才会创建目录。输入命令后按TAB则联想命令帮助。当然也可以在其他目录下添加用户。但都会集成到/home中。添加用户时候，默认使用系统解析器，也可以指定 shell脚本解析器为 –s /bin/bash。

## 3 设置密码

命令：passwd 用户名

功能：设置或修改用户名的密码。

例如，我们要给刚才创建的 user1 用户设置一个密码123456，则使用 passwd user1，然后系统会提示你输入新密码。

## 4 查看文件或目录

**命令：ls [选项] [目录或文件]**

功能：对于目录，该命令列出该目录下的所有子目录与文件。对于文件，将列出文件名以及其他信息。Linux文件系统不是根据后缀名来执行文件，而是根据此文件是否有可执行权限。

常用的选项有：

-a 显示指定目录下所有子目录与文件。

例如 列出“/root/home”目录下的所有子目录及文件，则使用ls –a /root/home 。包括隐藏文件，以“.”开头。

-l 列出指定目录下所有目录及文件的详细信息。

例如 列出“/root/home”目录下的所有子目录及文件，则使用ls –l /root/home 。不显示隐藏文件。每行列出的详细信息依次是：

权限与文件类型 链接数 文件所有者 文件所属组 文件大小 最近修改时间 文件名字

drwxr-xr-x 2 liao20081228 liao20081228 4096 Jan 15 20:25 Music

-rw------- 1 liao20081228 liao20081228 82 Jan 17 04:37 .xsession

使用 ls –l 命令显示的信息中 ，开头是由 10 个字母构成的字符串，其中第一个字符表示文件类型，它可以是下列类型之一：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 符号 | 意义 | 符号 | 意义 | 符号 | 意义 |
| - | 普通文件 | l | 符号链接=快捷图标 | c | 字符设备，设备数据以单个字符为单位 |
| d | 目录 |  |  | p | 命名管道 |
| s | Socket文件 |  |  | b | 块设备文件，设备数据以块为单位 |

后面的 9 个字符表示文件的访问权限，分为 3 组，每组 3位。第一组表示文件创建者的权限，第二组表示同组用户的权限，第三组表示其他用户的权限。每一组的三个字符分别表示对文件的读、写、执行权限。各权限如下：r（4读）、w（2写）、x（1执行）、\_（没有设置权限0）。每一组可以用一个数字表示，例如 r\_x :5 , rw\_:6，R\_\_:4，那么这三组就可以用3个数字表示，例如rwxr\_xr\_x:755 ，rw\_r\_\_r\_\_:644。

ls 输出内容是有颜色的，比如：目录是蓝色，压缩文件是红色的显示，如果没有颜色，可以加上参数--color=never 表示输出没有彩色 ， 而 --color=auto 表示自动 ，--color=always 表示始终有颜色。如果需要更加详细的参数描述，可以通过如下方式获得 ls 的帮助：man ls。

-al 显示指定目录下所有子目录与文件详细信息，包括隐藏文件。

注意：Linux的选项如 -a，-l 可以组合使用 -al。其他命令的选项也一样。

## 5 改变工作目录。

**命令：cd 目录名**

功能：改变工作目录。将当前工作目录改变到指定的目录下，

例如要切换当前目录到“/home/user/0718”目录，则使用cd /home/user/0718。

Linux对于当前工作目录下的子目录或者文件的操作 可以直接使用目录名而不用加/。

常用的切换目录命令：

cd .. 到父目录，注意后面没有斜杠

cd / 到根目录，默认就是斜杠

cd ~ 到用户主目录下~ 与直接执行 cd 效果一样，~就等效于/home/用户名.注意后面没有斜杠

cd – 到上一次目录.后面不能加子目录

cd . 到当前目录，注意后面没有斜杠

## 6 显示当前工作目录。

**命令 ： pwd**

功能 ： 显示用户当前所在的目录。例如当我们使用命令

cd /home/user/0718 时，再使用命令 pwd 则命令行会显示/home/user/0718。

## 7 创建目录

**命令：mkdir [选项] dirname**

功能：在当前目录下创建一个名为 “dirname”的目录。

例如要在当前目录下创建一个名“07181”的目录，则使用命令：mkdir 07181。系统就会在当前目录下，创建一个 07181 的目录，此时可以使用 ls –l 查看。

## 8 删除空目录

**命令：rmdir [选项] dirname**

功能：在当前工作目录下删除目录名为“dirname”的空的子目录。

此时该子目录必须是个空目录。我们刚才创建了一个空目录07181，如果我们想把它删掉，则使用 rmdir 07181 。此时再使用 ls –l 列举一下，这时发现 07181 已经被删掉了。如果使用该命令删除一个非空的目录，则删除失败。

## 9 拷贝文件或目录

**命令： cp [选项] 源文件或目录 目标文件或目录**

功能：把指定的源文件复制到目标文件或把多个源文件复制到目标目录中。

常用参数：

-f若目标目录中存在与源文件同名的文件，则直接覆盖，不提示 。

例如将当前目录下的 main.c 文件拷贝到“/home/user/0718”下，并且若存在同名的则进行覆盖，使用：cp–f ./main.c /home/user/0718 。如果在拷贝的同时将源文件重命名，例如将当前目录下的main.c 文件拷贝到“/home/user/0718”目录下并命名为 main1.c，则使用：cp –f ./main.c /home/user/0718/main1.c。

-i当目标文件中存在于源文件同名的文件，copy时系统会提示是否进行覆盖。

如上例，若在拷贝过程中，目标文件中存在与源文件同名的文件，需要提示是否覆盖，则只需要将上例中的-f 改为 –I 即可。例如cp –i ./main.c /home/user/0718 。cp –i ./main.c /home/user/0718/main1.c。

-r如果要拷贝的是一个目录，此时将同时拷贝该目录下的子目录和文件。

此时目标文件必须为一个目录。例如 ，将 ”/home/user/0718” 目录下的所有文件及目录拷贝到“/home/user1”目录下，则使用cp –r /home/user/0718 /home/user1 。(重点)

## 10 移动文件或目录。

**命令：mv[选项] 源文件或目录 目标文件或目录**

功能：视 mv 命令中第二个参数类型的不同（是目标文件还是目标目录），mv 命令将文件重命名或将其移至一个新的目录中。当第二个参数类型是文件时，mv 命令完成文件重命名，此时，源文件只能有一个（也可以是源目录名），它将所给的源文件或目录重命名为给定的目标文件名。当第二个参数是已存在的目录名称时，源文件或目录参数可以有多个，mv 命令将各参数指定的源文件均移至目标目录中。

注意：在跨文件系统移动文件时，mv 先拷贝，再将原有文件删除，而链至该文件的链接也将丢失。

参数：

-i 如果在移动的过程中存在重名的，则进行提示是否覆盖。

-f若果在移动的过程中存在重名的，则直接进行覆盖，不会给出提示。

例如 要将 “/home/user/0718”下的 main.c 文件重命名为main.cpp，则使用

mv /home/user/0718/main.c /home/user/0718/main.cpp。要将“ /home/user/0718 ”下 的所有 内 容 移 动 到“/home/user/0719”,则使用mv –f /home/user/0718 /home/user/0719。

## 11 删除文件或目录

**命令：rm [选项] 文件或目录**

功能：在 linux 中创建文件很容易，系统中随时会有文件变得过时且毫无用处。用户可以用 rm 命令将其删除。该命令的功能为删除一个目录中的一个或多个文件或目录，它也可以将某个目录及其下的所有文件及子目录均删除。对于链接文件，只是删除了链接，原有文件均保持不变。如果删除时没有-r 选项则不会删除目录。

参数：

-f删除过程中不会给出提示。

-i 删除过程中会给出交互式提示。

-r 如果删除的是一个目录，则将该目录下的目录及子目录均删除掉。

例如要删除 “/home/user/0718”目录下的 main.cc main.exe则使用，rm -f /home/user/0718/main.cc /home/user/0718/main.exe若果要删除“/home/user/0718”这个目录，则使用rm –rf /home/user/0718。

## 12 查看文件内容(不是目录)

### 12.1 显示文件内容

**命令： cat[选项] [文件]**

功能： 查看目标文件的内容

参数：

-b 对非空输出行编号

-E 在每行结束处显示$

-n 对输出的所有行编号

-s 不输出多行空行。

例如 要查看当前目录下的 main.cc 的内容则使用，cat main.cc。

### 12.2 标准的输入输出与重定向：

文件描述符是一个整数,它代表一个打开的文件,标准的三个描述符号:

标准输入：一般指键盘,描述符为：0

标准输出：一般指屏幕输出,描述符为：1

错误输出：也是屏幕,描述符为：2

重定向符号:(相当于c语言的文件输出和输出，把结果输出到文件或从文件中读入)

< 文件名 从指定文件输入

> 文件名 输出到指定文件

>> 文件名 添加到指定文件

2> 文件名 错误信息输出到指定文件

&>文件名 错误和信息输出到指定文件

Cat>file1<file2或者Cat <file2>file1 从file2读入再输出到file1，会覆盖原有内容 。

./main text1.txt >text5.txt 2>&1。将错误信息输出到&1

cat 常常与重定向一起使用。其中>表示创建，>>表示追加,<<表示以什么结束

如果 cat 的命令行中没有参数，它就会从标准输入中读取数据，并将其送到标准输出。

linux 中创建空文件的四种方式：

方式 1： echo > a.txt（会有一个字节）

方式 2： touch b.txt

方式 3： cat> c.txt 按 ctrl+c 组合键退出；或 Ctrl+d

方式 4： vim d.txt 进入之后：wq 退出。

查看用户列表

cat /etc/passwd 可以看到当前所有的用户。

## 13 显示文件内容的前几行

**命令：head –n 行数值 文件名**

功能：显示目标文件的前几行。

例如 要显示 当前目录下 main.cc 的前 10 行，则使用Head –n 10 main.cc。

## 14 显示文件的后几行

**命令： tail –n 行数值 文件名**

功能：显示目标文件的最后几行。

例如 要显示“/home/user/0718/”目录下的 main.cc 文件的最后 10 行。则使用 tail –n 10 /home/user/0718/main.cc。

## 15 管道与命令替换

管道：是重定向的一种，就像一个导管一样，将一个程序或命令的输出作为另一个程序或命令的输入。

命令1| 命令2

命令替换：和重定向有点相似，但区别在于命令替换是将一个命令的输出作为另一个命令的参数。

命令1 `命令2`或 命令1 $(命令2)。

举例：首先列出当前的所有信息，并重定向到 aa 文件中：ls | cat >aa 或 ls >aa，然后，通过命令替换，列出 aa 文件中所有的文件信息：ls –l `cat aa` 或者用 ls –l $(cat aa)

## 16 文件或目录的创建掩码

**umask** 指文件或目录创建时要去掉的一些权限。先用umask设置掩码后再新建文件或文件目录

普通用户缺省时 umask 的值为 002，超级用户为 022。002 表示创建目录时所有者的权限不去掉， 所属组权限不去掉，其他组权限写属性去掉

创建一文件以后，普通用户缺省的权限为664超级用户：644

创建一目录以后 ，普通用户缺省的权限为775超级用户：755

可以通过 umask 查看默认的缺省的掩码值。通过 umask 001修改掩码值。

## **17 改变目录或文件的权限**

只有文件所有者或者超级用户可以修改文件权限。

**命令：chmod**

功能：用于改变文件或目录的访问权限。用户用它控制文件或目录的访问权限。

语法：该命令有两种用法。一种是包含字母和操作符表达式的文字设定法；另一种是包含数字的数字设定法。

我们利用 ls –l 长格式列出文件或目录的基本信息如下：

文件类型与权限 链接数 文件所有者 文件属组 文件大小 最近修改的时间 名字

对于权限，有第一组表示文件所有者的权限，第二组表示同组用户的权限，第三组表示其他用户的权限。每一组的三个字符分别表示对文件的读、写和执行权限。可以通过 chmod 来修改权限。

### 17.1 文字设定法

**命令：chmod [who][+|-|=][mode] 文件名**

功能：修改指定文件名中 who的权限增加/去除/赋值为 mode

参数：

who 操作对象，可是下述字母中的任一个或者它们的组合：

u 表示“用户（user）”，即文件或目录的所有者。

g 表示“同组（group）用户”，即与文件所有者有相同组 ID 的所有用户。

o 表示“其他（others）用户”。

a 表示“所有（all）用户”。它是系统默认值。

操作符号可以是：

+ 添加某个权限。

- 取消某个权限。

= 赋予给定权限并取消其他所有权限（如果有的话）。

设置 mode 所表示的权限可用下述字母的任意组合(当组合的时候，who 不能少)：

r 可读

w 可写

x 可执行

文件名：以空格分开的要改变权限的文件列表，支持通配符。

在一个命令行中可给出多个权限方式，其间用逗号隔开。

例如：chmod g+r，o+r example 使同组和其他用户对文件 example 有读权限。

### 17.2 数字设定法(常用)

我们必须首先了解用数字表示的属性的含义：

0 表示没有权限，1 表示可执行权限，2 表示可写权限，4 表示可读权限，然后将其相加。所以数字属性的格式应为 3 个从 0 到 7 的八进制数，其顺序是（u）（g）（o）。

例如，如果想让某个文件的所有者有"读/写"二种权限，需要把 4（可读）+2（可写）＝6（读/写).

数字设定法的一般形式为：

**chmod [mode] 文件名**

例1：

$ chmod ug+w，o-x text

即设定文件 text 的属性为：

文件所有者（u） 增加写权限

与文件所有者同组用户（g） 增加写权限

其他用户（o） 删除执行权限

例 2：

$ chmod 644 mm.txt

文件所有者（u）inin 拥有读、写权限

与文件所有者同组人用户（g） 拥有读权限

其他人（o） 拥有读权限

## 18 查找文件

**命令：find 起始目录 查找条件 操作**

功能：在指定目录结构中搜索问价，并执行指定的操作。

该命令的查找条件可以是一个逻辑运算符 not、and、or 组成的复合条件。

-a：逻辑与，在命令中用-a 表示，表示只有当所给的条件都满足时，查找条件才满足。

例如在“/home/user”目录下查找名为 0718 类型是一个目录的文件。则使用find /home/user –name 0718 –a -type d

-o：逻辑或，在命令中用-o 表示，表示只要所给的条有一个满足，查找条件就满足。

例如在“/home/user”目录下查找名字为 main.cc 或名字为 main.c 的文件。则使用find /home/user -name main.cc -o –name main.c。

!：逻辑非，在命令中用！表示查找不满足所给条件的文件。

例如在“/home/user“下查找名字不是main.c 的文件，则使用find /home/user ! –name main.cc 。

常用的查找条件有：

### 18.1 根据名称和文件属性查找。

-name ’字串’ 查找文件名匹配所给字串的所有文件，字串内可用通配符\*、?、[ ]。

-gid n 查找属于 ID 号为 n 的用户组的所有文件。

-uid n 查找属于 ID 号为 n 的用户的所有文件。

-group ’字串’ 查找属于用户组名为所给字串的所有的文件。

-user ’字串’ 查找属于用户名为所给字串的所有的文件。

-empty 查找大小为 0 的目录或文件。

-perm 权限 查找具有指定权限的文件和目录，权限的表示可以如 711，644。

-size n[bckw] 查找指定文件大小的文件，n 后面的字符表示单位，缺省为 b，代表 512字节的块。

-type x 查找类型为 x 的文件，x 为下列字符之一：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 符号 | 意义 | 符号 | 意义 | 符号 | 意义 |
| - | 普通文件 | l | 符号链接=快捷图标 | c | 字符设备，设备数据以单个字符为单位 |
| d | 目录 |  |  | p | 命名管道 |
| s | Socket文件 |  |  | b | 块设备文件，设备数据以块为单位 |

### 18.2 根据时间查找

- amin n 查找 n 分钟以前被访问过的所有文件。（+表示 n分钟之前，-表示 n 分钟之内，+号和-号都不能省略）

- cmin n 查找 n 分钟以前文件状态被修改过的所有文件。

- mmin n 查找 n 分钟以前文件内容被修改过的所有文件。

- atime n 查找 n 天以前被访问过的所有文件。

- ctime n 查找 n 天以前文件状态被修改过的所有文件。

- mtime n 查找 n 天以前文件内容被修改过的所有文件。

### 18.3 可执行的操作。

- exec 命令名称 {}

对符合条件的文件执行所给的 Linux命令，而不询问用户是否需要执行该命令。{}表示命令的参数即为所找到的文件；命令的末尾必须以“ \;”结束。

例如，在“/home/user“目录下查找名为 main.c 文件并显示这些文件的详细信息，则使用

find /home/user –name main.c –exec ls –l {} \;或者

- ok 命令名称 {}

对符合条件的文件执行所给的 Linux命令，与 exec 不同的是，它会询问用户是否需要执行该命令。

## 19 查找文件内容

**命令：grep [选项][查找模式][文件名 1，文件名 2，…]**

功能：grep 过滤器查找指定字符模式的文件，并显示含有此模式的所有行。被寻找的模式称为正则表达式。

常用的一些正则表达式

^ :以什么开头 ，例如 ls –l | grep ^d 显示当前目录下的所有以 d开头的子目录的详细信息。

$ :以什么结尾 。例如 ls –l | grep c$ 显示当前目录下以 c 结尾的文件。

常用的参数：

-E 每个模式作为一个扩展的正则表达式对待。等价于 egrep，使用最新的正则表达式

-F 每个模式作为固定的字符串对待

-c 只显示匹配行的数量。

-i 比较式不区分大小写。

-n 在输出前加上匹配串所在的行号。

## 20 文档打包

**命令：tar[主选项+辅选项] 目标文档(可省略) 源文件或目录**

功能：把一大堆的文件和目录全部打包成一个文件，这对于备份文件或将几个文件组合成为一个文件以便于网络传输是非常有用的。tar不是压缩软件。

常用参数：

-c：创建新的档案文件,后缀名为.tar

-r: 要把存档的文件追加到档案文件的末尾。tar -rf \*.tar test

-x：从档案文件中释放文件。

-f：使用档案文件或设备。这个参数必须位于参数的最后一个

-v：在归档过程中显示处理的文件。

-z：用gzip来压缩/解压缩文件，后缀名为.gz，加上该选项后可以将文件进行压缩。只能作用于文件

-j：用bzip2来压缩/解压缩文件，后缀名为.bz2，加上该选项后可以将文件进行压缩。只能作用于文件

例如，把“/home/user/0718”下的所有后缀为.c 的打包到source.tar，则使用 tar -cvf source.tar /home/user/0718/\*.c

若果在归档的过程中还要进行压缩，则使用tar –cvzf source.tar.gz /home/user/0718/\*.c。

如果要将归档的文件 source.tar 释放掉，则使用tar -xvf source.tar

若果将归档后的压缩文件释放掉，则使用tar -xvzf source.tar.gz。

## 21 文件压缩/解压

**命令：gzip [选项] 目标文档 源文件或目录**

功能：gzip 用来将文件压缩成后缀为.gz 的压缩文件，或者将后缀为.gz 的文件进行解压。只能作用于文件不能作用于文件夹，与tar结合才能压缩文件夹。

常用参数：

-d: 将压缩文件进行解压。Gzip –v man.c.gz main.c

-v： 在压缩或解压过程中显示解压或压缩的文件。Gzip –dv main.c main.c.gz

**命令：bzip2 [选项] 目标文档 源文件或目录**

功能： bzip2 用来将文件压缩成后缀名为.bz2 的压缩文件，或者将后缀为.bz2 的压缩文件解压。但会删除源文件。只能作用于文件不能作用于文件夹. 与tar结合才能压缩文件夹。

常用参数：

-z：将压缩文件进行压缩。bzip2 –zv main.c

-d: 将压缩文件进行解压。bzip2 –dv main.c.bz2

-v： 在压缩或解压过程中显示解压或压缩的文件。

**命令：zip/unzip [选项] 目标文档 源文件或目录**

功能：这是一对命令，zip进行压缩，unzip进行解压,压缩完成扩展名为.zip. 可以是文件也可以是文件夹.

常用参数

-r ：递归处理子文件或子目录. zip -vrtest.zip test/

-v ：显示指令执行过程或显示版本信息. unzip test.zip

各种压缩文件对应解压办法

|  |  |  |  |
| --- | --- | --- | --- |
| 文件格式 | 解压命令 | 文件格式 | 解压命令 |
| \*.tar | tar -xvf | \*.tar.bz2 | tar -xvjf |
| \*.gz | gzip -d | \*.Z | uncompress |
| \*.tar.gz和\*.tgz | tar -xvzf | \*.tar.Z | tar -xvZf |
| \*.bz2 | bzip2 -d | \*.rar | unrar e |
| \*.zip | unzip |  |  |

## 22 scp 远程 copy 文件命令

**命令：scp [可选参数] 源文件 目标文件**

**scp local\_filename username@ip:remote\_ filename**

将本地文件复制到远程主机目录或者**重命名**

**scp username@ip: remote\_ filename local\_filename**

将远程主机上的文件复制到本地

可选参数

–r：如果复制的是文件夹

local\_filename:本地文件名称,包含路径

username:远程主机的用户名

ip:远程主机 IP，也可以是域名

remote\_ filename：远程文件名，包含路径

例子：

scp file3 king@192.168.4.52:~/ 从本机 copy 到其他机器

scp king@192.168.4.52:~/file3 . 从其他机器 copy 到本机

## 23 ubuntu 设置固定 IP

首先点击右上角的《上下箭头》，点 Edit Connections,点 edit，点击ipv4 setting

## 24 其他命令

export PATH=$PATH //设置环境变量为全局变量

which 命令名 //找到命令所在路径

echo 文字或变量 //在显示器上显示一段文字，一般起到一个提示的作用。

## 25 chown 命令

**命令格式： chown [选项] [所有者] [:组] 文件**

功能：更改文件的所有者或组。通过chown改变文件的拥有者和群组。在更改文件的所有者或所属群组时，可以使用用户名称和用户识别码设置。普通用户不能将自己的文件改变成其他的拥有者。其操作权限一般为管理员。

必要参数:

-c 显示更改的部分的信息

-f 忽略错误信息

-h 修复符号链接，只对符号链接的文件做修改，而不改变其他相关文件

-R 递归式地改变指定目录及其下的所有子目录和文件的拥有者。

-v 显示详细的处理信息

-deference 作用于符号链接的指向，而不是链接文件本身，与-h相反

选择参数:

--reference=<目录或文件> 把指定的目录/文件作为参考，把操作的文件/目录设置成参考文件/目录相同拥有者和群组

--from=<当前用户：当前群组> 只有当前用户和群组跟指定的用户和群组相同时才进行改变

--help 显示帮助信息

--version 显示版本信息使用示例：

例子：

chown jim program.c

更改文件的所有者：文件 program.c 的所有者更改为 jim。作为所有者，jim 可以使用 chmod 命令允许或拒绝其他用户访问 program.c。

chown -R john:build /tmp/src

更改目录的所有者：将目录 /tmp/src 中所有文件的所有者和组更改为用户 john 和组 build

chown –R root:root rootfs

将rootfs文件夹及其子录的权限和组均改为root

chown –R liufan:liufan-desktop rootfs

将目录rootfs文件夹及子目录的所有者和组更改为用户liufan和组liufan-desktop ）

## 26 查看系统所有进程

ps –elf

存放于~/proc文件夹中

# Vim编辑器

### 1 vim状态

vim 分为两种状态，即命令状态和编辑状态，在命令状态下，所键入的字符系统均作命令来处理，如:q! 代表不保存退出，:wq保存并退出，而编辑状态则是用来编辑文本资料的。当你进入 vim 时，会首先进入命令状态。在命令状态下，按”i”(插入)或”a”(添加)可以进入编辑状态，在编辑状态，按 ESC 键进入命令状态。

### 2 添加

a 从光标后面开始添加文本

A 从光标所在行的末尾开始添加文本

### 3 插入

i 从光标前面开始插入文本

I 从光标所在行的开始处插入文本

### 4 删除

x 删除光标处的字符

dd 剪切光标所在的整行

[n]dd 删除光标所在行以及下面的n-1行

D 删除光标到行尾的文本，常用语删除注释语句 (d$)

### 5 光标移动：

^ 或者home光标移动到行首

$或者end 光标移动到行尾

Ctrl+u 向上翻半页

Ctrl+d 向下翻半页

Ctrl+b 向上翻一页

Ctrl+f 向下翻一页

gg 光标定位到文档头

G 光标定位到文档尾

H 光标定位到当前页的第一行的行首

L 光标定位到当前页的最后一行的行首

w 光标往后移一个字

b 光标往前移一个字

[n]+ 光标向后移动 n 行,[n]表示一个整数 10+

[n]- 光标向前移动 n 行,[n]表示一个整数 10

[n]G或:[n] 光标定位到第 n 行行首,[n]表示一个整数.

### 6 查找：

/[str] 加亮显示所有找到的字符串，接着命令 n 移动到下一个找到的字符串，命令 N 移动到上一个找到的字符串 eg /hello

### 7 替换：

替换光标所在字符

r 字符

替换当前行(只能替换光标之所在的行)

:s/[src]/[dst] /ig,忽略大小写 g全部匹配（不加则只替换第一个） 例 :s/hello/world/ig

替换第n行

:[n] s/[src]/[dst]/ig，（n行中找） 例 :3,6s/hello/world

替换n1-n2行

:[n1],[n2]s/[src]/[dst]/ig，（n1-n2行中找） 例 :3,6s/hello/world

全部替换

:%s/[src]/[dst]/g ，将文档中所有 src 的字符串替换为 dst 字符串，:%s/^ //g 将文档每一行的行首的空格去掉

### 8 块操作：

v 可视化块选择状态，选中块之后，可以对块进行删除(d), 复制（y）剪切（x）。

ctrl+v，d选中删除，ctrl+v 用光标选中多行的开头，ctrl+i 选中后添加内容

### 9 剪切与复制

x剪切光标所在字符

yy 复制光标所在的整行

[n]yy 从光标开始往下复制 n 行,[n]表示一个整数

p 将复制后的文本粘贴到光标之前，

shift+p 将复制后的文本粘贴到光标之后

### 10 撤销与恢复

u 撤销上次操作

ctrl+r恢复u撤销的内容

### 11 保持与退出：

:q 在未修改文档的情况下退出

:q! 放弃文档的修改，强行退出

:w 文档存盘

:wq 文档存盘退出

:x 存盘退出

### 12 其他：

:help 命令 查看该命令的帮助提示

:%!xxd十六进制模式

:%!xxd –r 返回文本模式 中间有一个空格的

q：历史命令

win+l 锁定windows电脑

如果在编辑过程中不小心按了 Ctrl+s,vim 会处于僵死状态，按Ctrl+q 可以恢复。

执行 vim +3 main.c //表示定位到 main.c 的第 3 行

执行 vim +/printf main.c //表示定位到第一个 printf 处

在命令模式下输入:new 2.c //表示再打开一个 vim,是横向的 用:vnew 2.c 表示纵向

也可以通过:split vsplit sp vsp，把本文件自己分成两个窗口。

两个窗口之间进行切换的方式：Ctrl+w,w

在命令模式中输入 gg=G 可以自动对齐

$ sed: 管道查找替换程序（替换批量文件中的字符）单引号对引号内的内容默认使用一次转义，双引号则不用转义，要用\进行转型,linux命令

$ cat a.txt| sed's/aa/bb/' >b.txt //将 a.txt 中的 aa 替换成 bb 并重定向输出到 b.txt 中。linux命令

# GitHub

安装git

$sudo apt install git

$ git config --global user.name "Your Name"

$ git config --global user.email "email@example.com"

1.mkdir 文件夹

2.cd 文件夹

3.git init 初始为仓库

4.vim filename

5.git add filename 将文件提交到暂存区

6.git commit –m 注释” 只将暂存区文件提交到版本库,

7.git status 产看当前文件状态

8.git log 查看版本日志

9.git diff filename 查看工作区的文件与上一个版本的不同之处

10.git checkout -- filename 撤销当前工作区的文件修改到最近一次git add 或git commit的状态（没有提交到暂存区）

11.git reset --hard HEAD^ 版本回退一次

git reset --hard HEAD^^版本回退两次

git reset --hard HEAD~n 版本回退n次

git reset --hard 版本号 回退到指定版本号

12.git reset HEAD filename 撤销已经提交到暂存区的文件到工作区，再用gitcheckout就刻意丢弃修改

13.rm filename

git rm filename

git commit –m “注释”

就可以从版本库中删除文件，

如果不想删除 git checkout – filename撤销删除

14. 创建SSH Key。在用户主目录下，看看有没有.ssh目录，如果有，再看看这个目录下有没有id\_rsa和id\_rsa.pub这两个文件，如果已经有了，可直接跳到下一步。如果没有，打开Shell（Windows下打开Git Bash），创建SSH Key：

ssh-keygen -t rsa -C "youremail@example.com" 生成密钥用于创建远程仓库

15.github 账户——>设置 添加SSH key.pub的内容，新建仓库learngit

16 git remote add origin git@github.com:liao20081228/learngit.git克隆本地仓库到github

git push -u origin master 再次推送可以省略-u参数

17 git clone [git@github.com:liao20081228/learngit.git](mailto:git@github.com:liao20081228/learngit.git) 目标目录 ,克隆远程仓库到目标目录中：

git clone https:// [github.com/liao20081228/learngit.git](mailto:git@github.com:liao20081228/learngit.git) 目标目录，克隆远程仓库到目标目录中

18.开启两步验证后推送失败的解决方法

首先在github设置中启用Personal Access Token

再输入密码时输入访问令牌而不是账户密码

如果不想每次都输密码则可以使用 git config --global credential.helper store

# Shell 编程

如果我们有一系列经常使用的 Linux 命令，我们可以把它们存储在一 个文件中。Shell 可以读取这个文件并执行其中的命令。这样的文件被称 为脚本文件。 执行 shell 脚本 要创建一个 shell 脚本，我们要使用任何编辑器比如 vi 在文本文件中编写 它，保存的文件最好是.sh 后缀的。 如：vi aa.sh chmod +x aa.sh 然后 ./aa.sh 或 bashaa.sh 或 shaa.sh 。

shell 脚本的编写语法如下：

## 1 程序以下面的行开始

#!/bin/bash（由于是在 redhat 下，所以系统默认 的 shell 是bashshell。）

## 2 注释 #

## 3 shell变量

### 3.1 局部变量

shell的变量没有数据类型，都是字符串，即使数值也是字符串。

**（1）创建变量：**变量名称=值。如果值有空格则必须用双引号或者单引号引用起来。 Eg: a=“hello” （=号两边不能有空格）

**（2）引用变量：**$变量名 或 ${变量名} 或 “${变量名}”，注意’ ’与” ”的区别，单引号消除所有字符的特殊意义；双引号消除除$ 、””、’’三种以外其它字符的特殊意义）

**（3）输出变量：**echo 输出对象 **或**printf ”c语言格式控制”变量1变量2 ……格式化输出

**（4）删除变量**：unset 变量名

**（5）设为只读变量** readonly变量名

**（6）从键盘输入**，实现程序交互：read 变量名，Eg：read a

**（7）使用转义符：**使用$、”、’、空格、\都必须用转移符\，Eg:a=What\'s\ your\ \"topic\"\?

**（8）命令替换：**echo `命令`或 echo $(命令) ， Eg:echo `pwd` 等效于echo $(pwd)

**（9）表达式计算:** shell不能直接进行算术计算只能借助expr表达式 或者（表达式）

a=4；b=5

echo `expr 4+5`

echo $(expr 4+5)

echo $((4+5)) //c语言写法

echo $[4 +5]

echo `expr $a +$b`

echo $(expr $a +$b)

echo $(($a +$b))//c语言写法

echo $[$a +$b]

举例：

1>: #echo $a 结果为hello，等同于#echo ${a} 和 #echo“${a}”

2>:#echo “hello b$aa”结果为hellob,因为此时把 aa 作为一个整体变量，而且没有定义，所以只输出前面的字符串

3>: #echo“hello b${a}a”结果为hellobhelloa

4>: #echo ”${a}a”结果为helloa

5>: #echo‘${a}a’ 结果为${a}a,因为’’会消除所有特殊字符的意义。

6>: #echo‘\${a}a’ 结果为\${a}a.

7>unset a

8>readonly a

举例：

#!/bin/bash //开始行

#this is my firstshellproject //注释

read dir //读入 1 个目录名

mkdir ${dir} //在当前目录下创建该目录

cp -rf /etc/\*.conf ${dir} //复制 etc 下的 conf 文件到该目录

ls –l /etc/\* | grep^d | wc -l> etcdir.txt //统计etc下所有目录的数目到 etcdir.txt 中

### 3.2 标准变量或环境变量

系统预定义的变量，一般在/etc/profile 中进行定义 :

HOME 用户主目录

PATH 文件搜索路径

PWD 用户当前工作目录

PS1、PS2 提示符

UNAME 用户名

HOSTNAME 主机名

LOGNAME 登录名

echo $PWD 显示用户当前工作目录；

echo $PATH 显示文件路径；

用 env 看环境所有变量；

用 env| grep "变量名" 查找环境变量 ；

用export变量名=值 进行设定或更改为全局变量，可以不赋值；

用 unset 变量名 取消全局变量的定义 。

举例:

name="RedHatLinux" //定义本地变量

export name //把name变为全局变量

sh //进入子shell

echo ${name} //全局变量可以作用于子进程，而本地变量不可以。

bash //退出子 shell,进入父 shell

export name="RedHat Linux" //直接输出name

**设置环境变量**：

举例：

把/etc/apache/bin 目录添加到 PATH 中：

#PATH=$PATH:/etc/apache/bin

vim /etc/profile 在里面添加 PATH=$PATH:/etc/apache/bin

vim ~/.bash\_profile 在里面修改 PATH 行，把/etc/apache/bin 加进去，此种方法针对当前用户有效。

### 3.3 特殊变量

$1,$2…$n 传入的参数，相当于argv[i],注意i不能用变量。不算程序本身。

$0 表示shell程序名称，每一项相当于 main 函数中 argv[0]

$# 传递到脚本的参数列表,或表示参数个数，不包含$0

$@ 传入脚本的全部参数 argv[1] 到argv[n-1]

$\* 显示脚本全部参数

$? 前个命令执行情况 0 成功 ，1 失败

$$ 脚本运行的当前进程号

$! 运行脚本最后一个命令

举例：

vim 1.sh //建立一个名为1的sh文件

#!/bin/bash //起始行

echo $1 //传入的参数1

echo $2 //传入的参数2

echo $3 //传入的参数3

echo $# //传入的参数个数或列表

echo $@ //传入的全部参数

echo $\* //脚本中的全部参数

echo $$ //脚本运行的当前进程号

exit 3 //./1.sh 1 2 hello "hello world"

echo $? //上一个命令是否成功e（0 表示成功1 表示失败），或者函数返回值。

### 3.4 Shell字符串

字符串是shell编程中最常用最有用的数据类型（除了数字和字符串，也没啥其它类型好用了），字符串可以用单引号，也可以用双引号，也可以不用引号。

**（1）单引号**

str='this is a string'

单引号字符串的限制：

单引号里的任何字符都会原样输出，单引号字符串中的变量是无效的；

单引号字串中不能出现单引号（对单引号使用转义符后也不行）。

**（2）双引号**

str="Hello, I know your are \"$your\_name\"! \n"

双引号的优点：

双引号里可以有变量

双引号里可以出现转义字符

**（3）拼接字符串**

your\_name="qinjx"

greeting="hello, "$your\_name" !"

greeting\_1="hello, ${your\_name} !"

echo $greeting $greeting\_1

**（4）获取字符串长度或者数组长度用“#”**

string="abcd"

echo ${#string} #输出 4

**（5）提取子字符串**

以下实例从字符串第2个字符开始截取 4 个字符：

string="runoob is a great site"

echo ${string:1:4} #输出 unoo

**（6）查找子字符串**

查找字符 "i 或 s" 的位置：

string="runoob is a great company"

echo `expr index "$string" is` # 输出 8

## 4 Shell echo命令

Shell 的 echo 指令与 PHP 的 echo 指令类似，都是用于字符串的输出。

**命令格式：echo string**

可以使用echo实现更复杂的输出格式控制。

**（1）显示普通字符串:**

echo "It is a test"

这里的双引号完全可以省略，以下命令与上面实例效果一致：

echo It is a test

**（2）显示转义字符**

echo "\"It is a test\""

结果将是:

"It is a test"

同样，双引号也可以省略

**（3）输出变量**

read 命令从标准输入中读取一行,并把输入行的每个字段的值指定给 shell 变量

#!/bin/sh

read name

echo "$name It is a test"

以上代码保存为 test.sh，name 接收标准输入的变量，结果将是:

# sh test.sh

OK #标准输入

OK It is a test #输出

**（4）显示换行**

echo -e "OK! \n" # -e 开启转义

echo "It it a test"

输出结果：

OK!

It it a test

**（5）显示不换行**

#!/bin/sh

echo -e "OK! \c" # -e 开启转义 \c 不换行

echo "It is a test"

输出结果：

OK! It is a test

**（6）显示结果定向至文件**

echo "It is a test" > myfile

**（7）原样输出字符串，不进行转义或取变量(用单引号)**

echo '$name\"'

输出结果：

$name\"

**（8）显示命令执行结果**

echo `date`

结果将显示当前日期

Thu Jul 24 10:08:46 CST 2014

## 5 Shell printf 命令

printf 命令模仿 C 程序库（library）里的 printf() 程序。标准所定义，因此使用printf的脚本比使用echo移植性好。printf 使用引用文本或空格分隔的参数，外面可以在printf中使用格式化字符串，还可以制定字符串的宽度、左右对齐方式等。默认printf不会像 echo 自动添加换行符，我们可以手动添加 \n。

printf 命令的语法：

**printf format-string [arguments...]**

参数说明**：**

format-string: 为格式控制字符串，可以带双引号或单引号或不带引号。格式控制符和C语言一样。%s %c %d %f都是格式替代符。

%-10s 指一个宽度为10个字符（-表示左对齐，没有则表示右对齐），任何字符都会被显示在10个字符宽的字符内，如果不足则自动以空格填充，超过也会将内容全部显示出来。

%-4.2f 指格式化为小数，其中.2指保留2位小数。

格式控制只指定了一个参数，但多出的参数仍然会按照该格式输出，format-string 被重用如果没有 arguments，那么 %s 用NULL代替，%d 用 0 代替

arguments: 为参数列表。

实例如下：

$ echo "Hello, Shell"

Hello, Shell

$ printf "Hello, Shell\n"

Hello, Shell

接下来,我来用一个脚本来体现printf的强大功能：

#!/bin/bash

printf "%-10s %-8s %-4s\n" 姓名 性别 体重kg

printf "%-10s %-8s %-4.2f\n" 郭靖 男 66.1234

printf "%-10s %-8s %-4.2f\n" 杨过 男 48.6543

printf "%-10s %-8s %-4.2f\n" 郭芙 女 47.9876

执行脚本，输出结果如下所示：

姓名 性别 体重kg

郭靖 男 66.12

杨过 男 48.65

|  |  |
| --- | --- |
| 序列 | 说明 |
| \a | 警告字符，通常为ASCII的BEL字符 |
| \b | 后退 |
| \c | 抑制（不显示）输出结果中任何结尾的换行字符（只在%b格式指示符控制下的参数字符串中有效），而且，任何留在参数里的字符、任何接下来的参数以及任何留在格式字符串中的字符，都被忽略 |
| \f | 换页（formfeed） |
| \n | 换行 |
| \r | 回车（Carriage return） |
| \t | 水平制表符 |
| \v | 垂直制表符 |
| \\ | 一个字面上的反斜杠字符 |
| \ddd | 表示1到3位数八进制值的字符。仅在格式字符串中有效 |
| \0ddd | 表示1到3位的八进制值字符 |

## 4 运算符与表达式

### 4.1 算术运算符

下表列出了常用的算术运算符，假定变量 a 为 10，变量 b 为 20：

|  |  |  |
| --- | --- | --- |
| 运算符 | 说明 | 举例 |
| + | 加法 | `expr $a + $b` 结果为 30。 |
| - | 减法 | `expr $a - $b` 结果为 -10。 |
| \* | 乘法 | `expr $a \\* $b` 结果为  200。 |
| / | 除法 | `expr $b / $a` 结果为 2。 |
| % | 取余 | `expr $b % $a` 结果为 0。 |
| = | 赋值 | a=$b 将把变量 b 的值赋给 a。 |
| == | 相等。用于比较两个数字，相同则返回 true。 | [ $a == $b ] 返回 false。 |
| != | 不相等。用于比较两个数字，不相同则返回 true。 | [ $a != $b ] 返回 true。 |

**注意：**

（1）条件表达式要放在方括号之间，并且要有空格，例如: **[$a==$b]** 是错误的，必须写成 **[ $a == $b ]**。

（2）乘号\*前边必须加反斜杠(\)才能实现乘法运算；

（3）$((表达式))，此处表达式中的 "\*" 不需要转义符号 "\"。

### 4.2 关系运算符

关系运算符只支持数字，不支持字符串，除非字符串的值是数字。

下表列出了常用的关系运算符，假定变量 a 为 10，变量 b 为 20：

|  |  |  |
| --- | --- | --- |
| 运算符 | 说明 | 举例 |
| -eq | 检测两个数是否相等，相等返回 true。 | [ $a -eq $b ] 返回 false。 |
| -ne | 检测两个数是否相等，不相等返回 true。 | [ $a -ne $b ] 返回 true。 |
| -gt | 检测左边的数是否大于右边的，如果是，则返回 true。 | [ $a -gt $b ] 返回 false。 |
| -lt | 检测左边的数是否小于右边的，如果是，则返回 true。 | [ $a -lt $b ] 返回 true。 |
| -ge | 检测左边的数是否大于等于右边的，如果是，则返回 true。 | [ $a -ge $b ] 返回 false。 |
| -le | 检测左边的数是否小于等于右边的，如果是，则返回 true。 | [ $a -le $b ] 返回 true。 |

### 4.3 逻辑运算符

下表列出了常用的布尔运算符，假定变量 a 为 10，变量 b 为 20：

|  |  |  |
| --- | --- | --- |
| 运算符 | 说明 | 举例 |
| ! | 非运算，表达式为 true 则返回 false，否则返回 true。 | [ ! false ] 返回 true。 |
| -o或&& | 或运算，有一个表达式为 true 则返回 true。 | [ $a -lt 20 -o $b -gt 100 ] 返回 true。 |
| -a或|| | 与运算，两个表达式都为 true 才返回 true。 | [ $a -lt 20 -a $b -gt 100 ] 返回 false。 |

### 4.4 字符串运算符

下表列出了常用的字符串运算符，假定变量 a 为 "abc"，变量 b 为 "efg"：

|  |  |  |
| --- | --- | --- |
| 运算符 | 说明 | 举例 |
| = | 检测两个字符串是否相等，相等返回 true。 | [ $a = $b ] 返回 false。 |
| != | 检测两个字符串是否相等，不相等返回 true。 | [ $a != $b ] 返回 true。 |
| -z | 检测字符串长度是否为0，为0返回 true。 | [ -z $a ] 返回 false。 |
| -n | 检测字符串长度是否为0，不为0返回 true。 | [ -n $a ] 返回 true。 |
| string | 检测字符串是否为空，不为空返回 true。 | [ $a ] 返回 true。 |

### 4.5 文件测试运算符

文件测试运算符用于检测文件的各种属性。

|  |  |  |
| --- | --- | --- |
| 操作符 | 说明 | 举例 |
| -b file | 检测文件是否是块设备文件，如果是，则返回 true。 | [ -b $file ] 返回 false。 |
| -c file | 检测文件是否是字符设备文件，如果是，则返回 true。 | [ -c $file ] 返回 false。 |
| -d file | 检测文件是否是目录，如果是，则返回 true。 | [ -d $file ] 返回 false。 |
| -f file | 检测文件是否是普通文件，如果是，则返回 true。 | [ -f $file ] 返回 true。 |
| -g file | 检测文件是否设置了 SGID 位，如果是，则返回 true。 | [ -g $file ] 返回 false。 |
| -k file | 检测文件是否设置了粘着位(Sticky Bit)，如果是，则返回 true。 | [ -k $file ] 返回 false。 |
| -p file | 检测文件是否是有名管道，如果是，则返回 true。 | [ -p $file ] 返回 false。 |
| -u file | 检测文件是否设置了 SUID 位，如果是，则返回 true。 | [ -u $file ] 返回 false。 |
| -r file | 检测文件是否可读，如果是，则返回 true。 | [ -r $file ] 返回 true。 |
| -w file | 检测文件是否可写，如果是，则返回 true。 | [ -w $file ] 返回 true。 |
| -x file | 检测文件是否可执行，如果是，则返回 true。 | [ -x $file ] 返回 true。 |
| -s file | 检测文件是否为空（文件大小是否大于0），不为空返回 true。 | [ -s $file ] 返回 true。 |
| -e file | 检测文件（包括目录）是否存在，如果是，则返回 true。 | [ -e $file ] 返回 true。 |

关系运算符（-eq、-ne、-gt、-lt、-ge、-le）

逻辑运算符(&&、||、!)

赋值运算符(=、+=、-=、\*=、/=、%=、&=、^=、|=、<<=、>>=)

计算表达式有四种：$(())、$[]、 let var= 、expr

echo $[$v1< $v2] 计算逻辑表达式(用 1 表示 true,用 0 表示 false)

echo $[($v1<$v2)&&($v1>$v2)] 计算逻辑表达式

v3=2

let v3\*=$(($v1+$v2))

echo $v3 或 echo ${v3}

举例：

写 2.sh 要求输入 2 个数 计算 2 个数的和

#!/bin/bash

#this is my secondshell project

echo "please input the first number:"

read a

echo "please input the second number:"

read b

c=$(($a + $b))

echo "The result of $a +$b is $c"

## 5 Test 命令

1）判断表达式

test 表达式 1 –a 表达式 2 与运算,两个表达式都为真

test 表达式 1 –o 表达式 2 或运算 两个表达式有一个为真

test ！表达式 1 表达式真则返回false，否则返回true

举例：

测试是否是闰年：

test $(($iYear%400)) –eq 0 –o $(($iYear% 4)) -eq 0 –a $(($iYear %100)) -ne 0

2）判断字符串

test -n 字符串 字符串的长度非零返回true

test -z 字符串 字符串长度为零返回true

test ＝＝ 字符串 字符串相等返回true

test !＝ 字符串 字符串不等返回true

test str 字符串 字符串不为空返回true

举例：

a=”abc”

test $a ==”abc”

echo $?(0)

test $a ==”afd”

echo $?(1)

3）判断整数

test 整数 1 -eq 整数2 检测两个数是否相等，相等返回 true

test 整数 1 -ge 整数 2 检测左边的数是否大等于右边的，如果是，则返回 true

test 整数 1 -gt 整数 2 检测左边的数是否大于右边的，如果是，则返回 true

test 整数 1 -le 整数 2 检测左边的数是否小于等于右边的，如果是，则返回 true

test 整数 1 -lt 整数 2 检测左边的数是否小于右边的，如果是，则返回 true

test 整数 1 -ne 整数 2 检测两个数是否相等，不相等返回 true

4）判断文件

test File1 –ef File2 两个文件具有同样的设备号和 i 结点号

test File1 –nt File2 文件 1 比文件 2 新

test File1 –ot File2 文件 1 比文件 2 旧

test –b File 检测文件是否是块设备文件，如果是，则返回 true。

test –c File 检测文件是否是字符设备文件，如果是，则返回 true

test –d File 检测文件是否是目录，如果是，则返回 true

test –e File 文件存在检测文件（包括目录）是否存在，如果是，则返回 true

test –f File 检测文件是否是普通文件（既不是目录，也不是设备文件），如果是，则返回 true。

test –g File 检测文件是否设置了 SGID 位，如果是，则返回 true

test –k File 检测文件是否设置了粘着位(Sticky Bit)，如果是，则返回 true

test –p File 检测文件是否是具名管道，如果是，则返回 true

test –r File 检测文件是否可读，如果是，则返回 true

test –s File 检测文件是否为空（文件大小是否大于0），不为空返回 true

test –u File 检测文件是否设置了 SUID 位，如果是，则返回 true。

test –w File 检测文件是否可写，如果是，则返回 true

test –x File 检测文件是否可执行，如果是，则返回 true

举例：

a=2

test $a–ge 3

echo $?

## 6 Shell 数组

数组中可以存放多个值。Bash Shell **只支持一维数组**（不支持多维数组），初始化时不需要定义数组大小与大部分编程语言类似，数组元素的下标由0开始。

**数组定义：**

定义 1：a=(1 2 3 4 5) 下标从 0 开始， 各个数据之间用空格隔开

定义 2：a[0]=1;a[1]=2;a[2]=3

定义 3：a=([1]=1 [2]=2)

**数组元素引用** ：${a[1]}

**求数组长度：**${#a[@]}或${#a[\*]}

**截取部分数组元素：**${a[@]:1:2}从下标 1 开始后面显示 2 个

${a[@]:2} 截取下标从 2 到最后

**数组的所有元素：**${a[@]}或${a[\*]}

## 7 shell 选择

### 7.1 If 语句

单分支：

if[condition]

then

action

fi

双分支：

if[condition]

then

action

else

fi

多分支：

if[condition]

then

action

elif [condition2 ]

then

action2

elif [condition3]

then

……

else

action

fi

注意：

只有当 condition 为真时，该语句才执行操作，否则不执行操作，并继续执行 “fi” 之后的任何行。在使用时，将 “if” 和 “then” 放在不同行，如同行放置，则 if 语句必须要以分号；结束

举例:

用参数传 1 个文件名，该文件如果是文件并且可读可写就显示该文件，如果是目录就进入该目录，并判断 ls.sh 存在否，如果不存在就建立1个ls.sh 的文件并运行该文件。 该文件的内容是

ls -li /etc >etc.list

#!/bin/bash

if [-f $1 -a –r $1 -a –w $1]

//判断是普通文件并可读可写，也可以写成if test–f $1 –a –r $1 –a –w $1

then

cat $1 //显示文件内容

elif [-d $1] //否则如果是目录

then

cd $1 //进入目录

if [-e ls.sh] //如果 ls.sh 该文件存在

then

chmod +x ls.sh //赋予可执行的权限

./ls.sh //执行

else

touch ls.sh //如果不存在则创建 ls.sh

echo "#!/bin/bash" >>ls.sh //将程序写入 ls.sh 中保存

echo "ls –li /etc >etc.list" >>ls.sh //将要执行的命令写入 ls.sh 中保存 chmod+xls.sh //赋予可执行的权限

./ls.sh //执行

fi

fi

### 7.2 Case 语句

case 常用的语法形式如下：

case 变量值 in

模式1)

action

;;

模式2)

action

;;

\*)

action

;;

esac

case工作方式如上所示。取值后面必须为单词in，每一模式必须以右括号结束。取值可以为变量或常数。匹配发现取值符合某一模式后，其间所有命令开始执行直至 ;;。

取值将检测匹配的每一个模式。一旦模式匹配，则执行完匹配模式相应命令后不再继续其他模式。如果无一匹配模式，使用星号 \* 捕获该值，再执行后面的命令。

case的语法和C family语言差别很大，它需要一个esac（就是case反过来）作为结束标记，每个case分支用右圆括号，用两个分号表示break。

例 1:

echo "Is it morning? Please answer yes or no."

read YES\_OR\_NO

case "$YES\_OR\_NO" in

yes|y|Yes|YES)

echo "Good Morning!"

;;

[nN]\*) /\* 表示 n 或 N 开头的任意字段 \*

echo "Good Afternoon!"

;;

\*)

echo "Sorry, $YES\_OR\_NO not recognized. Enter yes or no."

exit 1

;;

esac

例2：编写一个加减乘除取模计算器

echo "please input thefirstnumber:"

read a

echo "pleaseinput the secondnumber:"

read b

echo "pleaseinput your operator:"

read c

case $c in

"+")

echo "the result of$a+ $bis$(($a +$b))"

;;

"-")

echo "the result of$a-$bis $(($a -$b))"

;;

"\*")

echo "the result of$a\*$bis $(($a \*$b))"

;;

"/")

echo "the result of$a/$bis $(($a /$b))"

;;

\*)

echo "notrue operator!"

;;

esac

## 8 shell 循环

同c一样shell循环可用break跳出循环，用continue继续下一循环

### 8.1 for 循环

for 变量 in 取值列表 //或者 for（（循环变量初值;循环条件；循环增量））

do

循环体

done

当变量值在列表里，for循环即执行一次所有命令，使用变量名获取列表中的当前取值。命令可为任何有效的shell命令和语句。in列表可以包含命令替换、字符串、文件名和目录。in列表是可选的，如果不用它，for循环使用命令行的位置参数。

例1：

for x in one two three four

do

echo number $x

done

例 2：

for x in /etc/????.???? /var/lo\*/home/\*${PATH} //列举

do

echo $x

done

例3：/etc/r\*中的文件和目录

for myfile in /etc/r\*

do

if[ -d "$myfile" ]

then

echo"$myfile(dir)"

else

echo"$myfile"

fi

done

例 4：

for x in /var/log/\*

do

echo `basename $x` is a file living in/var/log

done

例 5：//冒泡排序

#!/bin/bash

a=(3 10 6 5 9 2 8 1 4 7)

for ((i=1;i<10; i++ ))

do

for ((j=0;j<10-i; j++ ))

do

if [ ${a[j]} –gt ${a[j+1]} ]

then

temp=${a[j]}

a[j]=${a[j+1]} //或者 a[j]=${a[$(($j+1))]}

a[j+1]=$temp

fi

done

done

for ((i=0;i<10; i++ ))

do

echo ${a[i]}

done

### 8.2 While 语句

循环变量=初值

while[循环条件] //或者while（（C语言写法））

do

循环体

done

例1：

myvar=0

while [ $myvar -ne 10 ]

do

echo $myvar

myvar=$(($myvar+1)) // myvar=$[ $myvar+1 ] 或者 myvar=$(expr $myvar+1)

done

例2：

#!/bin/bash

#this is my firstshell project

loopcount=0

result=0

while [$loopcount -lt100]

do

loopcount=$(($loopcount +1))

result=$(($loopcount+ $result))

done

echo "The resultof\'1+2+3+...+100\' is $result"

### 8.3 until 语句

循环变量=初值

until[循环条件] //或者 unitl（（c语言写法））

do

循环体

done

例1：

myvar=0

until [$myvar -eq10]

do

echo$myvar

myvar=$(($myvar+1))

done

## 9 Shell 函数

[function] 函数名() //funciton可省略

{

......

}

例1：

#declare a function named hello

function hello()

{

echo "Hello,$1 todayis `date`"

return 11

}

echo "now going tothe functionhello"

hello“ILOVE CHINA”

echo $?

echo "backfromthe function“

例 2：实现两个数相加

#!/bin/bash

function add()

{

return $(($1+$2))

}

a=10

b=20

add a b

echo $?

## 10 Shell 文件包含

和其他语言一样，Shell 也可以包含外部脚本。这样可以很方便的封装一些公用的代码作为一个独立的文件。

**Shell 文件包含的语法格式如下：**

. filename # 注意点号(.)和文件名中间有一空格

或

source filename

举例：

创建两个 shell 脚本文件。

test1.sh 代码如下：

#!/bin/bash

url="http://www.runoob.com"

test2.sh 代码如下：

#!/bin/bash

#引用test1.sh 文件

. ./test1.sh #或者source ./test1.sh

echo "菜鸟教程官网地址：$url"

接下来，我们为 test2.sh 添加可执行权限并执行：

$ chmod +x test2.sh

$ ./test2.sh

输出结果：

菜鸟教程官网地址：http://www.runoob.com

## 11 Shell 输入/输出重定向

大多数 UNIX 系统命令从你的终端接受输入并将所产生的输出发送回​​到您的终端。一个命令通常从一个叫标准输入的地方读取输入，默认情况下，这恰好是你的终端。同样，一个命令通常将其输出写入到标准输出，默认情况下，这也是你的终端。

|  |  |
| --- | --- |
| 命令 | 说明 |
| command > file | 将输出重定向到 file。 |
| command < file | 将输入重定向到 file。 |
| command >> file | 将输出以追加的方式重定向到 file。 |
| n > file | 将文件描述符为 n 的文件重定向到 file。 |
| n >> file | 将文件描述符为 n 的文件以追加的方式重定向到 file。 |
| n >& m | 将输出文件 m 和 n 合并。 |
| n <& m | 将输入文件 m 和 n 合并。 |
| << tag | 将开始标记 tag 和结束标记 tag 之间的内容作为输入。 |

### 11.1 重定向深入讲解

一般情况下，每个 Unix/Linux 命令运行时都会打开三个文件：

标准输入文件(stdin)：stdin的文件描述符为0，Unix程序默认从stdin读取数据。

标准输出文件(stdout)：stdout 的文件描述符为1，Unix程序默认向stdout输出数据。

标准错误文件(stderr)：stderr的文件描述符为2，Unix程序会向stderr流中写入错误信息。

默认情况下，command > file 将 stdout 重定向到 file，command < file 将stdin 重定向到 file。

如果希望 stderr 重定向到 file，可以这样写：

$ command 2 > file

如果希望 stderr 追加到 file 文件末尾，可以这样写：

$ command 2 >> file //2 表示标准错误文件(stderr)。

如果希望将 stdout 和 stderr 合并后重定向到 file，可以这样写：

$ command > file 2>&1或者 $ command >> file 2>&1

如果希望对 stdin 和 stdout 都重定向，可以这样写：

$ command < file1 >file2

command 命令将 stdin 重定向到 file1，将 stdout 重定向到 file2。

### 11.2 Here Document

Here Document 是 Shell 中的一种特殊的重定向方式，用来将输入重定向到一个交互式 Shell 脚本或程序。

它的基本的形式如下：

command << delimiter

document

delimiter

它的作用是将两个 delimiter 之间的内容(document) 作为输入传递给 command。

注意：

结尾的delimiter 一定要顶格写，前面不能有任何字符，后面也不能有任何字符，包括空格和 tab 缩进。开始的delimiter前后的空格会被忽略掉。

举例：

在命令行中通过 wc -l 命令计算 Here Document 的行数：

$ wc -l << EOF

欢迎来到

菜鸟教程

www.runoob.com

EOF

3 # 输出结果为 3 行

我们也可以将 Here Document 用在脚本中，例如：

#!/bin/bash

cat << EOF

欢迎来到

菜鸟教程

www.runoob.com

EOF

执行以上脚本，输出结果：

欢迎来到

菜鸟教程

www.runoob.com

### 11.3 /dev/null 文件

如果希望执行某个命令，但又不希望在屏幕上显示输出结果，那么可以将输出重定向到 /dev/null：

$ command > /dev/null

/dev/null 是一个特殊的文件，写入到它的内容都会被丢弃；如果尝试从该文件读取内容，那么什么也读不到。但是 /dev/null 文件非常有用，将命令的输出重定向到它，会起到"禁止输出"的效果。

如果希望屏蔽 stdout 和 stderr，可以这样写：

$ command > /dev/null 2>&1

注意：0 是标准输入（STDIN），1 是标准输出（STDOUT），2 是标准错误输出（STDERR）。

# UltiSnips

## 1 UltiSnips简介

UltiSnips是用于在vim中输入一个关键字就可以自动补全代码片的神奇。比如：输入main，触发UltiSnips后后就会自动输入一下内容：

int main(int argc,char \*argv[])

{

光标停留在在此处

return 0

}

### 1.1 使用要求

该插件适用于Vim版本7.4或更高版本。只有在'compatible'设置未设置的情况下才有效。

这个插件是针对Python 2.7,3.3或3.4进行测试的。所有其他版本都不受支持，但可能会起作用。

Python 2.x或Python 3.x界面一定可用。换句话说，Vim必须支持python或python3。以下命令显示如何测试是否在Vim中支持python。如果python版本被编译，他们打印'1'，如果没有，则打印'0'。

测试Vim是否使用python版本2.x编译：>

    ：echo has（“python”）

链接的python版本Vim可以找到：>

    ：py import sys; print（sys.version）

测试Vim是否使用python版本3.x编译：>

    ：echo has（“python3”）

链接的python版本Vim可以找到：>

    ：py3 import sys; print（sys.version）

请注意，Vim可能不是使用您的系统范围内安装的python版本，因此请确保检查Vim内的Python版本。

UltiSnips尝试自动检测哪些python版本被编译到Vim中。不幸的是，在某些版本的Vim中，这种检测功能不起作用。在这种情况下，您必须使用“UltiSnipsUsePythonVersion”全局变量明确告知UltiSnips要使用的版本。

使用python版本2.x：>

 let g：UltiSnipsUsePythonVersion = 2

使用python版本3.x：>

 let g：UltiSnipsUsePythonVersion = 3

### 1.2 致谢

UltiSnips的灵感来自于TextMate（http://macromates.com/）的片段功能，这是Mac OS X的GUI文本编辑器。管理Vim中的片段不是新的。 我想感谢snipMate的作者Michael Sanders，从他的插件借来的一些实现细节以及使用他的片段的许可。

## 2 安装和更新

获得UltiSnips的推荐方法是在github上跟踪SirVer / ultisnips。主分支总是稳定的。

### 2.1 使用Pathogen：

如果您是Pathogen用户，您可以在github上跟踪UltiSnips的官方镜像：

$ cd〜/ .vim / bundle && git clone git：//github.com/SirVer/ultisnips.git

如果您还想要默认的snippet，还可以跟踪

$ cd〜/ .vim / bundle && git clone git：//github.com/honza/vim-snippets.git

有关如何更新软件包的更多详细信息，请参阅Pathogen文档。

### 2.2 使用下载的数据包：

下载数据包并将其解压缩到您选择的目录中。然后将此目录添加到您的Vim运行时路径，将此行添加到您的vimrc文件。

设置runtimepath + =〜/ .vim / ultisnips\_rep

UltiSnips还需要来自ftdetect /目录的Vim源文件。不幸的是，Vim只允许在.vim目录中的这个目录。因此，您必须符号链接/复制文件：

mkdir -p〜/ .vim / ftdetect /

ln -s〜/ .vim / ultisnips\_rep / ftdetect / \*〜/ .vim / ftdetect /

重新启动Vim和UltiSnips。要访问帮助，请使用

helptags〜/ .vim / ultisnips\_rep / doc

帮助UltiSnips

UltiSnips没有snippet。默认的片段可以在这里找到：https：//github.com/honza/vim-snippets

## 3 设置和命令

### 3.1 命令

UltiSnipsEdit命令打开当前文件类型的专用代码段定义文件。如果不存在片段文件，则会创建一个新文件。如果用作UltiSnipsEdit！所有公用的snippet文件都将考虑在内。如果多个文件匹配搜索，用户将选择该文件。

有几个变量与UltiSnipsEdit命令相关联：

g:UltiSnipsEditSplit 定义打开编辑窗口的方式. 可能值为：

|normal| 默认。在当前窗口中打开。

|horizontal| 水平分割窗

|vertical| 垂直拆分窗户。

|context| 依赖于上下文，垂直或水平拆分窗口

g:UltiSnipsSnippetsDir 定义存储专用代码段文件的目录。例如，如果变量设置为“〜/ .vim / mydir / UltiSnips”，当前的“filetype”为“cpp”， 如果文件不为空则：UltiSnipsEdit将打开“〜/. vim / mydir / UltiSnips / cpp.snippets“，如果为空：UltiSnipsEdit将在g：UltiSnipsSnippetDirectories查找文件，如果没有找到，：UltiSnipsEdit将在g：UltiSnipsSnippetsDir打开新的文件。注意，名为“snippet”的目录是为snipMate片段保留的，不能使用。

g:UltiSnipsSnippetDirectories 定义查找代码段的目录。不要混淆这个变量与上面的变量。有关该变量的更多信息，请参见| UltiSnips-snippet-search-path |部分。

g:UltiSnipsEnableSnipMate 允许在＆runtimepath中查找SnipMate代码片段。 UltiSnips将只在名为“snippet”的目录搜索SnipMate代码片段。默认为“1”，所以UltiSnips会查找SnipMate代码片段。

UltiSnipsAddFiletypes命令允许显式合并当前缓冲区的其他片段文件类型。 例如，如果您编辑.rst文件，但也希望Lua片段可用，您可以发出命令

：UltiSnipsAddFiletypes rst.lua

使用点分语法。此列表中的第一个文件类型将是UltiSnipsEdit中使用的文件类型，因此顺序很重要，列表优先级排序。您可以将其添加到您的ftplugin / rails.vim>中

：UltiSnipsAddFiletypes rails.ruby

改命令表示：首先UltiSnips首先使用rails代码片段，而rails片段应该覆盖相同触发器的ruby片段。 所有的优先级都是rails - > ruby - > all。 如果您有一些特殊的编程代码片段，应该优先级低于您可以调用的ruby代码片段

：UltiSnipsAddFiletypes ruby.programming

那么优先级就是rails - > ruby - > programming - > all。

### 3.2 触发器

您可以通过设置全局变量来定义用于触发UltiSnips操作的键。用于展开代码段，在代码段中向前跳转并、向后跳转，列出当前展开上下文中的所有可用代码段。请注意，某些终端仿真器不会将<c-tab>发送到正在运行的程序。具有默认值的变量为：

g:UltiSnipsExpandTrigger="<TAB>" "展开代码片段

g:UltiSnipsJumpForwardTrigger="<c-j>" "后一个

g:UltiSnipsJumpBackwardTrigger="<c-k>" "前一个

g:UltiSnipsListSnippets="<c-tab>" "打开代码片段列表

UltiSnips只会在代码段处于活动状态时映射跳转触发器，以尽可能少地与其他映射进行干扰。

g：UltiSnipsJumpBackwardTrigger的默认值会干扰内置的补全功能。解决方法是将以下内容添加到您的vimrc重新映射键。

### 3.3 snippets搜索路径

UltiSnips的snippet定义文件存储在一个或多个目录中。有几个变量用于指示这些目录，并定义UltiSnips如何加载代码段。

snippet定义文件存储在snippet目录中。snippet目录必须是“runtimepath”选项中定义的目录的子目录。变量g：UltiSnipsSnippetDirectories定义了snippet目录的名称列表。请注意，“snippets”是为snipMate片段保留的，不能使用。默认值如下所示。

let g:UltiSnipsSnippetDirectories=["UltiSnips"]

UltiSnips将按照定义的顺序查找每个“runtimepath”目录中由g：UltiSnipsSnippetDirectories定义的子目录。例如，如果您将snippet保存在名为“mycoolsnippets”的.vim子目录中，并且要使用UltiSnips附带的默认代码段，请将以下内容添加到您的vimrc文件中。

let g:UltiSnipsSnippetDirectories=["UltiSnips", "mycoolsnippets"]

如果您不想使用插件附带的第三方代码段，请定义变量：

let g：UltiSnipsSnippetDirectories = [“mycoolsnippets”]

您还可以通过设置变量b：UltiSnipsSnippetDirectories，来重新定义缓冲区上的搜索路径。 该变量优先于全局变量。

参见| UltiSnips-added-snippets |，其说明snippets与文件类型的对应关系。

如果在此变量中仅指定一个目录，并且以绝对路径指定此目录，则UltiSnips将不会在＆runtimepath中查找代码段，这能显著的加速。 所以，通常设置是：

let g：UltiSnipsSnippetDirectories = $HOME.'/.vim / UltiSnips'

但是，您将无法使用开箱即用的第三方插件附带的片段。 您需要将它们复制到您选择的目录中。但是，您将无法使用该目录外的第三方插件附带的片段。 您需要将它们复制到您选择的目录中。

### **3.4 关于选择模式映射的警告**

Vim| mapmode-s |帮助文档写到：

注意：在选择模式下映射可打印字符可能会混淆用户。最好使用：xmap和：smap，或者在映射定义后使用：sunmap。

但是，大多数Vim插件，包括一些默认的Vim插件，都不遵守这一点。UltiSnips使用“select”模式来对片段中的tabstop变量进行替代覆盖。 现有的Visual +选择模式映射将会受到干扰，因此，UltiSnips发出一个|：sunmap | 命令来删除可打印字符在选择模式的映射。不会修改其他映射。 特别地，UltiSnips不会更改现有的normal，insert或visual模式的映射。

如果不需要此行为，您可以通过将下面的代码添加到您的vimrc文件来禁用它。

let g:UltiSnipsRemoveSelectModeMappings = 0

如果要仅对特定映射禁用此功能，请将其添加到要忽略的映射列表中。 例如，您的vimrc文件中有以下内容时，除了在其完整定义中包含字符串“somePlugin”或字符串“otherPlugin”的映射，如|:smap| command， 将取消所有选择模式的映射>

let g：UltiSnipsRemoveSelectModeMappings = 1

let g：UltiSnipsMappingsToIgnore = [“somePlugin”，“otherPlugin”]

### 3.5 函数

UltiSnips提供了一些扩展核心功能的函数。

#### 3.5.1 UltiSnips＃AddSnippetWithPriority

第一个函数是UltiSnips＃AddSnippetWithPriority(trigger, value, description,options, filetyp, priority)。 它将新的触发器，值，描述和选项的代码片段添加到当前的片段列表中。 请参阅| UltiSnips-syntax | 有关函数参数的含义的详细信息。 优先级是一个数字，定义哪个代码片段应该比其他代码片段优先。 请参阅| UltiSnips-add-snippets |中的priority关键字。

#### 3.5.2 UltiSnips＃Anon

第二个函数是UltiSnips＃Anon（value，...）。它展开一个匿名代码段。匿名片段在当场定义，展开后立即丢弃。匿名代码段不会添加到全局代码段列表中，因此无法再次展开，除非该函数再次被调用。该函数采用三个可选参数，顺序为：trigger,,description,options。参数与| UltiSnips＃AddSnippetWithPriority |的参数有相同功能。trigger, 和options选项可以更改代码段展开的方式。可以在代码段定义中指定options的参数。每个参数的功能请参阅| UltiSnips-snippet-options |的列表。这里的描述仅为注释作用。

例如：

inoremap <silent> $$ $$ <C-R> = UltiSnips＃Anon（'：latex：\`$ 1 \`'，'$$'）<cr>

每当键入两个$符号时，将展开该片段。

注意：映射的右侧以'$$'触发器的迅速重复键入开始，并将'$$'作为触发参数传递给该函数。这是必需的，以便UltiSnips能够访问键入的字符，以便它可以确定触发器是否匹配。

#### 3.5.3 UltiSnips＃SnippetsInCurrentScope

第三个函数是UltiSnips＃SnippetsInCurrentScope，该函数等价与snipmate的 GetSnipsInCurrentScope函数。

该函数返回触发器与当前词匹配的所有代码片段的vim型字典，如果您需要当前缓冲区的所有代码片段信息，您可以简单地将1（这意味着所有）作为此函数的第一个参数传递，并使用全局变量g：current\_ulti\_dict\_info获取结果（参见下面的示例）。

此函数不会直接为ultisnips添加任何新功能，但允许使用第三方插件来收集当前可用的片段。

这种第三方插件的一个例子是SnippetCompleteSnipMate，它使用GetSnipsInCurrentScope函数将当前可用的片段与用户定义的缩写收集整理，并提供相应补全菜单。

此脚本位于http://www.vim.org/scripts/script.php?script\_id=4276。

注意：如果你检查上面的网站，它列出了两个依赖关系：SnippetComplete插件和snipmate.你需要SnippetComplete插件，不需要snipmate，则你只需要定义函数GetSnipsInCurrentScope。把下面代码放入vimrc文件中：

function! GetSnipsInCurrentScope()

return UltiSnips#SnippetsInCurrentScope()

endfunction

如何使用此函数的第二个示例如下：

function! ExpandPossibleShorterSnippet()

if len(UltiSnips#SnippetsInCurrentScope()) == 1 "only one candidate...

let curr\_key = keys(UltiSnips#SnippetsInCurrentScope())[0]

normal diw

exe "normal a" . curr\_key

exe "normal a "

return 1

endif

return 0

endfunction

inoremap <silent> <C-L> <C-R>=(ExpandPossibleShorterSnippet() == 0? '': UltiSnips#ExpandSnippet())<CR>

如果您的代码段的触发器是lorem，若没有其他代码片段的触发器是lor时，当键入lor，然后敲击<C-L>将展开此片段。

关于如何使用此函数来提取当前缓冲区的所有片段的第三个示例：

function! GetAllSnippets()

call UltiSnips#SnippetsInCurrentScope(1)

let list = []

for [key, info] in items(g:current\_ulti\_dict\_info)

let parts = split(info.location, ':')

call add(list, {

\"key": key,

\"path": parts[0],

\"linenr": parts[1],

\"description": info.description,

\})

endfor

return list

endfunction

变量g：current\_ulti\_dict\_info是为了避免与存在的第三方插件冲突。 定义包含文件路径，和行号

### 3.6 关于缺少python支持的警告

当加载UltiSnips时，它将检查Vim是否支持python。 如果没有检测到支持，将显示警告并跳过UltiSnips的装载。

如果要禁止此警告消息，您可以将以下行添加到您的vimrc文件中。

let g：UltiSnipsNoPythonWarning = 1

如果您的Vim配置文件在多个系统中共享，那么其中一些vim可能吗，没有python支持。

## 4. UltiSnips的snippets文件的语法

本章介绍如何编写自己的片段和片段定义句法。示例用于帮助说明。

### 4.1添加snippet

请参阅| UltiSnips-snippet-search-path |以了解哪些目录与snippet定义应该位于哪里。

使用类似于Vim检测| ftplugins |的策略，UltiSnips遍历sinippet的目录，查找具有以下名称的文件：ft.snippets，ft \_ \*或ft / \*，其中“ft”是“ filetype“和”\*“是一个类似shell的通配符，匹配任何字符串包含空字符串。下表显示了一些典型的snippets文件名及其相关的文件类型。

snippet filename filetype ~

ruby.snippets ruby

perl.snippets perl

c.snippets c

c\_my.snippets c

c/a c

c/b.snippets c

all.snippets \*all

all/a.snippets \*all

注意：all文件类型是唯一的。它代表不管文件类型如何，都可以可以使用的片段。例如，日期插入代码片段适用于all.snippets文件。

UltiSnips支持Vim的点缀文件类型语法。例如，如果您为CUDA C ++框架定义了一个虚拟文件类型，例如“：set ft = cuda.cpp”，UltiSnips将搜索并激活cuda和cpp文件类型的片段。

snippets文件的语法很简单。以＃字符开头的所有行都被视为注释。被UltiSnips忽略。

以关键字'extends'开头的行提供了一种组合片段文件的方式。当“'extends”指令包含在某个snippets文件中时，该代码片段等效于该代码片段于列出文件类型的相应代码片段的组合。即此时可以使用列出文件类型的相应代码片段。

语法如下所示：

extends ft1，ft2，ft3

例如，cpp.snippets中的第一行如下所示：

extends c

当UltiSnips激活cpp文件的片段时，它首先查找所有c片段并激活它们。这是一种sinippet代码片跨文件类型重用的办法。在片段文件中允许使用多个“扩展”行，并且它们可以在文件的任何位置。

以关键字“priority”开头的行设置了此snippet文件中所有位于该行之后的代码片段的优先级。文件的默认优先级始终为0.当代码片段展开时，UltiSnips将从所有源中收集与触发器匹配的所有代码段定义，并仅保留优先级最高的。例如，所有默认片段都具有优先级<0，因此用户自定义的片段总是覆盖默认定义的片段。

以关键字“snippet”开头的行表示代码段定义的开始，以关键字“endsnippet”开头的行表示代码定义结束。代码段定义位于这两行之间。下面时shell文件的'if'语句的代码片段。

snippet if "if ... then (if)"

if ${2:[[ ${1:condition} ]]};

then

${0:#statements}

fi

endsnippet

起始行采用以下形式：

snippet tab\_trigger [ "description" [ options ] ]

tab\_trigger是必需的，但描述和选项是可省略的。'tab\_trigger'是用于触发代码段的单词或字符串序列，通常使用单个单词，也可以是正则表达式。但tab\_trigger不能含有空格，当tab\_trigger含有空格或者是正则表达式时必须加上双引号。如：

snippet "tab trigger" [ "description" [ options ] ]

双引号并不是触发器的一部分。要激活该片段时：输入tab trigger，按下tab键就会展开片段。

含有空格的触发器必须使用双引号并非技术需要。任何匹配的字符都可以。例如，这是一个有效的片段起始行：

snippet !tab trigger! [ "description" [ options ] ]

引号可以作为触发器的一部分，但必须在触发器外加上另一对匹配的字符。如：

snippet !"tab trigger"! [ "description" [ options ] ]

要激活此片段，键入：“tab trigger”

'description'是描述触发器的字符串。 用于记录代码片段并将其与其他片段具有相同触发器的代码片段进行区分。 当代码段被激活并且多个代码段匹配时（即有多个代码段触发器相同），UltiSnips会显示匹配的代码片段列表及其描述，用户根据这些描述来选择他们想要的片段。

'options'控制代码段的行为。 选项由单个字符指示。 代码段的“选项”字符可以是多个参数的组合。

基本格式：

snippet <tigger> "注解" <选项>

${1:name}

${0}

endsnippet

支持直接用shell script，也可以通过!v嵌入vimscript或者!p嵌入python

snippet <tigger> "注解" <选项>

`shellcode或者!v vimscriot 或者!p pythoncode`

endsnippet

python自动定义的变量

fn文件名

path文件全路径

t占位符t[1]相当于${1}

snip方法

也可用global !p直接嵌入通用的python脚本

global !p

endglobal

tigger可以是关键字或者时正则表达式。关键字snippet和endsnippet以及global和endglobal都需顶格书写

### 4.2 选项解释

除了互斥选项外，都可以组合：

b 仅当触发器是一行的第一个字或前面有空白字符时才触发。默认只要前面有空白符，任何位置都能触发

i 当触发器在词中或词后也能触发

w 标签触发器在非字母字符之前或之后也可触发

r 正则表达式 。使用此选项，该选项卡触发器是一个python正则表达式。 如果最近键入的字符与正则表达式匹配，则该片段将被扩展。 注意：正则表达式必须位于双引号内.

t 默认情况下如果片段定义包含前导制表符，UltiSnips会按照Vim 'shiftwidth'，'softtabstop'，'expandtab'和'tabstop'设置的制表符展开代码中的制表符。（例如，如果设置了'expandtab'，则制表符将被替换为空格。）如果设置了此选项，UltiSnips将忽略Vim设置并插入制表符。此选项对于与制表符分隔格式相关的片段非常有用。

s 在行尾的光标跳到下一个制表位删除空格。用于行尾有制表位和可选文本时。

m 删除每行最后一个字符后的所有空格。当代码片中有空格组成的行时，删除空格用空来代替。

e 上下文片段 - 使用此选项扩展代码片段不仅可以由以前的字符在行中进行控制，还可以通过任何给定的python表达式进行控制。 该选项可以与其他选项一起指定，如“b”。

A 输入关键字自动触发，不需tab键

### **4.3 转义字符**

在代码段定义中，字符“'”，“{”，“$”和“\”具有特殊的含义。 如果你想从字面上插入这些字符之一，请将其，加上反斜杠\转义。

### 4.4 明文

代码片中显示的是什么，补充的就是什么。相当于常量。

------------------- SNIP -------------------

snippet bye "My mail signature"

Good bye, Sir. Hope to talk to you soon.

- Arthur, King of Britain

endsnippet

------------------- SNAP -------------------

bye<Tab> -->

Good bye, Sir. Hope to talk to you soon.

- Arthur, King of Britain

### 4.5 视觉占位符

代码段可以包含名为$ {VISUAL}的特殊占位符。 $ {VISUAL}变量将用触发前选择的文本进行展开。

使用占位符定义代码段后，在Vim的Visual模式选择一些文本，然后按下tab键，再用于触发展开代码段的键，再按tab。所选文本将被删除，然后在代码片段中代替$ {VISUAL}占位符展开。

$ {VISUAL}占位符可以设置默认值    $ {VISUAL：默认文字}

$ {VISUAL}占位符也可以定义一个转换 $ {VISUAL：default / search / replace / option}。

例如：

------------------- SNIP -------------------

snippet t

<tag>${VISUAL:inside text/should/is/g}</tag>

endsnippet

------------------- SNAP -------------------

输入 this should be cool

将光标移到should上

按下viw 然后按<Tab>按 "t" 再按 <Tab>

结果为：

this <tag>is</tag> be cool

如果直接按t按tab结果为

<tag>inside text</tag>

### 4.6 插值

#### 4.6.1 UltiSnips支持用shell代码

使用shellcode的语法很简单：`shellcode`。 当一个代码段被触发时，UltiSnips首先将它写入一个临时脚本，然后执行该脚本来运行shellcode。随后 shellcode被执行的结果替代。 任何可以作为脚本运行的内容都可以在shellcode中使用。 包括一个shebang行，例如＃！/ usr / bin / perl，你的代码片段也可以使用其他程序来运行脚本，例如perl。

举列：此代码段使用shell命令插入当前日期。

------------------- SNIP -------------------

snippet today

Today is the `date +%d.%m.%y`.

endsnippet

------------------- SNAP -------------------

today<tab> ->

Today is the 15.07.09.

此代码段使用perl插入当前日期。

------------------- SNIP -------------------

snippet today

Today is `#!/usr/bin/perl

@a = localtime(); print $a[3] . '.' . $a[4] . '.' . ($a[5]+1900);`.

endsnippet

------------------- SNAP -------------------

today<tab> ->

Today is 15.6.2009.

#### 3.6.2 UltiSnips支持用VimScript代码

使用vimscript的语法为`!v vimscript`

例如：

------------------- SNIP -------------------

snippet indent

Indent is: `!v indent(".")`.

endsnippet

------------------- SNAP -------------------

输入4空格 indent<tab> ->

Indent is: 4.

#### 3.6.3.UltiSnips支持用python代码

使用python的语法类似于Vim。`!p pythoncode`或者`＃！/usr/bin/python pythoncode`

在python代码中自动定义的变量有：

fn:文件名

path:文件全路径

t:占位符t[1]相当于${1}，t[2]相当于${2}

snip:方法

context：条件的结果

sinp对象提供的方法有：

snip.mkline(line="", indent=None):用指定符号画一行。如果indent是None，那么mkline会添加当前'tabstop'和'expandtab'定义的空格。

snip.shift(amount=1): 将mkline 右侧使用的默认缩进级别移动'shiftwidth'，'amount'定义的空格数。

snip.unshift(amount=1): 将mkline左侧的缩进级别移动由'shiftwidth'，'amount'定义的空格数。

snip.reset\_indent():将缩进级别重置为其初始值。

snip.opt(var, default):检查Vim变量“var”是否已设置。如果设置，它返回变量的值;否则返回“default”的值。

snip对象还提供了一些属性：

snip.rv： 'rv'是返回值，其文本将替换代码段定义中的python块。它初始为空字符串。这里不推荐使用'res'变量。

snip.c：其值为定义中在python代码的当前位置。一旦插值完成，就将其设置为空字符串。因此，可以检查snip.c是否为空，以确保插值仅完成一次。这里不推荐使用“cur”变量。

snip.v：与$ {VISUAL}占位符相关的数据。有两个属性

snip.v.mode（'v'，'V'，'^ V'，参见 visual-mode）

snip.v.text 所选文本。

snip.fn：当前文件名。

snip.basename：当前已被删除文件名

snip.ft：当前文件类型。

snip.p：最后选定的占位符。将包含具有以下属性的占位符对象：

'current\_text' –选定的当前文本

'start' – 选定文本的开始

'end' – 选定文本的结束

“snip”对象还提供以下文本操作符：

snip >> amount:等效于snip.shift(amount)

snip << amount: 等效于snip.unshift(amount)

snip += line: 等效于"snip.rv += '\n' + snip.mkline(line)"

在python块中定义的任何变量都可以在同一个代码片段中的其他python块中使用。此外，python模块的vim'，'re'，'os'，'string'和'random'都是在代码段范围内预先导入的。可以使用python'import'命令导入其他模块。

Python代码允许非常灵活的代码段。例如，以下代码段将镜像同一行上的第一个tabstop值，但右对齐并以大写形式。

------------------- SNIP -------------------

snippet wow

${1:Text}`!p snip.rv = (75-2\*len(t[1]))\*' '+t[1].upper()`

endsnippet

------------------- SNAP -------------------

wow<tab>Hello World ->

Hello World

以下代码段使用正则表达式选项，并说明使用python的匹配对象的正则表达式分组。sippet展开内容取决于触发器，触发器也可变化。

------------------- SNIP -------------------

snippet "be(gin)?( (\S+))?" "begin{} / end{}" br

\begin{${1:`!p

snip.rv = match.group(3) if match.group(2) is not None else "something"`}}

${2:${VISUAL}}

\end{$1}$0

endsnippet

------------------- SNAP -------------------

be<tab>center<c-j> ->

\begin{center}

\end{center}

------------------- SNAP -------------------

be center<tab> ->

\begin{center}

\end{center}

第二种形式是第一种形式的变体; 都产生相同的结果，但它说明正则表达式分组的工作原理。 使用正则表达式有一些缺点，如果您使用<Tab>键来展开代码段，那么当你你输入“be form <Tab>”，期望得到“"be formatted"，但最终到上述SNAP，而不是你想要的。此外该片段很难阅读。

但是，最大的优点是您可以创建考虑了“触发器”前的文本的snippet片段。 这样，您可以使用它来创建后缀片段，这在某些IDE中很受欢迎。

------------------- SNIP -------------------

snippet "(\w+).par" "Parenthesis (postfix)" r

(`!p snip.rv = match.group(1)`$1)$0

endsnippet

------------------- SNAP -------------------

something.par<tab> ->

(something)

------------------- SNIP -------------------

snippet "([^\s].\*)\.return" "Return (postfix)" r

return `!p snip.rv = match.group(1)`$0

endsnippet

------------------- SNAP -------------------

value.return<tab> ->

return value

#### 3.6.4.Global Snippets

通用片段提供了在所有某个snippets的所有代码片中重用该代码的方法。相当于c中被调函数。目前，只支持python代码。 通用片段的执行结果放入每个片段文件中的python代码块的全局变量中。 要创建全局代码段，请使用关键字“global”替代“sinppet”，对于python代码，您可以使用“!p”作为触发器。 例如，以下代码片段生成与前面示例相同的结果。 但是，使用此语法，“upper\_right”代码段可以被其他代码段重用。

------------------- SNIP -------------------

global !p

def upper\_right(inp):

return (75 - 2 \* len(inp))\*' ' + inp.upper()

endglobal

snippet wow

${1:Text}`!p snip.rv = upper\_right(t[1])`

endsnippet

------------------- SNAP -------------------

wow<tab>Hello World ->

Hello World

Python全局函数可以存储在python模块中，然后导入。这使得所有代码段文件容易访问全局函数。 从Vim 7.4开始，您可以将python文件放到〜/ .vim / pythonx中，直接导入到您的代码片段中。 例如使用〜/ .vim / pythonx / my\_snippets\_helpers.py

global !p

from my\_snippet\_helpers import \*

endglobal

### 4.7 制表位和占位符

snippets用于快速将重复使用的代码插入到文档中。 通常文本中的某些内容是可变的。 Tabstops用于方便修改这些可变内容。 使用tabstops时，当代码片被触发后，将光标放在可变内容上，输入所需的内容，就可将此代码变为适合此文档的特定代码。然后跳转到下一个变量组件，输入该内容，然后继续，直到所有变量组件完成。

tabstop的语法是美元符号，后跟一个数字，例如“$1”。 Tabstops从1号开始，按顺序进行。 '$0'是一个特殊的tabstop。无论定义了多少个tabstops，它始终是片段中的最后一个tabstop。 如果没有定义“$0”，则在代码段末尾将自动定义“$ 0”。

------------------- SNIP -------------------

snippet letter

Dear $1,

$0

Yours sincerely,

$2

endsnippet

------------------- SNAP -------------------

letter<tab>Ben<c-j>Paul<c-j>Thanks for suggesting UltiSnips!->

Dear Ben,

Thanks for suggesting UltiSnips!

Yours sincerely,

Paul

可以使用<c-j>跳转到下一个tabstop，<c-k>跳转到前一个。 由于许多人（包括我自己）使用<Tab>来展开snippet，所以不能使用<Tab>键来向前跳。

tabstop可以设置默认值，语法为${number:默认文本}，默认文本可能是通常可变内容的值，也可能是一个单词或短语，用于提醒期待输入的内容。

下面示例说明了在编辑shell脚本中'case'语句的代码段。tabstops使用默认值来提醒用户预期的值。

------------------- SNIP -------------------

snippet case

case ${1:word} in

${2:pattern} ) $0;;

esac

endsnippet

------------------- SNAP -------------------

case<tab>$option<c-j>-v<c-j>verbose=true

case $option in

-v ) verbose=true;;

esac

tabstop可以嵌套，语法为${1:txet1${2:text2}。在第一个tabstop中键入任何文本将使用键入的文本替换默认值，包括第二个tabstop，第二个tabstop基本上被删除。当触发Tabstop跳转时，UltiSnips移动到'$0'或’$3’。

------------------- SNIP -------------------

snippet a

<a href="${1:http://www.${2:example.com}}"</a>

$0

</a>

endsnippet

------------------- SNAP -------------------

当此代码段展开时，第一个tabstop的默认值为“http://www.example.com”。 此时键入的内容会替换整个<http://www.example.com>，如只想替换“example.com”，请跳转到下一个tabstop。 它的默认值为“example.com”。

a<tab><c-j>google.com<c-j>Google ->

<a href="http://www.google.com">

Google

</a>

a<tab>#top<c-j>Top ->

<a href="#top">

Top

</a>

------------------- SNIP -------------------

snippet a

<a href="$1"${2: class="${3:link}"}>

$0

</a>

endsnippet

------------------- SNAP -------------------

在这个代码片段中，'$ 1'标志着第一个tabstop。表示总是要为'href'属性添加一个值。 输入网址并按<c-j>后，光标将跳转到'$2'。 此tabstop是可选的。 默认文本为“class = "link"”。 您可以按<c-j>接受该默认值，光标将跳转到'$3'，输入值，也可以按退格键，从而把$2替换为空字符串，等价于将其删除。 在任一情况下，按<c-j>表示接受默认值或者调制下一个tabstop，直到最终tabstop。

a<tab>http://www.google.com<c-j><c-j>visited<c-j>Google ->

<a href="http://www.google.com" class="visited">

Google

</a>

a<tab>http://www.google.com<c-j><BS><c-j>Google ->

<a href="http://www.google.com">

Google

</a>

当然默认文本也可以被镜像、转换或者插值。

### 4.8 镜像

镜像tabsto中的内容。 在代码片展开时，当您输入tabstop的值时，该tabstop的所有镜像都将替换为相同的值。 要镜像某个tabstop，只需使用“美元符号后跟数字”（例如“$ 1”）再次插入该tabstop。

一个tabstop可以在一个代码片段中多次进行镜像，并且可以在任一一个镜像处改变所有镜像的值。 镜像的tabstop可以定义默认值。 只有第一个需要一个默认值。其余镜像的tabstop将自动采用默认值。

镜像可用于开始标签，例如TeX'开始'和'结束'标签标签，XML和HTML标签以及C代码#ifndef块。 以下是一些片段示例。

------------------- SNIP -------------------

snippet env

\begin{${1:enumerate}}

$0

\end{$1}

endsnippet

------------------- SNAP -------------------

env<tab>itemize ->

\begin{itemize}

\end{itemize}

------------------- SNIP -------------------

snippet ifndef

#ifndef ${1:SOME\_DEFINE}

#define $1

$0

#endif /\* $1 \*/

endsnippet

------------------- SNAP -------------------

ifndef<tab>WIN32 ->

#ifndef WIN32

#define WIN32

#endif /\* WIN32 \*/

### 4.9 转换或替换

转换就像镜像，但不是只从原始tabstop逐字复制，而可以进行一些指定的变化：如大写变小写。

转换语法如下：

${<tab\_stop\_no/regular\_expression/replacement/options}

参数如下：

tab\_stop\_no 要引用的tabstop的编号

regular\_expression 判断tabstop内容是否匹配的正则表达式

replacement 替换字符串，下面详细说明

options 正则表达式的选项

选项可以是下列值的任意组合：

g 所有匹配项全部替换。配正则表达式的内容可能有多个，默认情况下只有第一个匹配项被替换，使用此选项则会所有匹配项都被替换。

i 不区分大小写。默认情况下，正则表达式匹配时区分大小写。使用此选项，将不区分大小写。

m 默认情况下，正则表达式中的'^'和'$'特殊字符仅适用于整个字符串的开头和结尾，当选择多行，则将其完全转换为整行单行字符串。而使用此选项，'^'和'$'特殊字符匹配字符串中任何行的开始或结束（用换行符 - '\ n'分隔），而不会将多行转为一行。

a ascii转换。默认情况下，在raw utf-8字符集上进行转换。使用此选项，可以在不同的ASCII字符集上进行匹配，例如'à'将变为'a'。此选项需要python包含'unidecode'。

正则表达式的语法超出了本文档的范围，参见htp://docs.python.org/library/re.html。

#### 4.9.1替换

替换字符串可以包含$number变量，例如$1，表示匹配正则表达式的第一个匹配项。 $0变量是特殊的，表示所有匹配项。 替换字符串还可以包含特殊的转义序列：

\ u - 大写下一个字母

\ l - 小写下一个字母

\ U - 大写一切，直到下一个\ E

\ L - 小写一切，直到下一个\ E

\ E – 结束\L或则\U产生的大写或小写，

\ n - 换行符

\ t - 文字标签

替换字符串可以使用条件替换。语法为使用语法（？no：text：other text），表示如果组$no与正则表达式匹配，插入“text”，否则插入“other text”。 “其他文本”是可选的，如果没有提供，默认为空字符串“”。 这个功能非常强大。 它允许您将可选文本添加到代码片段中。

#### 4.9.2.示例

例1:大写第一个字符

------------------- SNIP -------------------

snippet title "Title transformation"

${1:a text}

${1/\w+\s\*/\u$0/}

endsnippet

------------------- SNAP -------------------

title<tab>big small ->

big small

Big small

例2: 大写所有单词的第一个字母

------------------- SNIP -------------------

snippet title "Titlelize in the Transformation"

${1:a text}

${1/\w+\s\*/\u$0/g}

endsnippet

------------------- SNAP -------------------

title<tab>this is a title ->

this is a title

This Is A Title

例3: ASCII 转换

------------------- SNIP -------------------

snippet ascii "Replace non ascii chars"

${1: an accentued text}

${1/.\*/$0/a}

endsnippet

------------------- SNAP -------------------

ascii<tab>à la pêche aux moules

à la pêche aux moules

a la peche aux moules

例4: 正则表达式组

这是一个智能的c风格printf片段，第二个tabstop仅在第一个tabstop中有格式（％）字符时显示。

------------------- SNIP -------------------

snippet printf

printf("${1:%s}\n"${1/([^%]|%%)\*(%.)?.\*/(?2:, :\);)/}$2${1/([^%]|%%)\*(%.)?.\*/(?2:\);)/}

endsnippet

------------------- SNAP -------------------

printf<tab>Hello<c-j> // End of line ->

printf("Hello\n"); // End of line

But

printf<tab>A is: %s<c-j>A<c-j> // End of line ->

printf("A is: %s\n", A); // End of line

### 4.10 清除代码片段

#### 4.10.1清除整个snippets文件

使用clearsnippets来清除某一个文件类型的代码片段

------------------- SNIP -------------------

clearsnippets

------------------- SNAP -------------------

#### 4.0.2.按优先级清除代码片段

'clearsnippets' 也可以用于移除所有优先级低于当前优先级的代码片段。例如，以下例子清除所有优先级为<= 1的片段，即使示例代码段在“clearsnippets”之后定义

------------------- SNIP -------------------

priority 1

clearsnippets

priority -1

snippet example "Cleared example"

This will never be expanded.

endsnippet

------------------- SNAP -------------------

#### 410.3按触发器清除代码片段

'clearsnippets'也可以清除指定的某些代码片段，只需在后面只出要移除代码片的触发器。

------------------- SNIP -------------------

clearsnippets trigger1 trigger2

------------------- SNAP -------------------

### 4.11 上下文代码片段

context代码片可以在定义代码片时用e选项启用，语法有两种：

snippet tab\_trigger "description" "expression" option

或者

context "expression"

snippet tab\_trigger "description" options

“expression”可以是任何python表达式。如果'expression'为“True”，那么这个代码段将被扩展。 “表达式”必须用双引号包裹。

以下python模块将自动导入到评估'expression'的范围之内：'re'，'os'，'vim'，'string'，'random'。

全局变量`snip`将提供以下属性：

'snip.window' - 'vim.current.window'的别名

'snip.buffer' - 'vim.current.window.buffer'的别名

'snip.cursor'– 光标对象，其行为类似'vim.current.window.cursor'，但是零索引并且具有下附加方法：

 - 'preserve（）' - 执行pre / post / jump操作的特殊方法;

 - 'set（line，column）' - 将光标设置为指定的行和列;

 - 'to\_vim\_cursor（）' - 返回1索引光标，适合分配到'vim.current.window.cursor';

'snip.line'和'snip.column' – 光标位置（零索引）的别名;

'snip.visual\_mode' - （'v'，'V'，'^ V'，参见 | visual-mode |）;

'snip.visual\_text' – 可视模式下选择的最后文字;

'snip.last\_placeholder' - 前一个的代码段的最后一个活动占位符，具有以下属性：

-'current\_text' –选定的当前文本

-'start' – 选定文本的开始

-'end' – 选定文本的结束

举例：

------------------- SNIP -------------------

snippet r "return" "re.match('^\s+if err ', snip.buffer[snip.line-1])" be

return err

endsnippet

------------------- SNAP -------------------

只有前一行从'if err'前缀开始时，该代码段才会扩展为'return err'。

注意：上下文片段优先于非上下文片段。如果没有上下文匹配，则可以使用非上下文片段。

举例：

------------------- SNIP -------------------

snippet i "if ..." b

if $1 {

$2

}

endsnippet

snippet i "if err != nil" "re.match('^\s+[^=]\*err\s\*:?=', snip.buffer[snip.line-1])" be

if err != nil {

$1

}

endsnippet

------------------- SNAP -------------------

如果上一行匹配'err：='前缀，那么这个代码段将扩展为'if err！= nil'，否则默认的'if'片段将被扩展。

将上下文条件移动到单独的模块是一个好主意，因此可以由其他UltiSnips用户使用。在这种情况下，应使用'global'关键字导入模块，如下所示：

------------------- SNIP -------------------

global !p

import my\_utils

endglobal

snippet , "return ..., nil/err" "my\_utils.is\_return\_argument(snip)" ie

, `!p if my\_utils.is\_in\_err\_condition():

snip.rv = "err"

else:

snip.rv = "nil"`

endsnippet

------------------- SNAP -------------------

只有当光标位于return语句中时，该代码段才会扩展，然后根据它所在的“if”语句将扩展为“err”或“nil”。 'is\_return\_argument'和'is\_in\_err\_condition'是自定义python模块的一部分，在此示例中称为“my\_utils”。

上下文的条件可以返回任何可以用作python的'if'语句的条件的值，如果为True'，那么代码段将被扩展。 “条件”的值在代码段中的“snip.context”变量中可用：

------------------- SNIP -------------------

snippet + "var +=" "re.match('\s\*(.\*?)\s\*:?=', snip.buffer[snip.line-1])" ie

`!p snip.rv = snip.context.group(1)` += $1

endsnippet

------------------- SNAP -------------------

该代码片段将在行尾展开为'var1 + ='，从'var1：='开始。

您可以使用以下技巧从以前的代码段捕获占位符文本：

------------------- SNIP -------------------

snippet =“desc”“snip.last\_placeholder”Ae

`！p snip.rv = snip.context.current\_text` == nil

endsnippet

------------------- SNAP -------------------

只有当您在其他代码段中替换选定的tabstop（如在“$ {1：var}”时），并且将以'== nil'后面的tabstop值替换该tabstop，则该片段才会被扩展。

### 4.12 Snippets action

Snippets action是任意可以在代码片段的特定点执行的Python代码。

有三种类型的操作：

\* Pre-expand - 在触发条件匹配之后调用，但在片段实际扩展之前;

\* Post-expand - 在片段展开后和插值第一次被应用后引用，但在跳转到第一个占位符之前调用。

\* Jump - 在跳到下一个/ 前一个占位符之后调用。

指定的代码将在上面定义的阶段进行评估，并且在| UltiSnips-context-snippets | 列出的相同的全局变量和模块将可用。

注意：所有缓冲区修改都应使用名为“snip.buffer”的特殊变量。 不是'vim.current.buffer'，也不是'vim.command（“...”）'，因为在这种情况下，UltiSnips将无法跟踪缓冲区中的变化。

'snip.buffer'与'vim.current.window.buffer'具有相同的接口。

#### 4.12.1 Pre-expand actions

Pre-expand actions可以用来匹配一个位置的片段，然后在不同的位置展开它。 例如：纠正代码片段的缩进; 在另一个函数体中扩展函数声明代码片段，其移动的扩展点超出初始函数; 通过扩展代码片段在不同的地方摘取方法重构。

Pre-expand action声明如下：

pre\_expand "python code here"

snippet ...

endsnippet

缓冲区可以通过名为“snip.buffer”的变量在Pre-expand actions代码中进行修改，片段展开位置将被自动调整。

如果光标行（触发器触发时所在行）需要修改，那么必须调用特殊变量方法'snip.cursor.set（line，column）'。 在这种情况下，UltiSnips不会删除任何匹配的触发文本，它应该在操作代码中手动完成。

除了上述定义的变量之外，“snip.visual\_content”也将被声明，并将包含在片段扩展之前选择的文本（类似于$ VISUAL占位符）。

下面的代码段将扩展为4个空格的缩进级别，无论它在哪里被触发。

------------------- SNIP -------------------

pre\_expand "snip.buffer[snip.line] = ' '\*4; snip.cursor.set(line, 4)"

snippet d

def $1():

$0

endsnippet

------------------- SNAP -------------------

以下代码片段将所选代码移动到文件的末尾并创建它的新方法定义

------------------- SNIP -------------------

pre\_expand "del snip.buffer[snip.line]; snip.buffer.append(''); snip.cursor.set(len(snip.buffer)-1, 0)"

snippet x

def $1():

${2:${VISUAL}}

endsnippet

------------------- SNAP -------------------

#### 4.12.2 Post-expand actions

Post-expand actions可以用于一些基于展开代码片的操作。代码风格格式化（例如在方法声明之前和之后插入换行符），根据python插值结果应用动作。

Post-expand action 声明如下：

post\_expand "python code here"

snippet ...

endsnippet

缓冲区可以通过变量“snip.buffer”在Post-expand action代码中进行修改，代码段扩展位置将被自动调整。

变量“snip.snippet\_start”和“snip.snippet\_end”将在action代码范围内定义，并以'(line, column)'的形式指出代码片段的开始和结束位置。

注意：如果post-action在扩展之前插入或删除行，'snip.snippet\_start'和'snip.snippet\_end'会自动调整到正确的位置。

以下片段将展开以完成方法定义，并在代码片段结束后自动插入换行符。创建一个函数将非常有用，它将在特定上下文中插入任意多个换行符。这对创建一个会在特定上下文中插入多个换行符的函数很有用。

------------------- SNIP -------------------

post\_expand "snip.buffer[snip.snippet\_end[0]+1:snip.snippet\_end[0]+1] = ['']"

snippet d "Description" b

def $1():

$2

endsnippet

------------------- SNAP -------------------

#### 3.12.3 Post-jump actions

Post-jump actions可用于根据用户输入占位符的内容来触发的一些代码。例如：在跳转后或最后一次跳转后的匿名跳转（例如执行移动方法重构，然后插入新方法调用）;在最后一次跳转后插入TOC。

Jump-expand action 声明如下：

post\_jump "python code here"

snippet ...

endsnippet

缓冲区可以通过变量“snip.buffer”的在Post-jump actions代码进行修改，代码段扩展位置将被自动调整。

下一个变量和方法也将在actions代码范围内定义：

\*'snip.tabstop' – 跳至tabstop的序号

\*'snip.jump\_direction' - '1'如果向前跳，'-1'向后跳；

\*'snip.tabstops' - tabstop对象列表，见上文;

\*'snip.snippet\_start' – 代码片展开起始位置(line, column)

\*'snip.snippet\_end' - 代码片展开的结束位置(line, column)

\*'snip.expand\_anon（）' - 'UltiSnips\_Manager.expand\_anon（）'的别名;

Tabstop对象有几个有用的属性：

\*'start' - tabstop的起始位置(line, column)，（也可用'tabstop.line'和'tabstop.col'访问）。

\*'end' - tabstop的结束位置(line, column)

\*'current\_text' - tabstop内的文本。

以下代码片段将在vim-help文件的内容列表中插入新内容。

------------------- SNIP -------------------

post\_jump "if snip.tabstop == 0: insert\_toc\_item(snip.tabstops[1], snip.buffer)"

snippet s "section" b

`!p insert\_delimiter\_0(snip, t)`$1`!p insert\_section\_title(snip, t)`

`!p insert\_delimiter\_1(snip, t)`

$0

endsnippet

------------------- SNAP -------------------

'insert\_toc\_item'将在第一次跳转后调用，并将新输入的段添加到当前文件的TOC中。

注意：还可以使转动作触发代码段扩展。 在这种情况下，应该调用'snip.cursor.preserve（）'，以便UltiSnips知道游标已经在所需的位置。

以下示例将在用户跳出方法声明片段后在文件末尾插入方法调用。

------------------- SNIP -------------------

global !p

def insert\_method\_call(name):

vim.command('normal G')

snip.expand\_anon(name + '($1)\n')

endglobal

post\_jump "if snip.tabstop == 0: insert\_method\_call(snip.tabstops[1].current\_text)"

snippet d "method declaration" b

def $1():

$2

endsnippet

------------------- SNAP -------------------

### 4.13 自动触发

注意：vim 7.4.214以后才支持此功能。

许多语言结构只能在特定的地方出现，所以可以在不手动触发的情况下使用代码段。

代码段可以通过在代码段定义中指定“A”选项来标记为自动触发。

在将代码段定义为自动触发后，每个类型字符将检查代码段条件，如果条件匹配，则会触发代码段。

\*警告：\*使用此功能可能导致显着的vim减缓。

以下代码可以在Go 编程中使用:

------------------- SNIP -------------------

snippet "^p" "package" rbA

package ${1:main}

endsnippet

snippet "^m" "func main" rbA

func main() {

$1

}

endsnippet

------------------- SNAP -------------------

当“p”或“m”字符将在行的开头出现时，将自动触发，不需要按触发键TAB。

# gcc/g++编译器

对于.c 格式的 C 文件，可以采用 gcc 或 g++编译

对于 .cc、.cpp 格式的 C++文件，应该采用 g++进行编译

常用的选项：

-c 表示编译源文件

-o 表示输出目标文件

-g 表示在目标文件中产生调试信息，用于 gdb 调试

-D <宏定义> 编译时将宏定义传入进去，一般是非常重要的宏定义才用-D传

-Wall 打开所有类型的警告。

-E

## 1 gcc 编译过程

预编译—>编译-->汇编-->链接

当我们进行编译的时候,要使用一系列的工具,我们称之为工具链.

其中包括:预处理器,编译,汇编器 as,连接器. 一个编译过程包括下面

几个阶段：

(1)预处理：预处理器将对源文件中的宏进行展开。

(2)编译：gcc 将 c 文件编译成 汇编文件。

(3)汇编：as 将汇编文件编译成机器码。

(4)链接：将目标文件和外部符号进行连接，得到一个可执行二进制文件。

下面以一个很简单的 test.c 来探讨这个过程。

#include <stdio.h>

#defineNUMBER (1+2)

int main()

{

int x =NUMBER;

return 0;

}

(1)预处理：

gcc –E test.c -o test.i

我们用 cat 查看 test.i 的内容如下：

int main()

int x=(1+2);

return 0;

我们可以看到，文件中宏定义NUMBER 出现的位置被(1+2)替换掉了，其它的内容保持不变。与typedef区别就在于typedef只是为对象去取一个别名，使用别名和原名效果一样，但不会替换。

(2)编译：gcc –S test.i–o test.s 通过 cat test.s 查看 test.s 的内容为代码。

(3)汇编：as test.s -o test.o 利用 as 将汇编文件编译成机器码。得到输出文件为 test.o。

test.o 中为目标机器上的二进制文件. 用 nm 查看文件中的符号： nm test.o 输出如下：00000000 T main。有的编译器上会显示：00000000 b .bss 00000000 d.data 00000000 t .text U\_\_\_main U\_\_alloca 00000000 T \_main 。

既然已经是二进制目标文件了，能不能执行呢？试一下./test.o,提示cannotexecutebinary file.原来\_\_\_main 前面的 U 表示这个符号的地址还没有定下来，T 表示这个符号属于代码。

(4)链接：gcc –o test test.o,将所有的.o 文件链接起来生产可执行程序。

## 2 gcc 所支持后缀名：

|  |  |  |  |
| --- | --- | --- | --- |
| 后缀名 | 所对应的语言 | 后缀名 | 所对应的语言 |
| .c | C原始程序 | .s/.S | 汇编语言原始程序 |
| .C/.cc/.cxx | C++原始程序 | .h | 预处理文件（头文件） |
| .m | Objectic原始程序 | .o | 目标文件 |
| .i | 已经过预处理的C原始程序 | .a/.so | 编译后的库文件 |
| .ii | 已经过预处理的C++原始程序 |  |  |

## 3 gcc 常用选项：

|  |  |
| --- | --- |
| 选项与命令格式 | 含义 |
| -E file.c –o file.i或者–o file.i -E file.c | 只进行预编译，不做其处理，由\*.c文件生成\*.i文件。缺省输出到屏幕 |
| -S file.i [–o file.s]或者–o file.s -S file.i | 只编译不汇编，生成汇编代码，将\*.i文件转换为\*.s文件，缺省输出同名.s文件 |
| -c file.c [–o file.o]或者 –o file.o -c file.c | 只编译不链接，生成目标文件“.o”。缺省生成同名.o文件。 |
| -o file2 file1或file1 -o file2 | 链接，指定file2.exe文件作为file1.\*文件的输出文件，不可省略或者写成 |
| -g，位置任意 | 在可执行程序中包含标准调试信息 |
| -v，位置任意 | 打印出编译器内部编译各过程的命令行信息和编译器的版本 |
| -I dir，位置任意 | 在头文件的搜索列表中添加dir 目录 |

**预处理阶段**：对包含的头文件（#include）和宏定义（#define、#ifdef等）进行处理

gcc –E hello.c –o hello.i //-o表示输出为指定文件，类型 -E将源文件（\*.c）转换为（\*.i）

**编译阶段**：检查代码规范性、语法错误等，在检查无误后把代码翻译成汇编语言

gcc –S hello.i -o hello.s //-S 将已预处理的 C 原始程序（\*.i）转换为（\*.s）

**汇编链接阶段**：将.s 的文件以及库文件整合起来链接为可执行程序

gcc hello.s –o hello.exe //最后将汇编语言原始程序(\*.s)和一些库函数整合成（\*.exe）

例1:

#include <stdio.h>

#define MAX100

#define max(a,b) ((a)>(b)?(a):(b)) //宏定义，执行-E 之后被替换

main()

{

printf("MAX=%d\n",MAX);

printf("max(3,4)=%d\n",max(3,4));

}

//法一：（理解原理用，四步:.c-->.i-->.s->.o->.exe）

gcc –E project1.c –o project1.i //预编译，生成已预编译过的 C 原始程序\*.i

gcc –S project1.i–o project1.s //编译，生成汇编语言原始程序\*.s

as project1.s –o project1.o //汇编

gcc project1.o –o project1.exe //链接，生成可执行程序

//法二：（理解原理用，三步: .c-->.i-->.s-->.exe）

gcc –E project1.c –o project1.i //预编译，生成已预编译过的 C 原始程序\*.i

gcc –S project1.i–o project1.s //编译，生成汇编语言原始程序\*.s

gcc project1.s –o project1.exe //汇编链接，生成可执行程序

//法三：（常用,两步.c-->.o -->.exe）

gcc –c project1.c –o project1.o //编译

gcc project1.o –o project1.exe //链接

//法四：（常用，一步：.c-->.exe）

gcc project1.c–o project1.exe //编译并链接

//法五：（常用，一步：.c-->.exe）

gcc project1.c //缺省生成a.out可执行文件

例2:gcc 传递宏定义选项 –D的作用，就是定义宏的另一种方式

#include <stdio.h>

main()

{

#ifdef cjy //表示如果定义了 cjy，即命令行参数传了cjy，就执行下面的输出

printf("cjy is defined!\n");

#else

printf("cjy is not defined!\n");

#endif

printf("main exit\n");

}

gcc–E project2.c –o project2.i–D cjy //条件编译，用-D 传递，如果没有传cjy则执行#else

gcc–S project2.i –o project2.s

gcc–o project2.exe project2.s

或：

gcc–o project2 project2.c –D cjy//条件编译，用-D 传递，如果没有传cjy则执行#else

## 4 gcc 库选项

|  |  |
| --- | --- |
| 选项 | 含义 |
| -static | 链接静态库，禁止使用动态库.用于最后链接阶段 |
| -shared | 1.可以生成动态库文件  2.进行动态编译，尽可能地链接动态库，只有没有动态库时才会连接同名静态库（默认选项，可省略） |
| -L dir | 在库文件的搜索路径列表中添加dir目录 |
| -lname | 链接称为libname.a（静态库）或者libname.so（动态库）的库文件若两个库都存在则根据编译方式时-static还是-shared来进行链接 |
| -fPIC或-fpic | 生成使用相对地址的与位置无关的目标代码。行通常使用gcc的-shared选项从该PIC目标文件生成动态库文件 |

**-fPIC 功能**

-fPIC 作用于编译阶段，告诉编译器产生与位置无关代码(Position-Independent Code)，则产生的代码中，没有绝对地址，全部使用相对地址，故而代码可以被加载器加载到内存的任意位置，都可以正确的执行。这正是共享库所要求的，共享库被加载时，在内存的位置不是固定的。

gcc -shared -fPIC -o 1.so 1.c

这里有一个-fPIC参数，PIC就是position independent code。PIC使.so文件的代码段变为真正意义上的共享，如果不加-fPIC,则加载.so文件的代码段时,代码段引用的数据对象需要重定位, 重定位会修改代码段的内容,这就造成每个使用这个.so文件代码段的进程在内核里都会生成这个.so文件代码段的副本.每个副本都不一样,取决于这个.so文件代码段和数据段内存映射的位置.不加fPIC编译出来的so,是要再加载时根据加载到的位置再次重定位的.(因为它里面的代码并不是位置无关代码)，如果被多个应用程序共同使用,那么它们必须每个程序维护一份so的代码副本了.(因为so被每个程序加载的位置都不同,显然这些重定位后的代码也不同,当然不能共享)，我们总是用fPIC来生成动态库文件,从来不用fPIC来生成静态库文件.fPIC与动态链接可以说基本没有关系,libc.so一样可以不用fPIC编译,只是这样的so必须要在加载到用户程序的地址空间时重定向所有表目.因此,不用fPIC编译so并不总是不好.如果你满足以下4个需求/条件:

（1）该库可能需要经常更新

（2）该库需要非常高的效率(尤其是有很多全局量的使用时)

（3）该库并不很大.

（4）该库基本不需要被多个应用程序共享

就可以不适用-fpic来编译so文件。

如果用没有加这个参数的编译后的共享库，也可以使用的话，可能是两个原因：

（1）gcc默认开启-fPIC选项

（2）loader使你的代码位置无关

从GCC来看，shared应该是包含fPIC选项的，但似 乎不是所以系统都支持，所以最好显式加上fPIC选项。

**函数库分为静态库和动态库。**

静态库是目标文件.a 的归档文件（格式为 libname.a）。如果在编译某个程序时链接静态库，则链接器将会搜索静态库并直接拷贝到该程序的可执行二进制文件到当前文件中；

动态库（格式为 libname.so[. 主版本号.次版本号.发行号]）。在程序编译时并不会被链接到目标代码中，而是在程序运行时才被加载器载入。跳转到动态库所在的地址。

**第一种建立和使用动态库函数的方法：**

（1）创建静态库

$ gcc -c add.c //编译 add.c 源文件默认生成 add.o 目标文件

$ ar rcsv libadd.a add.o //对目标文件\*.o 进行归档，生成 lib\*.a,此处 lib 要写

$ gcc -o mian main.c –L ./ –ladd –I ./ //不要忘记-L 后面的那个. （即在库文件的搜索 路径中添加当前路径， -ladd 表示链接库文件libadd.a/.so， -I./表示包含在当前目录中的头文件）

$./main //因为是静态编译，生成的执行文件可以独立于.a文件运行。

**ar程序**：

格式：ar rcsv libxxx.a xx1.o xx2.o

参数r：在库中插入模块(替换)。当插入的模块名已经在库中存在，则替换同名的模块。如果若干模块中有一个模块在库中不存在，ar显示一个错误消息，并不替换其他同名模块。默认的情况下，新的成员增加在库的结尾处，可以使用其他任选项来改变增加的位置。【1】

参数c：创建一个库。不管库是否存在，都将创建。

参数s：创建目标文件索引，这在创建较大的库时能加快时间。（补充：如果不需要创建索引，可改成大写S参数；如果.a文件缺少索引，可以使用ranlib命令添加）

参数v：显示生成结果

格式：ar t libxxx.a

显示库文件中有哪些目标文件，只显示名称。

格式：ar tv libxxx.a

显示库文件中有哪些目标文件，显示文件名、时间、大小等详细信息。

格式：nm -s libxxx.a

显示库文件中的索引表。

格式：ranlib libxxx.a

为库文件创建索引表。

（2）创建动态库

分三步：

$ gcc -fPIC -Wall -c add.c //编译 add.c 源文件生成 add.o 目标文件

$ gcc -shared -o libadd.so add.o //对目标文件\*.o 进行归档，生成 lib\*.so,此lib 要写

$ gcc -o main main.c –L . –ladd –I .//.和./等效

分两步：

gcc -fPIC -Wall -shared add.c -o libadd.so//生成动态库文件

gcc -o main main.c –L ./ –ladd//编译时链接动态库

创建动态链接库之后，以后就可以使用该动态链接库了。例如在 test.c 里面调用了原来库中的函数，则编译时执行 gcc–o test test.c –L ./ –ladd 就可以了。

在运行 main 前，需要注册动态库的路径。

方法有 3 种：

①修改/etc/ld.so.conf

②修改LD\_LIBRARY\_PATH 环境变量,LD\_LIBRARY\_PATH=. ./main

③将库文件拷贝到/lib 或者/usr/lib 下（系统默认搜索库路径）。

# cp libadd.so /lib //通常采用的方法， cp lib\*.so /lib或者cp libadd.so /usr/lib

# ./main //运行main

如果不拷贝，生成.so 之后还有两种方法：

gcc –o main main.c –L .–Wl,-rpath,${PWD} –ladd //不明白就算了

**第二种建立和使用动态库函数的方法(不复制)**

采用dlopen,dlclose,dlerror,dlsym加载动态链接库

为了使程序方便扩展，具备通用性，可以采用插件形式。采用异步事件驱动模型，保证主程序逻辑不变，将各个业务已动态链接库的形式加载进来，这就是所谓的插件。linux提供了加载和处理动态链接库的系统调用，非常方便。

**dlopen、dlsym函数介绍**

在linux上man dlopen可以看到使用说明，函数声明如下：

#include <dlfcn.h>

void \*dlopen(const char \*filename, int flag);

char \*dlerror(void);

void \*dlsym(void \*handle, const char \*symbol);

int dlclose(void \*handle);

dlopen以指定模式打开指定的动态连接库文件，并返回一个句柄（指针）-给调用进程，

dlerror返回出现的错误，

dlsym通过句柄和连接符名称获取函数名或者变量名，

dlclose来卸载打开的库。

dlopen打开模式如下：

RTLD\_LAZY  暂缓决定，等有需要时再解出符号

RTLD\_NOW  立即决定，返回前解除所有未决定的符号。

举例：

例如将如下程序编译为动态链接库libcaculate.so，程序如下：

int add(int a,int b)

{

return (a + b);

}

int sub(int a, int b)

{

return (a - b);

}

int mul(int a, int b)

{

return (a \* b);

}

int div(int a, int b)

{

return (a / b);

}

编译如下： gcc -fPIC -s

hared caculate.c -o libcaculate.so

采用上面生成的libcaculate.so，写个测试程序如下：

#include <stdio.h>

#include <stdlib.h>

#include <dlfcn.h>

//动态链接库路径

#define LIB\_CACULATE\_PATH "./libcaculate.so"

//函数指针

**typedef** int **(\***CAC\_FUNC**)(**int**,** int**);**

int main**()**

**{**

void **\***handle**;**

char **\***error**;**

CAC\_FUNC cac\_func **=** **NULL;**

//打开动态链接库

handle **=** dlopen**(**LIB\_CACULATE\_PATH**,** RTLD\_LAZY**);**

**if** **(!**handle**)**

**{**

fprintf**(**stderr**,** "%s\n"**,** dlerror**());**

exit**(**EXIT\_FAILURE**);**

**}**

//清除之前存在的错误

dlerror**();**

//获取一个函数

**\*(**void **\*\*)** **(&**cac\_func**)** **=** dlsym**(**handle**,** "add"**);**

**if** **((**error **=** dlerror**())** **!=** **NULL)**

**{**

fprintf**(**stderr**,** "%s\n"**,** error**);**

exit**(**EXIT\_FAILURE**);**

**}**

printf**(**"add: %d\n"**,** **(\***cac\_func**)(**2**,**7**));**

cac\_func **=** **(**CAC\_FUNC**)**dlsym**(**handle**,** "sub"**);**

printf**(**"sub: %d\n"**,** cac\_func**(**9**,**2**));**

cac\_func **=** **(**CAC\_FUNC**)**dlsym**(**handle**,** "mul"**);**

printf**(**"mul: %d\n"**,** cac\_func**(**3**,**2**));**

cac\_func **=** **(**CAC\_FUNC**)**dlsym**(**handle**,** "div"**);**

printf**(**"div: %d\n"**,** cac\_func**(**8**,**2**));**

//关闭动态链接库

dlclose**(**handle**);**

exit**(**EXIT\_SUCCESS**);**

**}**

编译选项如下：**gcc -rdynamic -o main main.c –ldl**

静态库与动态库的比较：

动态库只在执行时才被链接使用，不是直接编译为可执行文件，并且一个动态库可以被多个程序使用故可称为共享库。

静态库将会整合到程序中，在程序执行时不用加载静态库。 因此，静态库会使你的程序臃肿并且难以升级，但比较容易部署。而动态库会使你的程序轻便易于升级但难以部署。

举例:

写一个求两个数 +， --， \*， / 的函数 func.c(func.h)，在 main.c中调用执行相应的算术操作，但是不直接针对 main.c 编译链接，而是在 function.sh 中对 func 函数创建静态库和动态库，并分别自动执行 main 函数。（注：当然可以直接针对 main 函数）

编写 function.sh

#!/bin/bash

echo "==========================="

echo "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"

echo " 1.createstatic lib " //静态库创建

echo " 2.createshared lib " //动态库创建

echo "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*"

echo "==========================="

echo "pleaseinput youroperator:"

read op

case $op in

"1") //以静态库的方式

gcc -c ${1}.c //${1}接收第一个传进来的参数 func,并编译它

ar rcsv lib${1}.a ${1}.o //将其打包为静态库

gcc -o ${2} ${2}.c -L. -l${1} //${2}接收第二个传进来的 main

./${2} //运行 main 程序输出结果

;;

"2") //以动态库的方式

gcc -fpic –c ${1}.c

gcc -shared –o lib${1}.so ${1}.o

gcc -o ${2} ${2}.c -L. -l${1}

sudo cp lib${1}.so /lib/ //切换到 root 用户下

./${2}

;;

\*)

exit 3

;;

esac

编写 func.h

#ifndef \_\_FUNC\_H

#define\_\_FUNC\_H

extern int add**(**int**,**int**);**

extern int sub**(**int**,**int**);**

extern int mul**(**int**,**int**);**

extern int div**(**int**,**int**);**

#endif

编写 func.c

int add**(**int a**,**int b**)**

**{**

**return** a **+**b**;**

**}**

int sub**(**int a**,**int b**)**

**{**

**return** a**-** b**;**

**}**

int mul**(**int a**,**int b**)**

**{**

**return** a**\***b**;**

**}**

int div**(**int a**,**int b**)**

**{**

**return** a **/**b**;**

**}**

编写 main.c

#include <stdio.h>

#include "func.h"

int main**()**

**{**

printf**(**"add(3,4)=%d\n"**,**add**(**3**,**4**));**

printf**(**"sub(4,1)=%d\n"**,**sub**(**4**,**1**));**

printf**(**"mul(3,2)=%d\n"**,**mul**(**3**,**2**));**

printf**(**"div(6,2)=%d\n"**,**div**(**6**,**2**));**

**}**

#sh function.sh func main //将 func,main 作为参数传递进去

当然也可以不用写 function.sh，可以直接针对 main 操作，分别采用静态库和动态库的方式将函数 func.c 打包

（1） 将 func.o 打包为静态库函数 libfunc.a，并执行程序：

#gcc–c func.c //1. 将 func.c 编译为 func.o

#ar rcsv libfunc.a func.o //2. 用 ar rcsv将func.o打包为静态库,libfunc.a(前面的lib要写)

#gcc–o main.exe main.c –L . –lfunc //3. 链接库函数和执行main.c生成可执行程序main.exe

#./main.exe //4. 执行./main.exe

（2）将 func.o 打包为动态库函数 libfunc.so，并执行程序：

#gcc–fpic –c func.c //1. 用动态库的方式将 func.c 编译为 func.o

# gcc –shared–o libfunc.so func.o //2. 用gcc-shared将func.o打包为动态库 libfunc.so

#gcc–o main.exemain.c –L.–lfunc //3. 链接库函数和执行 main.c 生成可执行程序 main.exe

# sudo cp libfunc.so /lib //4. 非超级用户要用 sudo 将动态库libfunc.so 拷贝到/lib 目录下

# ./main.exe //5. 执行./main.exe

## 5 gcc--- 警告选项

对于如下程序：

#include <stdio.h>

void main()

{

long long temp =1;

printf(“This is a bad code!\n”);

return 0;

}

-ansi : 生成标准语法（ANSI C 标准）所要求的警告信息（并不列出所有警告）

$ gcc–ansi warning.c –o warning

warning.c: 在函数“main”中：

warning.c:7 警告：在无返回值的函数中，“return”带返回值

warning.c:4 警告：“main”的返回类型不是“int”

可以看出，该选项并没有发现“long long”这个无效数据类型的错误

-pedantic : 列出 ANSI C 标准的全部警告信息。

$ gcc–pedantic warning.c –o warning

warning.c: 在函数“main”中：

warning.c:5 警告：ISOC89 不支持“long long”

warning.c:7 警告：在无返回值的函数中，“return”带返回值

warning.c:4 警告：“main”的返回类型不是“int”

-Wall : 列出所有的警告信息（常用）

$ gcc–Wall warning.c –o warning

warning.c:4 警告：“main”的返回类型不是“int”

warning.c: 在函数“main”中：

warning.c:7 警告：在无返回值的函数中，“return”带返回值

warning.c:5 警告：未使用的变量“tmp”

–Werror ：要求gcc将所有的警告都当成错误来处理

$gcc –Werror warning.c –o warming

通常用的是-Wall 显示所有有用的报警信息。

## 6 gcc--- 优化选项

gcc 对代码进行优化通过选项“-On”来控制优化级别（不是零时大写的o，n 是整数）。不同的优化级别对应不同的优化处理工作。如使用优化选项：

“-O1”主要进行线程跳转和延迟退栈两种优化。

“-O2”除了完成所有“-O1”级别的优化之外，还要进行一些额外调整工作，如处理其指令调度等。

“-O3”则还包括循环展开或其他一些与处理器特性相关的优化工作。

虽然优化选项可以加速代码的运行速度，但对于调试而言将是一个很大的挑战。因为代码在经过优化之后，原先在源程序中声明和使用的变量很可能不再使用，控制流也可能会突然跳转到意外的地方，循环语句也有可能因为循环展开而变得到处都有，所有这些对调试来讲都是不好的。所以在调试的时候最好不要使用任何的优化选项，只有当程序在最终发行的时候才考虑对其进行优化。

通常用的是-O2

-D <宏定义> //编译时将宏定义传入进去

eg: # gcc –o hello –Wall –O2 hello.c

举例：

有两个文件 main.cpp,func.cpp其中

main.cpp 内容为：

#include <stdio.h>

int MyFunc**();**

int main**()**

**{**

#ifdef \_DEBUG

printf**(**"Debug MyFunc is:%d\n"**,**MyFunc**());**

#else

printf**(**"NDEBUG MyFunc is:%d\n"**,**MyFunc**());**

#endif

**}**

func**.**cpp 内容为：

int MyFunc**()**

**{**

**return** 123**;**

**}**

法1：分别编译再链接，每个源文件必须分开编译

编译：

g++ -c func.cpp //C++文件，一定要用g++编译,生成同名但扩展名为.o的二进制目标文件func.o

g++ -c main.cpp //将编译 main.cpp,生成同名的但扩展名为.o 的二进制目标文件main.o

g++ -c func.cpp -o func.o//编译 func.cpp,指定输出目标文件为func.o

g++ -c main.cpp –o main.o//编译 main.cpp,指定输出目标文件为main.o

链接：

g++ main.o func.o //链接,默认情况下生成的是 a.out 可执行文件

g++ -o a.out main.o func.o //链接,指定生成a.out 可执行文件

g++ -o a.out \*.o //链接所有.o文件,生成a.out 可执行文件

链接目标文件 main.o 和 func.o 最后形成可执行文件 a.out。对于第一种，如果没有显式指定可执行文件名，g++默认为 a.out。也可以将编译和链接的过程合为一块处理：

法2；整体编译再链接，可以同时编译多个文件

g++ \*.cpp //编译并链接所有cpp文件 ，生成可执行文件 a.out

g++ func.cpp main.cpp //编译并链接指定的cpp文件，默认生成 a.out可执行文件

g++ -o a.out func.cpp main.cpp //编译并链接指定的cpp文件，指定生成 a.out可执行文件

但都将先编译指定的源文件，如果成功的话，再链接成可执行文件 a.out

如果希望在编译时传入宏定义，可使用-D 参数,例如

g++ \*.cpp -D \_DEBUG

# make 工程管理器

可以试想一下，有一个上百个文件的代码构成的项目，如果其中只有一个活少数几个文件进行了修改，如果再从头到尾将每一个文件都重新编译是个比较繁琐的过程。为此，引入了 Make 工程管理器的概念，工程管理器指管理较多的文件，它是自动管理器，能根据文件时间自动发现更新过的文件而减少编译的工作量，同时通过读入 Makefile 文件来执行大量的编译工作。（本目录下）

## 1 Makefile 格式

target: dependency\_files //目标项:依赖项

< TAB > command //必须以 Tab 开头，command 编译命令，**支持shell脚本**

注意：在写 command 命令行的时候，必须要在前面按 TAB 键

例如，有 Makefile 文件，内容如下：

main.exe:main.o func.o //有头文件时要加入头文件

g++ -o main.exe main.o func.o

main.o:main.cpp

g++ -c main.cpp

func.o:func.cpp

g++ -c func.cpp

使用 make 编译：

（1）对于该 Makefile 文件,程序 make 处理过程如下:

make程序首先读到第 1 行的目标文件 main.exe 和它的两个依赖文件main.o和func.o;然后比较文件main.exe和main.o/func.o的产生时间，如果 main.exe 比 main.o或func.o 旧的话，则执行第2行命令，以产生目标文件main.exe。

（2）在执行第2行的命令前,它首先会查看 makefile 中的其他定义，看有没有以第1行 main.o 和 func.o 为目标文件的依赖文件，如果有的话，继续按照(1)、(2)的方式匹配下去。

（3）根据(2)的匹配过程，make 程序发现第3行有目标文件 main.o 依赖于main.cpp，则比较目 main.o 与它的依赖文件 main.cpp 的文件新旧,如果main.o比main.cpp旧,则执行第4行的命令以产生目标文件main.o.

（4）在执行第 4 条命令时,main.cpp 在文件 makefile不再有依赖文件的定义,make程序不再继续往下匹配,而是执行第 4 条命令,产生目标文件main.o

目标文件 func.o 按照上面的同样方式判断产生.

执行(3)、(4)产生完 main.o 和 func.o 以后，则第 2 行的命令可以顺利地执行了，最终产生了第 1 行的目标文件 main.exe。

**依赖关系中最好加入头文件，**原因在于：

在 C++ 中因为头文件包含了一些实现的内容（比如类成员的定义），而这些内容由于面向对象的封装原则，客户代码是不去理会的，然而编译客户代码时却是需要的。那么当这些内容发生改变的时候，实现文件（.cpp）往往也发生改变，这导致相应 .o 的重新编译生成。然而如果不把该头文件加入到客户代码的依赖关系中，因为客户代码没有改变，时间戳未发生变化，客户代码不会被重编译，而这种情况在连接时也未必会被发现，最后只能导致难以调试的运行时错误。

## 2 特殊处理与伪目标

.PHONY 是 Makefile 文件的关键字，表示它后面列表中的目标均为伪目标。如果为all则代表之后的所有目标。伪目标通常用在清理文件、强制重新编译等情况下。伪目标可以有依赖项

例1:main.c 函数，func.c 函数为前面计算+,-,\*,/运算的程序

#vim Makefile //系统默认的文件名为 Makefile

main.exe:main.o func.o //表示要想生成 main.exe 文件，要依赖于main.o 和 func.o 文件

gcc -o main.exe main.o func.o//如果 main.o,func.o 已经存在了，就链接成 main.exe

main.o:main.c //表示 main.o 文件依赖于 main.c 文件

gcc -c main.c //编译 main.c，默认生成 main.o。可写为：gcc –cmain.c –o main.o

func.o:func.c //表示 func.o 文件依赖于 func.c 文件

gcc -c func.c //如果 func.c 存在，则编译 func.c,生成 func.o

.PHONY:rebuild clean //表示后面的是伪目标，通常用在清理文件、强制重新编译等情况下

rebuild: clean main.exe //先执行清理，在执行重新编译

clean:

rm –rf main.o func.o main.exe //最后删除.o 和.exe 的文件

按 ESC 键之后，:wq 保存退出。再执行下面的命令：

#make //直接 make,即从默认文件名（Makefile）的第一行开始执行

#make clean //表示执行 clean: 开始的命令段

#make func.o //表示执行 func.o: 开始的命令段

#make rebuild //则先执行清除，再重新编译连接

如果不用系统默认的文件名 Makefile，而是用户随便起的一个名字，则 make 后面必须要加上-f，如：

#vi Makefile11

#make –f Makefile11 clean //表示执行 clean: 开始的命令段

#make –f Makefile11 main.exe //表示执行 main.exe: 开始的命令段

这里要说明一点的是，clean不是一个文件，它只不过是一个动作名字，有点像C语言中的标签一样，其冒号后什么也没有，那么，make就不会自动去找文件的依赖性，也就不会自动执行其后所定义的命令。要执行其后的命令，就要在make命令后明显得指出这个lable的名字。这样的方法非常有用，我们可以在一个makefile中定义不用的编译或是和编译无关的命令，比如程序的打包，程序的备份，等等。

## 3 特殊字符、变量、函数与规则

随着软件项目的变大、变复杂，源文件也越来越多，如果采用前面的方式写 makefile 文件，将会使 makefile 也变得复杂而难于维护。通过make支持的变量定义、规则和内置函数，可以写出通用性较强的makefile 文件，使得同一个 makefile 文件能够适应不能的项目。

### 3.1 特殊字符

|  |  |  |  |
| --- | --- | --- | --- |
| \ | 换行符或者转义符号 | \* | 匹配0个或多个字符 |
| # | 注释符 | ? | 匹配一个字符 |
| @ | 不显示当前执行的命令行 | % | 匹配1个或多个字符 |
| ~ | 用户主目录或者宿主目录 | $$ | $字符 |
| $ | 取变量的值 |  |  |

### 3.2 变量

#### 3.2.1 变量定义和引用

变量：用来代替一个文本字符串

定义变量的2种方法：

变量名=变量值 递规变量展开(几个变量共享一个值) //a=b；b=c；则执行时a就会与c相同

变量名:=变量值 简单变量展开(类似于 C++的赋值) //通常采用这种形式

使用变量的一般方法：

$(变量名)=??? // 给变量赋值

???=$(变量名) //引用某个变量

举例：将以前的那个可以写为：

OBJS:=main.o func.o //相当于 main.o func.o

EXE:=main.exe

$(EXE):$(OBJS)

g++ -o $(EXE) $(OBJS)

main.o:main.cpp

g++ -c main.cpp –o main.o

func.o:func.cpp

g++ -c func.cpp –o func.o

.PHONY:rebuild clean

rebuild:clean main.exe

clean:

rm –rf $(EXE) $(OBJS)

#### 3.2.2 变量分类

**变量**分为：用户自定义变量，预定义变量（CFLAGS），自动变量，环境变量，模式变量，目标变量，参数变量。

目标变量：位于冒号左边的变量。目标项：依赖项

参数变量：override 变量名，表变量值由命令行传入

模式变量：模式表达式:变量名，如%.o：main.c

**自动变量**：指在使用的时候，自动用特定的值替换。常用的有：

|  |  |
| --- | --- |
| 变量 | 说明 |
| $@ | 当前规则的目标文件(重点) |
| $< | 当前规则的第一个依赖文件 |
| $^ | 当前规则的所有依赖文件，以空格分隔(重点) |
| $? | 规则中日期新于目标文件的所有相关文件列表，逗号分隔 |
| $(@D) | 目标文件的目录名部分 |
| $(@F) | 目标文件的文件名部分 |

**预定义变量**：内部事先定义好的变量，但是它的值是固定的，并且有些的值是为空的。

|  |  |  |  |
| --- | --- | --- | --- |
| AR | 库文件打包程序默认为 ar | ARFLAGS | 库选项，无默认 |
| AS | 汇编程序，默认为 as | ASFLAGS | 汇编选项，无默认 |
| CC | c 编译器默认为 gcc | CFLAGS | c 编译器选项，无默认 |
| CPP | c 预编译器，默认为$(CC) –E | CPPFLAGS | c 预编译器选项，无默认 |
| CXX | c++编译器，默认为 g++ | CXXFLAGS | c++编译器选项 |
| RM | 删除，默认为 rm –f |  |  |

**环境变量**：

在一些大的工程中，有大量的源文件，我们通常的做法是把这许多的源文件分类，并存放在不同的目录中。所以，当make需要去找寻文件的依赖关系时，你可以在文件前加上路径，但最好的方法是把一个路径告诉make，让make在自动去找。

Makefile文件中的环境变量“VPATH”就是完成这个功能的，如果没有指明这个变量，make只会在当前的目录中去找寻依赖文件和目标文件。如果定义了这个变量，那么，make就会在当当前目录找不到的情况下，到所指定的目录中去找寻文件了。

VPATH = src:../headers

上面的的定义指定两个目录，“src”和“../headers”，make会按照这个顺序进行搜索。目录由“冒号”分隔。（当然，当前目录永远是最高优先搜索的地方）：

举例：用预定义变量：

CFLAGS:=-Wall -O2 –fpic

根据内部变量，可以将 makefile 改写为：

OBJS:=main.o func.o

CC:=g++

main.exe:$(OBJS)

$(CC) $^ -o $@

main.o:main.cpp

$(CC) -c $^ -o $@

func.o:func.cpp

$(CC) -o -c $^ $@

#### 3.3.3 变量的高级用法

##### 3.3.3.1 变量值的替换

我们可以替换变量中的共有的部分，其格式是“$(var:a=b)”或是“${var:a=b}”，其意思是，把变量“var”中所有以“a”字串“结尾”的“a”替换成“b”字串。这里的“结尾”意思是“空格”或是“结束符”。

还是看一个示例吧：

foo := a.o b.o c.o

bar := $(foo:.o=.c)

这个示例中，我们先定义了一个“$(foo)”变量，而第二行的意思是把“$(foo)”中所有以“.o”字串“结尾”全部替换成“.c”，所以我们的“$(bar)”的值就是“a.c b.c c.c”。

另外一种变量替换的技术是以“静态模式”（参见前面章节）定义的，如：

foo := a.o b.o c.o

bar := $(foo:%.o=%.c)

这依赖于被替换字串中的有相同的模式，模式中必须包含一个“%”字符，这个例子同样让$(bar)变量的值为“a.c b.c c.c”。

##### 3.3.3.2 把变量的值再当成变量

先看一个例子：

x := y

y := z

a := $($(x))

##### 3.3.3.3 变量追加

我们可以使用“+=”操作符给变量追加值，如：

objects = main.o foo.o bar.o utils.o

objects += another.o

于是，我们的$(objects)值变成：“main.o foo.o bar.o utils.o another.o”（another.o被追加进去了）

使用“+=”操作符，可以模拟为下面的这种例子：

objects = main.o foo.o bar.o utils.o

objects := $(objects) another.o

所不同的是，用“+=”更为简洁。

如果变量之前没有定义过，那么，“+=”会自动变成“=”，如果前面有变量定义，那么“+=”会继承于前次操作的赋值符。如果前一次的是“:=”，那么“+=”会以“:=”作为其赋值符，如：

variable := value

variable += more

等价于：

variable := value

variable := $(variable) more

但如果是这种情况：

variable = value

variable += more

由于前次的赋值符是“=”，所以“+=”也会以“=”来做为赋值，那么岂不会发生变量的递补归定义，这是很不好的，所以make会自动为我们解决这个问题，我们不必担心这个问题。

### 3.3.规则

**规则**分为：普通规则，隐含规则，模式规则

#### 3.3.1 隐含规则

\*.o 文件自动依赖\*.c 或\*.cc 文件，所以可以省略main.o:main.cpp ，但同时也不可调试

makefile 可写为：

OBJS :=main.o fun.o

CFLAGS:=-Wall –O2 -g

main.exe:$(OBJS)

gcc $^ -o $@

#### 3.3.2 模式规则

通过匹配模式找字符串，%：匹配1或多个任意字符串，\*匹配0个或多个任意字符，？匹配一个字符。

%.o: %.cpp //任何目标文件的依赖文件是与目标文件同名的并且扩展名为.cpp 的文件

makefile 可写为：

OBJS :=main.o fun.o

CFLAGS:=-Wall –O2 –g

main.exe: $(OBJS)

gcc $^-o $@

%.o: %.cpp //模式通配

gcc –o $@ -c $^

另外还可以指定将\*.o、\*.exe、\*.a、\*.so 等编译到指定的目录中：

makefile 文件可写成：

DIR:=./Debug/ //DIR自定义变量

EXE:=main.exe //EXE自定义变量

OBJS:=main.o //OBJS自定义变量

LIBFUNCSO:=libfunc.so //OBJS自定义变量

CFLAGS:=-fpic //预定义变量

$(DIR)$(EXE):$(DIR) $(OBJS) $(DIR) $(LIBFUNCSO)//目标文件:依赖文件

gcc -o $@ $< -L ./ -lfunc

$(DIR) $(LIBFUNCSO):$(DIR) func.o

gcc -shared -o $@ $^

$(DIR) main.o:main.c

gcc -o $@ -c $^

$(DIR) func.o:func.c

gcc $(CFLAGS) -c$^ -o $@

.PHONY:rebuild clean

rebuild:clean $(DIR)$(EXE)

clean:

rm -rf $(DIR)\*.o $(DIR)\*.exe $(DIR)\*.so

注意：当 OBJS 里面有多项的时候，此时$(DIR)$(OBJS)只能影响到 OBJS中第一个，后面的全部无效，因此需要全部列出来。

### 3.4 函数

#### 3.4.1 字符串处函数

**$(wildcard filename)**

搜索当前目录下的文件名，展开所有符合其参数描述的文件名成一列，文件间以空格间隔。

**$(subst <from>,<to>,<text> )**

名称：字符串替换函数——subst。

功能：把字串<text>中的<from>字符串替换成<to>。

返回：函数返回被替换过后的字符串。

示例：$(subst ee,EE,feet on the street)，把“feet on the street”中的“ee”替换成“EE”，返回结果是“fEEt on the strEEt”。

**$(patsubst <pattern>,<replacement>,<text> )**

名称：模式字符串替换函数——patsubst。

功能：查找<text>中的单词（单词以“空格”、“Tab”或“回车”“换行”分隔）是否符合模式<pattern>，如果匹配的话，则以<replacement>替换。这里，<pattern>可以包括通配符“%”，表示任意长度的字串。如果<replacement>中也包含“%”，那么，<replacement>中的这个“%”将是<pattern>中的那个“%”所代表的字串。（可以用“\”来转义，以“\%”来表示真实含义的“%”字符）

返回：函数返回被替换过后的字符串。

示例：$(patsubst %.c,%.o,x.c.c bar.c)，把字串“x.c.c bar.c”符合模式[%.c]的单词替换成[%.o]，返回结果是“x.c.o bar.o”

**$(strip <string> )**

名称：去空格函数——strip。

功能：去掉<string>字串中开头和结尾的空字符。

返回：返回被去掉空格的字符串值。

**$(findstring <find>,<in> )**

名称：查找字符串函数——findstring。

功能：在字串<in>中查找<find>字串。

返回：如果找到，那么返回<find>，否则返回空字符串。

**$(filter <pattern...>,<text> )**

名称：过滤函数——filter。

功能：以<pattern>模式过滤<text>字符串中的单词，保留符合模式<pattern>的单词。可以有多个模式。

返回：返回符合模式<pattern>的字串。

**$(filter-out <pattern...>,<text> )**

名称：反过滤函数——filter-out。

功能：以<pattern>模式过滤<text>字符串中的单词，去除符合模式<pattern>的单词。可以有多个模式。

**$(sort <list> )**

名称：排序函数——sort。

功能：给字符串<list>中的单词排序（升序）。

返回：返回排序后的字符串。

示例：$(sort foo bar lose)返回“bar foo lose” 。

备注：sort函数会去掉<list>中相同的单词。

**$(word <n>,<text> )**

名称：取单词函数——word。

功能：取字符串<text>中第<n>个单词。（从一开始）

返回：返回字符串<text>中第<n>个单词。如果<n>比<text>中的单词数要大，那么返回空字符串。

示例：$(word 2, foo bar baz)返回值是“bar”。

**$(wordlist <s>,<e>,<text> )**

名称：取单词串函数——wordlist。

功能：从字符串<text>中取从<s>开始到<e>的单词串。<s>和<e>是一个数字。

返回：返回字符串<text>中从<s>到<e>的单词字串。如果<s>比<text>中的单词数要大，那么返回空字符串。如果<e>大于<text>的单词数，那么返回从<s>开始，到<text>结束的单词串。

示例： $(wordlist 2, 3, foo bar baz)返回值是“bar baz”。

**$(words <text> )**

名称：单词个数统计函数——words。

功能：统计<text>中字符串中的单词个数。

返回：返回<text>中的单词数。

示例：$(words, foo bar baz)返回值是“3”。

备注：如果我们要取<text>中最后的一个单词，我们可以这样：$(word $(words<text>),<text> )。

**$(firstword <text> )**

名称：首单词函数——firstword。

功能：取字符串<text>中的第一个单词。

返回：返回字符串<text>的第一个单词。

示例：$(firstword foo bar)返回值是“foo”。

备注：这个函数可以用word函数来实现：$(word 1,<text> )。

以上，是所有的字符串操作函数，如果搭配混合使用，可以完成比较复杂的功能。这里举一个现实中应用的例子。我们知道，make使用“VPATH”变量来指定“依赖文件”的搜索路径。于是，我们可以利用这个搜索路径来指定编译器对头文件的搜索路径参数CFLAGS，如： override CFLAGS += $(patsubst %,-I%,$(subst:, ,$(VPATH)))，如果我们的“$(VPATH)”值是“src:../headers”，那么“$(patsubst %,-I%,$(subst:, ,$(VPATH)))”将返回“-Isrc -I../headers”，这正是cc或gcc搜索头文件路径的参数。

#### 3.4.2 文件名操作函数

下面我们要介绍的函数主要是处理文件名的。每个函数的参数字符串都会被当做一个或是一系列的文件名来对待。

**$(dir <names...> )**

名称：取目录函数——dir。

功能：从文件名序列<names>中取出目录部分。目录部分是指最后一个反斜杠（“/”）之前的部分。如果没有反斜杠，那么返回“./”。

返回：返回文件名序列<names>的目录部分。

示例： $(dir src/foo.c hacks)返回值是“src/ ./”。

**$(notdir <names...> )**

名称：取文件函数——notdir。

功能：从文件名序列<names>中取出非目录部分。非目录部分是指最后一个反斜杠（“/”）之后的部分。

返回：返回文件名序列<names>的非目录部分。

示例： $(notdir src/foo.c hacks)返回值是“foo.c hacks”。

**$(suffix <names...> )**

名称：取后缀函数——suffix。

功能：从文件名序列<names>中取出各个文件名的后缀。

返回：返回文件名序列<names>的后缀序列，如果文件没有后缀，则返回空字串。

示例：$(suffix src/foo.c src-1.0/bar.c hacks)返回值是“.c .c”。

**$(basename <names...> )**

名称：取前缀函数——basename。

功能：从文件名序列<names>中取出各个文件名的前缀部分。

返回：返回文件名序列<names>的前缀序列，如果文件没有前缀，则返回空字串。

示例：$(basename src/foo.c src-1.0/bar.c hacks)返回值是“src/foo src-1.0/bar”。

**$(addsuffix <suffix>,<names...> )**

名称：加后缀函数——addsuffix。

功能：把后缀<suffix>加到<names>中的每个单词后面。

返回：返回加过后缀的文件名序列。

示例：$(addsuffix .c,foo bar)返回值是“foo.c bar.c”。

**$(addprefix <prefix>,<names...> )**

名称：加前缀函数——addprefix。

功能：把前缀<prefix>加到<names>中的每个单词后面。

返回：返回加过前缀的文件名序列。

示例：$(addprefix src/,foo bar)返回值是“src/foo src/bar”。

**$(join <list1>,<list2> )**

名称：连接函数——join。

功能：把<list2>中的单词对应地加到<list1>的单词后面。如果<list1>的单词个数要比<list2>的多，那么，<list1>中的多出来的单词将保持原样。如果<list2>的单词个数要比<list1>多，那么，<list2>多出来的单词将被复制到<list2>中。

返回：返回连接过后的字符串。

示例：$(join aaa bbb , 111 222 333)返回值是“aaa111 bbb222 333”。

#### 3.4.3 foreach 函数

foreach 函数和别的函数非常的不一样。因为这个函数是用来做循环用的，Makefile中的foreach函数几乎是仿照于Unix标准Shell（/bin /sh）中的for语句，或是C-Shell（/bin/csh）中的foreach语句而构建的。它的语法是：

**$(foreach <var>,<list>,<text> )**

这个函数的意思是，把参数<list>中的单词逐一取出放到参数<var>所指定的变量中，然后再执行<text>所包含的表达式。每一次<text>会返回一个字符串，循环过程中，<text>的所返回的每个字符串会以空格分隔，最后当整个循环结束时，<text>所返回的每个字符串所组成的整个字符串（以空格分隔）将会是foreach函数的返回值。

所以，<var>最好是一个变量名，<list>可以是一个表达式，而<text>中一般会使用<var>这个参数来依次枚举<list>中的单词。举个例子：

names := a b c d

files := $(foreach n,$(names),$(n).o)

上面的例子中，$(name)中的单词会被挨个取出，并存到变量“n”中，“$(n).o”每次根据“$(n)”计算出一个值，这些值以空格分隔，最后作为foreach函数的返回，所以，$(files)的值是“a.o b.o c.o d.o”。

注意，foreach中的<var>参数是一个临时的局部变量，foreach函数执行完后，参数<var>的变量将不在作用，其作用域只在foreach函数当中。

#### 3.4.4 if 函数

if函数很像GNU的make所支持的条件语句——ifeq（参见后前面所述的章节），if函数的语法是：

**$(if <condition>,<then-part> )**

或是

**$(if <condition>,<then-part>,<else-part> )**

可见，if函数可以包含“else”部分，或是不含。即if函数的参数可以是两个，也可以是三个。<condition>参数是if的表达式，如果其返回的为非空字符串，那么这个表达式就相当于返回真，于是，<then-part>会被计算，否则<else-part> 会被计算。

而if函数的返回值是，如果<condition>为真（非空字符串），那个<then- part>会是整个函数的返回值，如果<condition>为假（空字符串），那么<else-part>会是整个函数的返回值，此时如果<else-part>没有被定义，那么，整个函数返回空字串。

所以，<then-part>和<else-part>只会有一个被计算。

#### 3.4.5 call函数

call函数是唯一一个可以用来创建新的参数化的函数。你可以写一个非常复杂的表达式，这个表达式中，你可以定义许多参数，然后你可以用call函数来向这个表达式传递参数。其语法是：

$(call <expression>,<parm1>,<parm2>,<parm3>...)

当 make执行这个函数时，<expression>参数中的变量，如$(1)，$(2)，$(3)等，会被参数<parm1>，<parm2>，<parm3>依次取代。而<expression>的返回值就是 call函数的返回值。例如：

reverse = $(1) $(2)

foo = $(call reverse,a,b)

那么，foo的值就是“a b”。当然，参数的次序是可以自定义的，不一定是顺序的，如：

reverse = $(2) $(1)

foo = $(call reverse,a,b)

此时的foo的值就是“b a”。

#### 3.4.6 origin函数

origin函数不像其它的函数，他并不操作变量的值，他只是告诉你的这个变量是哪里来的？其语法是：

**$(origin <variable> )**

注意，<variable>是变量的名字，不应该是引用。所以你最好不要在<variable>中使用“$”字符。Origin函数会以其返回值来告诉你这个变量的“出生情况”，下面，是origin函数的返回值:

“undefined”,如果<variable>从来没有定义过，origin函数返回这个值“undefined”。

“default”,如果<variable>是一个默认的定义，比如“CC”这个变量，这种变量我们将在后面讲述。

“environment”,如果<variable>是一个环境变量，并且当Makefile被执行时，“-e”参数没有被打开。

“file”,如果<variable>这个变量被定义在Makefile中。

“command line”,如果<variable>这个变量是被命令行定义的。

“override”,如果<variable>是被override指示符重新定义的。

“automatic”,如果<variable>是一个命令运行中的自动化变量。关于自动化变量已经在前面讲述。

这些信息对于我们编写Makefile是非常有用的，例如，假设我们有一个Makefile其包了一个定义文件Make.def，在Make.def中定义了一个变量“bletch”，而我们的环境中也有一个环境变量“bletch”，此时，我们想判断一下，如果变量来源于环境，那么我们就把之重定义了，如果来源于Make.def或是命令行等非环境的，那么我们就不重新定义它。于是，在我们的Makefile中，我们可以这样写：

ifdef bletch

ifeq "$(origin bletch)" "environment"

bletch = barf, gag, etc.

endif

endif

当然，你也许会说，使用override关键字不就可以重新定义环境中的变量了吗？为什么需要使用这样的步骤？是的，我们用override是可以达到这样的效果，可是override过于粗暴，它同时会把从命令行定义的变量也覆盖了，而我们只想重新定义环境传来的，而不想重新定义命令行传来的。

#### 3.4.7 shell函数

shell 函数也不像其它的函数。顾名思义，它的参数应该就是操作系统Shell的命令。它和反引号“`”是相同的功能。这就是说，shell函数把执行操作系统命令后的输出作为函数返回。于是，我们可以用操作系统命令以及字符串处理命令awk，sed等等命令来生成一个变量，如：

contents := $(shell cat foo)

files := $(shell echo \*.c)

注意，这个函数会新生成一个Shell程序来执行命令，所以你要注意其运行性能，如果你的Makefile中有一些比较复杂的规则，并大量使用了这个函数，那么对于你的系统性能是有害的。特别是Makefile的隐晦的规则可能会让你的shell函数执行的次数比你想像的多得多。

#### 3.4.8 控制make的函数

make提供了一些函数来控制make的运行。通常，你需要检测一些运行Makefile时的运行时信息，并且根据这些信息来决定，你是让make继续执行，还是停止。

**$(error <text ...> )**

产生一个致命的错误，<text ...>是错误信息。注意，error函数不会在一被使用就会产生错误信息，所以如果你把其定义在某个变量中，并在后续的脚本中使用这个变量，那么也是可以的。例如：

示例一：

ifdef ERROR\_001

$(error error is $(ERROR\_001))

endif

示例二：

ERR = $(error found an error!)

.PHONY: err

err:$(ERR)

示例一会在变量ERROR\_001定义了后执行时产生error调用，而示例二则在目录err被执行时才发生error调用。

**$(warning <text ...> )**

这个函数很像error函数，只是它并不会让make退出，只是输出一段警告信息，而make继续执行。

### 3.5 条件表达式

条件表达式的语法为：

key<conditional >

<text-if-true>

endif

以及：

key<conditional >

<text-if-true>

else

<text-if-false>

endif

其中key表示条件关键字，如“ifeq”。这个关键字有四个。ifeq，ifneq，ifdef，ifndef。

#### 3.5.1 ifeq

语法是：

ifeq (<arg1>, <arg2> )

ifeq '<arg1>' '<arg2>'

ifeq "<arg1>" "<arg2>"

ifeq "<arg1>" '<arg2>'

ifeq '<arg1>' "<arg2>"

比较参数“arg1”和“arg2”的值是否相同。当然，参数中我们还可以使用make的函数。如：

ifeq ($(strip $(foo))，)

<text-if-empty>

endif

这个示例中使用了“strip”函数，如果这个函数的返回值是空（Empty），那么<text-if-empty>就生效。

#### **3.5.2 ifneq**

语法是：

ifneq (<arg1>, <arg2> )

ifneq '<arg1>' '<arg2>'

ifneq "<arg1>" "<arg2>"

ifneq "<arg1>" '<arg2>'

ifneq '<arg1>' "<arg2>"

其比较参数“arg1”和“arg2”的值是否相同，如果不同，则为真。和“ifeq”类似。

#### 3.5.3 ifdef

语法是：

ifdef <variable-name>

如果变量<variable-name>的值非空，那表达式为真。否则，表达式为假。当然，<variable-name>同样可以是一个函数的返回值。注意，ifdef只是测试一个变量是否有值，其并不会把变量扩展到当前位置。还是来看两个例子：

示例一：

bar =

foo = $(bar)

ifdef foo

frobozz = yes

else

frobozz = no

endif

示例二：

foo =

ifdef foo

frobozz = yes

else

frobozz = no

endif

第一个例子中，“$(frobozz)”值是“yes”，第二个则是“no”。

#### 3.5.4 ifndef

语法是：

ifndef <variable-name>

这个我就不多说了，和“ifdef”是相反的意思。

在<conditional-directive>这一行上，多余的空格是被允许的，但是不能以[Tab]键做为开始（不然就被认为是命令）。而注释符“#”同样也是安全的。“else”和“endif”也一样，只要不是以[Tab]键开始就行了。

特别注意的是，make是在读取Makefile时就计算条件表达式的值，并根据条件表达式的值来选择语句，所以，你最好不要把自动化变量（如“$@”等）放入条件表达式中，因为自动化变量是在运行时才有的。而且，为了避免混乱，make不允许把整个条件语句分成两部分放在不同的文件中。

## 4 引用其他Makefile文件

在Makefile使用include关键字可以把别的Makefile包含进来，这很像C语言的#include，被包含的文件会原模原样的放在当前文件的包含位置。include的语法是：

include<filename>，filename可以是当前操作系统Shell的文件模式（可以保含路径和通配符）

在include前面可以有一些空字符，但是绝不能是[Tab]键开始。

## 5 综合实例

下面是一个较为通用的 makefile:流程控制语句类似shell脚本

DIR := ./debug //DIR自定义变量

EXE := $(DIR)/Main.exe //EXE自定义变量

CC := g++ //CC预定义便令

LIBS := //LIBS自定义变量

SRCS := $(wildcard \*.cpp) $(wildcard \*.c) $(wildcard \*.cc)//查找当前目录下所有的c和c++原始程序

OCPP := $(patsubst %.cpp, $(DIR)/%.o, $(wildcard \*.cpp))//把当前目录下搜索的的.cpp文件中的.cpp文件替换为同名的.o文件

OC := $(patsubst %.c, $(DIR)/%.co, $(wildcard \*.c)) //把当前目录下搜索的的.c文件中的.c文件替换为同名的.co文件

OCC := $(patsubst %.cc, $(DIR)/%.cco, $(wildcard \*.cc)) //把当前目录下搜索的的.cc文件中的.cc文件替换为同名的.cco文件

OBJS := $(OC) $(OCC) $(OCPP) // OBJS自定义变量，依赖对象

RM := rm –rf //RM预定义变量

CXXFLAGS := -Wall –g // CXXFLAGS预定义便令， c++编译器选项

start : mkdebug $(EXE)

mkdebug :

@if [ ! -d $(DIR) ]then mkdir $(DIR); fi

$(EXE) : $(OBJS)

$(CC) -o $@ $(OBJS) $(addprefix -l,$(LIBS))

$(DIR)/%.o : %.cpp

$(CC) -c $(CXXFLAGS) $< -o $@

$(DIR)/%.co : %.c

$(CC) -c $(CXXFLAGS) $< -o $@

$(DIR)/%.cco : %.cc

$(CC) -c $(CXXFLAGS) $< -o $@

.PHONY : clean rebuild

clean :

@$(RM) $(DIR)/\*.exe $(DIR)/\*.o $(DIR)/\*.co $(DIR)/\*.cco

rebuild: clean start

（注意 gcc 和 g++的区别：当 main.c 中调用了其他源文件的程序时，gcc -o main.o -c main.c 或 gcc -o Debug/main.o -c main.c 都没有问题，而 g++ -o main.o -c main.c 没问题，但 g++ -o Debug/main.o -c main.c 有问题，如果想 解决这个问题，需要在 main.c 中添加对于函数调用的函数原型声明即可）

**make 的命令行选项**

|  |  |
| --- | --- |
| 命令格式 | 含义 |
| -C dir | 读入指定目录下的makefile |
| -f file | 读入当前目录下的file文件作为makefile |
| -i | 忽略所有的命令执行错误 |
| -I dir | 指定被包含的makefile所在目录 |
| -n | 只打印要执行的命令，而不执行这些命令 |
| -P | 显示make变量数据库和隐含规则 |
| -s | 在执行命令时不显示命令 |
| -w | 如果make在执行过程中改变目录，则打印当前目录名 |

采用 for 循环编译多个目标文件的 Makefile 写法：

SRCS =open1.c open2.c

OBJECTS =$(SRCS:%.c=%.o)

TARGETS =$(SRCS:%.c=%)

all : $(TARGETS)

@for i in $(TARGETS)

do

gcc -o $${i} $${i}.c

done

.PHONY:clean

clean:

rm $(TARGETS)

# 程序调试gdb

Linux 包含了一个叫 gdb 的调试程序。gdb 可以用来调试 C 和 C++ 程序。在程序编译时用 -g 选项可打开调试选项.单必须保证源文件存在。关于 GDB 常用命令，请参考《GDB 常用命令.txt》

常见的调试程序的步骤如下：

gcc –o filename –Wall filename.c –g //进入调试用 gcc -o func.o func.c -g

gdb filename //进入调试

l //显示代码 (list)

b 4 //在第四行设置断点 相当于 Windows 的 F9(break)

r //运行 相当于 Windows 的 F5 (run)

n //下一步不进入函数 相当于 Windows 的 F10(next)

s //表示单步进入函数， 相当于 Windows 的 F11 (step)

p I //打印变量 I 相当于 Windows 的 Watch 窗口 (print)

c //运行到最后(continue)

q //退出 相当于 Windows 的 Shift+F5(quit)

gdb 的命令行选项及详细解释(红色代表简写)

|  |  |
| --- | --- |
| 命令格式 | 含义 |
| set args 运行时的参数 | 指定运行时的参数 ,如set args 2 |
| show args | 查看设置好的运行参数 |
| path dir | 设定程序的运行路径 |
| show path | 查看程序的运行路径 |
| set environment var [=value] | 设置环境变量 |
| show environment [var] | 查看环境变量 |
| cd dir | 进入dir目录，相当于cd命令 |
| pwd | 显示当前工作目录 |
| shell command | 运行shell的command命令 |
| info b | 查看所设断点 |
| break[文件名:]行号或函数名 <条件表达式> | 设置断点 |
| tbreak[文件名:]行号或函数名 <条件表达式> | 设置临时断点，到达后被自动删除 |
| delete[断点号] | 删除指定断点，断点号为 info b 的第一栏，缺省则删除所有断点 |
| disable[断点号] | 停止指定断点， 但用info b仍能看见该断点，缺省则删除所有断点 |
| enable[断点号] | 激活被disable停止的断点 |
| condition[断点号]<条件表达式> | 修改対应断点的条件 |
| ignore[断点号]<num> | 在程序执行时忽略对应断点num次 |
| step | 单步恢复程序运行，进入函数调用，相当于vs的逐语句F11 |
| next | 单步恢复程序运行，不进入函数调用，相当于vs的逐过程F10 |
| finish | 运行程序直到当前函数完成返回 |
| continue | 继续执行函数直到遇到新的断点或者函数结束 |
| list[函数名]:[行号] | 查看指定位置代码 |
| file[文件名] | 加载指定文件 |
| forward-search 正则表达式 | 源代码向前搜索 |
| reverse--search 正则表达式 | 源代码向后搜索 |
| dir dir | 停止路径名 |
| show directories | 显示定义了的源文件搜索路径 |
| info line | 显示加载到gdb内存中搞得代码 |
| print 表示式|变量 | 查看程序运行时对应表达式和变量的值，相当于vs的监视窗口 |
| x<n/f/u> | 查看内存变量内容，n为整数，表示显示内存的长度，f表示显示的格式，u表示从当前地址往后请求显示的字节数 |
| display | 设定在单步运行或其他情况中，自动显示的对应表达式的内容 |
| backtrace | 查看当前栈的情况，即可以查到调用哪些函数尚未返回 |
| quit | 退出 ，相当于 vs 的 Shift+F5 |
| run | 运行 ，相当于 vs 的 F5 |

\*启动gdb：

$gdb

启动gdb进行交互。

\*启动gdb，并且分屏显示源代码：

$gdb -tui

这样,使用了'-tui'选项，启动可以直接将屏幕分成两个部分，上面显示源代码，比用list方便多了。这时候使用上下方向键可以查看源代码,想要命令行使用上下键就用[Ctrl]n和[Ctrl]p.

$gdb app

启动gdb调试指定程序app，这样就在启动gdb之后直接载入了app可执行程序，需要注意的是，载入的app程序必须在编译的时候有gdb调试选项，例如'gcc -g app app.c',注意，如果修改了程序的源代码，但是没有编译，那么在gdb中显示的会是改动后的源代码，但是运行的是改动前的程序，这样会导致跟踪错乱的。

\*启动程序之后，再用gdb调试：

$gdb <program> <PID>

这里，<program>是程序的可执行文件名，<PID>是要调试程序的PID.如果你的程序是一个服务程序，那么你可以指定这个服务程序运行时的进程ID。gdb会自动attach上去，并调试他。program应该在PATH环境变量中搜索得到。

\*启动程序之后，再启动gdb调试：

$gdb <PID>

这里，程序是一个服务程序，那么你可以指定这个服务程序运行时的进程ID,<PID>是要调试程序的PID.这样gdb就附加到程序上了，但是现在还没法查看源代码,用file命令指明可执行文件就可以显示源代码了。

\*启动gdb之后的交互命令： （交互命令支持[Tab]补全。）

\*显示帮助信息：

(gdb) help

\*载入指定的程序：

(gdb) file app

这样在gdb中载入想要调试的可执行程序app。如果刚开始运行gdb而不是用gdb app启动的话可以这样载入app程序，当然编译app的时候要加入-g调试选项。

\*重新运行调试的程序：

(gdb) run

要想运行准备调试的程序，可使用run命令，在它后面可以跟随发给该程序的任何参数，包括标准输入和标准输出说明符(<和> )和shell通配符（\*、？、[、]）在内。

\*修改发送给程序的参数：

(gdb) set args no

这里，假设我使用"r yes"设置程序启动参数为yes，那么这里的set args会设置参数argv[1]为no。

\*显示缺省的参数列表：

(gdb) show args

\*列出指定区域(n1到n2之间)的代码：

(gdb) list n1,n2

这样,list可以简写为l,将会显示n1行和n2行之间的代码，如果使用-tui启动gdb，将会在相应的位置显示。如果没有n1和n2参数，那么就会默认显示当前行和之后的10行，再执行又下滚10行。另外，list还可以接函数名。

一般来说在list后面可以跟以下这们的参数：

<linenum> 行号。

<+offset> 当前行号的正偏移量。

<-offset> 当前行号的负偏移量。

<filename:linenum> 哪个文件的哪一行或者n1到n2行

<function> 函数名。

<filename:function> 哪个文件中的哪个函数。

<\*address> 程序运行时的语句在内存中的地址。

\*执行下一步：

(gdb) next

这样，执行一行代码，如果是函数也会跳过函数。这个命令可以简化为n.

\*执行N次下一步：

(gdb) next N

\*执行上次执行的命令：

(gdb) [Enter]

这里，直接输入回车就会执行上次的命令了。

\*单步进入：

(gdb) step

这样，也会执行一行代码，不过如果遇到函数的话就会进入函数的内部，再一行一行的执行。

\*执行完当前函数返回到调用它的函数：

(gdb) finish

这里，运行程序，直到当前函数运行完毕返回再停止。例如进入的单步执行如果已经进入了某函数，而想退出该函数返回到它的调用函数中，可使用命令finish.

\*指定程序直到退出当前循环体：

(gdb) until 或(gdb) u

这里，发现需要把光标停止在循环的头部，然后输入u这样就自动执行全部的循环了。

\*跳转执行程序到第5行：

(gdb) jump 5

这里，可以简写为"j 5"需要注意的是，跳转到第5行执行完毕之后，如果后面没有断点则继续执行，而并不是停在那里了。

另外，跳转不会改变当前的堆栈内容，所以跳到别的函数中就会有奇怪的现象，因此最好跳转在一个函数内部进行,跳转的参数也可以是程序代码行的地址,函数名等等类似list。

\*强制返回当前函数:

(gdb) return

这样，将会忽略当前函数还没有执行完毕的语句，强制返回。return后面可以接一个表达式，表达式的返回值就是函数的返回值。

\*强制调用函数：

(gdb) call <expr>

这里,<expr>可以是一个函数，这样就会返回函数的返回值，如果函数的返回类型是void那么就不会打印函数的返回值,但是实践发现，函数运行过程中的打印语句还是没有被打印出来。

\*强制调用函数2：

(gdb) print <expr>

这里，print和call的功能类似，不同的是，如果函数的返回值是void那么call不会打印返回值，但是print还是会打印出函数的返回值并且存放到历史记录中。

\*在当前的文件中某一行（假设为6）设定断点：

(gdb) break 6

\*设置条件断点：

(gdb) break 46 if testsize==100

这里，如果testsize==100就在46行处断点。

\*检测表达式变化则停住：

(gdb) watch 表达式

硬件观测断点，这里，表达式一旦变化，则停住。watch <expr> 为表达式（变量）expr设置一个观察点。一量表达式值有变化时，马上停住程序(也是一种断点)。

\*在当前的文件中为某一函数(假设为func)处设定断点：

(gdb) break func

\*给指定文件（fileName）的某个行（N）处设置断点：

(gdb) break fileName:N

这里，给某文件中的函数设置断点是同理的。

\*显示当前gdb断点信息：

(gdb) info breakpoints

这里，可以简写为info break.会显示当前所有的断点，断点号，断点位置等等。

\*删除N号断点：

(gdb) delete N

\*删除所有断点：

(gdb) delete

\*清除行N上面的所有断点：

(gdb) clear N

\*继续运行程序直接运行到下一个断点：

(gdb) continue

这里，如果没有断点就一直运行。

\*显示当前调用函数堆栈中的函数：

(gdb) backtrace

命令产生一张列表，包含着从最近的过程开始的所有有效过程和调用这些过程的参数。当然，这里也会显示出当前运行到了哪里(文件，行)。

\*查看当前调试程序的语言环境：

(gdb) show language

这里，如果gdb不能识别你所调试的程序，那么默认是c语言。

\*查看当前函数的程序语言：

(gdb) info frame

\*显示当前的调试源文件：

(gdb) info source

这样会显示当前所在的源代码文件信息,例如文件名称，程序语言等。

\*手动设置当前的程序语言为c++:

(gdb) set language c++

这里，如果gdb没有检测出你的程序语言，你可以这样设置。

\*查看可以设置的程序语言：

(gdb) set language

这里，使用没有参数的set language可以查看gdb中可以设置的程序语言。

\*终止一个正在调试的程序：

(gdb) kill

这里，输入kill就会终止正在调试的程序了。

\*print显示变量(var)值：

(gdb) print var

这里，print可以简写为p,print 是gdb的一个功能很强的命令，利用它可以显示被调试的语言中任何有效的表达式。表达式除了包含你程序中的变量外，还可以包含函数调用,复杂数据结构和历史等等。

\*用16进制显示(var)值：

(gdb) print /x var

这里可以知道，print可以指定显示的格式，这里用'/x'表示16进制的格式。

可以支持的变量显示格式有：

x 按十六进制格式显示变量。

d 按十进制格式显示变量。

u 按十六进制格式显示无符号整型。

o 按八进制格式显示变量。

t 按二进制格式显示变量。

a 按十六进制格式显示变量。

c 按字符格式显示变量。

f 按浮点数格式显示变量。

\*如果a是一个动态数组，10个元素，如果要显示则：

(gdb) print \*a@10

这样，会显示10个元素，无论a是double或者是int的都会正确地显示10个元素。 静态数组可以直接用print数组名，就可以显示数组中所有数据的内容了

\*修改运行时候的变量值：

(gdb) print x=4

这里，x=4是C/C++的语法，意为把变量x值改为4，如果你当前调试的语言是Pascal，那么你可以使用Pascal的语法：x:=4。

\*显示一个变量var的类型：

(gdb) whatis var

察看寄存器

要查看寄存器的值，很简单，可以使用如下命令：

info registers

查看寄存器的情况。（除了浮点寄存器）

info all-registers

查看所有寄存器的情况。（包括浮点寄存器）

info registers

查看所指定的寄存器的情况。

寄存器中放置了程序运行时的数据，比如程序当前运行的指令地址（ip），程序的当前堆栈地址（sp）等等。你同样可以使用print命令来访问寄存器的情况，只需要在寄存器名字前加一个$符号就可以了。如：p $eip。

print 操作符

@是一个和数组有关的操作符，在后面会有更详细的说明。

:: 指定一个在文件或是一个函数中的变量。

{} 表示一个指向内存地址的类型为type的一个对象。

print 设置

set print address

set print address on

打开地址输出，当程序显示函数信息时，GDB会显出函数的参数地址。

set print arrayset print array on

打开数组显示，打开后当数组显示时，每个元素占一行，如果不打开的话，每个元素则以逗号分隔。

set print elements

这个选项主要是设置数组的，如果你的数组太大了，那么就可以指定一个来指定数据显示的最大长度，当到达这个长度时，GDB就不再往下显示了。如果设置为0，则表示不限制。

set print null-stop

如果打开了这个选项，那么当显示字符串时，遇到结束符则停止显示。这个选项默认为off。

set print pretty on

如果打开printf pretty这个选项，那么当GDB显示结构体时会比较漂亮。

set print union

设置显示结构体时，是否显式其内的联合体数据。

set print object

在C++中，如果一个对象指针指向其派生类，如果打开这个选项，GDB会自动按照虚方法调用的规则显示输出，如果关闭这个选项的话，GDB就不管虚函数表了。

\*以更详细的方式显示变量var的类型：

(gdb) ptype var

这里，会打印出var的结构定义。

按 Tab 键补齐命令,用光标键上下翻动历史命令. 用 help up 看帮助。

gdb 应用举例:

下面列出了将被调试的程序：它显示一个简单的问候, 再用反序将它列出

main**.**cpp**:**

void MyPrint**(**const char **\***pszSrc**);**

void MyPrint2**(**const char **\***pszSrc**);**

int main **()**

**{**

char szSrc**[]** **=** "hello there"**;**

MyPrint**(**szSrc**);**

MyPrint2**(**szSrc**);**

**}**

func**.**cpp

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

void MyPrint**(**const char **\***pszSrc**)**

**{**

printf**(**"The string is %s\n"**,** pszSrc**);**

**}**

void MyPrint2**(**const char **\***pszSrc**)**

**{**

char **\***pszRev**;**

int i**,**iLen**;**

iLen**=**strlen**(**pszSrc**);**

pszRev**=(**char **\*)**malloc**(**iLen**+**1**);**

**for(**i**=**0**;**i**<**iLen**;**i**++)**

pszRev**[**i**]=**pszSrc**[**iLen**-**i**];** //经过调试，发现此处应为：[iLen-i-1]

pszRev**[**iLen**]=**'\0'**;**

printf**(**"The revert string is:%s\n"**,**pszRev**);**

free**(**pszRev**);**

**}**

用下面的命令编译它(注意加上-g 的编译选项):

法1：

g++ -c main.cpp –g

g++ -c func.cpp –g

g++ -o main main.o func.o //或者g++ main.o func.o –o main

gdb main //如果不用gdb main，则可以输入gdb进入调试之后再输入(gdb) file main

(gdb) l[ist] func.cpp:1 //列出源代码: 技巧: 在 gdb 提示符下按回车健将重复上一个命令.

(gdb) break 17 //b

(gdb) run //r

(gdb) watch pszRev[i] //w

(gdb) next //n

(gdb) info b //[查看所有断点信息]

(gdb) continue //c，[继续全速运行]

(gdb) p i //查看i的值

(gdb) p iLen //打印iLen的值

**小知识：**

（1）在linux 中利用 system(“clear”);实现类似于 windows 里面的清屏函数 system(“cls”);

（2）LINUX 中可以通过下面的方式可以实现 system("pause");功能：

printf(“Press any key to continue…”);

getchar();

getchar(); //要用两个 getchar()函数

（3）limux 中利用 getchar()函数刷新输入缓冲区，利用fflush(stdout)刷新输出缓冲区

（4）命令 x 是用来检查内存情况，英文是 examine 含义，使用方法x /20xb 变量首地址，其中 20x 代表 16 进制的长度，b 代表字节的含义

（5）ulimint 用来显示当前的各种用户进程限制

针对段错误，可以通过 ulimit -c unlimited 设置 core file size 为不限制大小，设置完毕后，可以通过 ulimit -a 进行查看是否设置 ok，这时候再次运行程序，会产生 core 文件，通过 gdb 可执行程序 core 文件进行调试。直接通过 bt 可以看到程序段错误时的现场，通过 f 1 可以直接切换到程序现场。如：gdb ./test2 core

（6）调试正在运行的程序，通过 attach 进程 ID，调试正在运行的程序

# ulimit

## 1 ulimit介绍

ulimit 是一种 linux 系统的内键功能，它具有一套参数集，用于为由它生成的 shell 进程及其子进程的资源使用设置限制。ulimit 用于限制 shell 启动进程所占用的资源，支持以下各种类型的限制：所创建的内核文件的大小、进程数据块的大小、Shell 进程创建文件的大小、内存锁住的大小、常驻内存集的大小、打开文件描述符的数量、分配堆栈的最大大小、CPU 时间、单个用户的最大线程数、Shell 进程所能使用的最大虚拟内存。同时，它支持硬资源和软资源的限制。作为临时限制，ulimit 可以作用于通过使用其命令登录的 shell 会话，在会话终止时便结束限制，并不影响于其他 shell 会话。而对于长期的固定限制，ulimit 命令语句又可以被添加到由登录 shell 读取的文件中，作用于特定的 shell 用户。

## 2 ulimint的有效作用范围

ulimit 作为对资源使用限制的一种工作，是有其作用范围的。那么，它限制的对象是单个用户，单个进程，还是整个系统呢？事实上，ulimit 限制的是当前 shell 进程以及其派生的子进程。举例来说，如果用户同时运行了两个 shell 终端进程，只在其中一个环境中执行了 ulimit – s 100，则该 shell 进程里创建文件的大小收到相应的限制，而同时另一个 shell 终端包括其上运行的子程序都不会受其影响。

## 3 ulimint使用方式

ulimit 命令的格式为：

ulimit [-aHS] [options] [limit]

参数：

-a 显示目前资源限制的设定。

-c <core文件上限> 　设定core文件的最大值，单位为区块。

-d <数据节区大小> 　程序数据节区的最大值，单位为KB。

-f <文件大小> 　 shell所能建立的最大文件，单位为区块。

-H 　 设定资源的硬性限制，也就是管理员所设下的限制。

-m <内存大小> 　 指定可使用内存的上限，单位为KB。

-n <文件数目> 　 指定同一时间最多可开启的文件数。

-p <缓冲区大小> 　 指定管道缓冲区的大小，单位512字节。

-s <堆叠大小> 　 指定堆叠的上限，单位为KB。

-S 　 设定资源的弹性限制。

-t <CPU时间> 　 指定CPU使用时间的上限，单位为秒。

-u <程序数目> 　 用户最多可开启的程序数目。

-v <虚拟内存大小> 　指定可使用的虚拟内存上限，单位为KB。

查看限制情况：

ulimit -a

可以看到如下信息：

core file size (blocks, -c) 0

data seg size (kbytes, -d) unlimited

file size (blocks, -f) unlimited

pending signals (-i) 1024

max locked memory (kbytes, -l) 32

max memory size (kbytes, -m) unlimited

open files (-n) 1024

pipe size (512 bytes, -p) 8

POSIX message queues (bytes, -q) 819200

stack size (kbytes, -s) 10240

cpu time (seconds, -t) unlimited

max user processes (-u) 4096

virtual memory (kbytes, -v) unlimited

file locks (-x) unlimited

## 4 通过ulimit保存程序错误现场

当系统中的一些程序在遇到一些错误以及crash时，系统会自动产生core文件记录crash时刻系统信息，包括内存和寄存器信息，用以程序员日 后debug时可以使用。这些错误包括段错误、非法指令、总线错误或用户自己生成的退出信息等等，一般地，core文件在当前文件夹中存放。

core文件有时可能在你发生错误时，并没有出现在你当前的文件夹中，发生这种情况的原因有两个：一个是当前终端被设置为不能弹出core文件；另一种则是core文件被指定了路径。

对于前者，我们可以使用ulimit 命令对core文件的大小进行设定。一般默认情况下，core文件的大小被设置为0，这样系统就不dump出core文件了。这时，使用命令：ulimit -c unlimited 进行设置，就可以把core文件的大小设置为无限大，同时也可以使用数字来替代unlimited，对core文件的上限制做更精确的设定。

针对断错误，可以通过 ulimit -c unlimited 设置 core file size 为不限制大小，设置完毕后，可以通过 ulimit -a 进行查看是否设置 ok，这时候再次运行程序，会产生 core 文件，通过 gdb 可执行程序 core 文件进行调试。直接通过 bt 可以看到程序段错误时的现场，通过 f 1可以直接切换到程序现场。如：gdb ./test2 core

## 5 设置（内核转存core dump）文件目录和命名规则

在默认的情况下，很多系统的core文件是生成在你运行程序的目录下，或者你在程序中chdir后的那个目录，然后在core文件的后面加了一个 pid。在实际工作中，这样可能会造成很多目录下产生core文件，不便于管理，实际上除了可以设置core文件的大小之外，还可以对core文件的名称进行一些规定。这种设置是对/proc/sys/kernel/core\_pattern和/proc/sys/kernel/core\_uses\_pid这两个文件进行修改。

/proc/sys/kernel/core\_uses\_pid可以控制产生的core文件的文件名中是否添加pid作为扩展，如果添加则文件内容为1，否则为0

proc/sys/kernel/core\_pattern可以设置格式化的core文件保存位置或文件名。

改动这两个文件的方法如下：

echo <pattern> > /proc/sys/kernel/core\_pattern

echo <"0"/"1"> /proc/sys/kernel/core\_uses\_pid

并且注意，只有超级用户才可以修改这两个表。

core\_pattern接受的是core文件名称的pattern，它包含任何字符串，并且用%作为转移符号生成一些标示符，为core文件名称加入特殊含义。已定义的标示符有如下这些：

%%：相当于%

%p：相当于<pid>，添加pid

%u：相当于<uid>，添加当前uid

%g：相当于<gid>，添加当前gid

%s：相当于导致dump的信号的数字，添加导致产生core的信号

%t：相当于dump的时间，添加core文件生成时的unix时间

%e：相当于执行文件的名称，添加命令名

%h：相当于hostname，添加主机名

除以上这些标志位外，还规定：

1）末尾的单个%可以直接去除；

2）%加上除上述以外的任何字符，%和该字符都会被去除；

3）所有其他字符都作为一般字符加入名称中；

4）core文件的名称最大值为64个字节（包括'/0'）；

5）core\_pattern中默认的pattern为core；

6）为了保持兼容性，通过设置core\_uses\_pid，可以在core文件的末尾加上%p；

7）pattern中可以包含路径信息

比如原来文件内容是core-%e，可以这样修改:

echo "/tmp/core-%e-%p" > core\_pattern

将会控制所产生的core文件会存放到/corefile目录下，产生的文件名为core-命令名-pid-时间戳。

当然，你可以用下列方式来完成

sysctl -w kernel.core\_pattern=/tmp/core-%e-%p

这些操作一旦计算机重启，则会丢失，如果你想持久化这些操作，可以在 /etc/sysctl.conf文件中增加：

kernel.core\_pattern=/tmp/core%p

加好后，如果你想不重启看看效果的话，则用下面的命令：

sysctl -p /etc/sysctl.conf

# LINUX 输入输出与文件

## 1 基于文件指针的文件操作(缓冲)

linux 的文件和文件描述符

linux 中对目录和设备的操作都是文件操作，文件分为普通文件，目录文件，链接文件和设备文件。

普通文件，也称磁盘文件，并且能够进行随机的数据存储(能够自由 seek 定位到某一个位置)；

管道：是一个从一端发送数据，另一端接收数据的数据通道；

目录：也称为目录文件，它包含了保存在目录中文件列表的简单文件。

设备：该类型的文件提供了大多数物理设备的接口。它又分为两种类型： 字符型设备和块设备。字符型设备一次只能读出和写入一个字节的数据， 包括调制解调器、终端、打印机、声卡以及鼠标；块设备必须以一定大小 的块来读出或者写入数据，块设备包括 CD-ROM、RAM 驱动器和磁盘驱动 器等，一般而言，字符设备用于传输数据，块设备用于存储数据。

链接：类似于 Windows 的快捷方式和 Linux 里的别名，指包含到达另一个 文件路径的文件。

套接字：在 Linux 中,套接字也可以当作文件来进行处理。

基于文件指针的文件操作函数是 ANSI 标准函数库的一部分。

d ：目录

l ：符号链接 相当于快捷图标

b ：块设备文件 设备数据以区域为单位

c ：字符设备文件 设备数据额以单个字符为单位

p ：命名管道

s ：socket 文件。

### 1.1 文件的创建，打开与关闭

原型为：

#include <stdio.h> //头文件包含

FILE \*fopen(const char \*path,const char \*mode); //文件名 模式

FILE \*fdopen(int fd, const char \*mode);

FILE \*freopen(const char \*path, const char \*mode, FILE \*stream);

int fclose(FILE \*stream);

fopen 以 mode 的方式打开或创建文件流，

fdopen 以mode的方式把文件描述符关联到文件流，

freopen以mode的方式重新将一个文件关联到一个文件流

如果成功，将返回一个文件指针，失败则返回 NULL. 设置了标准错误描述，可使用perror函数查看。

fopen 创建的文件的访问权限将以 0666 与当前的 umask 结合来确定。

mode 的可选模式列表

模式 读 写 位置 截断原内容 创建

rb Y N 文件头 N N

rb+ Y Y 文件头 N N

wb N Y 文件头 Y Y

wb+ Y Y 文件头 Y Y

ab N Y 文件尾 N Y

ab+ Y Y 文件尾 N Y

在 Linux 系统中,mode 里面的’b’(二进制)可以去掉，但是为了保持与其他系统的兼容性，建议不要去掉。ab 和 ab+ 为追加模式，在此两种模式下，无 论文件读写点定位到何处，在写数据时都将是在文件末尾添加，所以比较适合于多进程写同一个文件的情况下保证数据的完整性。

### 1.2 读写文件

基于文件指针的数据读写函数较多，可分为如下几组：

**数据块读写**：

#include <stdio.h>

size\_t fread(void \*buf, size\_t size, size\_t nmemb, FILE \*stream);

size\_t fwrite(void \*buf, size\_t size, size\_t nmemb, FILE \*stream);

fread 从文件流 stream 中读取 nmemb 个元素，写到 buf指向的内存中，每个元素的大小为 size 个 字节。

fwrite 从 buf 指向的内存中读取 nmemb 个元素，写到文件流 stream 中，每个元素 size 个字节。 所有的文件读写函数都从文件的当前读写点开始读写，读写完以后，当前读写点自动往后移动 size\*nmemb 个字节。 整块 copy，速度较快，但是是二进制操作

成功后fread（）和fwrite（）返回读取或写入的项目数。如果发生错误或达到文件结尾，则返回值为短项目计数（或零）。  fread（）不区分文件结尾和错误，调用者必须使用feof和ferror来确定发生的情况。

**格式化写**：

#include <stdio.h>

int printf(const char \*format, ...); // fprintf(stdout,format,…)与dprintf(STDOUT\_FILENO,format,…)

int fprintf(FILE \*stream, const char \*format, ...);

int sprintf(char \*str, const char \*format, ...);

int dprintf(int fd, const char \*format, ...);

int snprintf(char \*str, size\_t size, const char \*format, ...);

printf：写入标准输出

fprintf：写入指定的流

dprintf：写入指定的文件描述符

sprintf：存入指定的数组buf内，会自动在结尾追加’\0’。sprintf可能会溢出，用户要确保buf尺寸

snprintf：相对于sprintf明确指定了尺寸，防止溢出问题。

printf系列成功返回输出的字节数，不包括末尾的空字符。

**格式化读**

int scanf(const char \*format, ...);

int fscanf(FILE \*stream, const char \*format, ...);

int sscanf(const char \*str, const char \*format, ...);

scanf从标准流中读取

fscanf从文件流中读取

sscanf从buf中读取

sscanf系列函数返回成功匹配并分配的输入项数;可能少于提供的，甚至为零。如果在第一次成功转换或发生匹配故障之前达到输入结束，则返回值EOF。 如果发生读取错误，也会返回EOF，在这种情况下，流的错误指示符（见ferror）被设置，并且errno被设置为指示错误。

以8个上函数均由下列函数实现：

#include <stdarg.h>

int vprintf(const char \*format, va\_list ap);

int vfprintf(FILE \*stream, const char \*format, va\_list ap);

int vdprintf(int fd, const char \*format, va\_list ap);

int vsprintf(char \*str, const char \*format, va\_list ap);

int vsnprintf(char \*str, size\_t size, const char \*format, va\_list ap);

int vscanf(const char \*format, va\_list ap);

int vsscanf(const char \*str, const char \*format, va\_list ap);

int vfscanf(FILE \*stream, const char \*format, va\_list ap);

**单个字符读：**

使用下列函数可以一次读写一个字符包括\n，\0，\r等控制字符。

#include <stdio.h>

int getc(FILE \*stream);  //等同于 fgetc(FILE\* stream)

int fgetc(FILE \*stream);

int getchar(void);  //等同于 fgetc(stdin);

int ungetc(int c, FILE \*stream);

getchar从标准输入流中读数据，其他函数从文件流stream 中读数据。

前三个函数成功返回读取的字符，出错或到达末尾返回EOF。

ugetc成功返回放回的字符，出错返回EOF。

**单个字符写：**

int putc(int c, FILE\*stream);  //等同于 fputc(int c, FILE\* stream)

int fputc(int c,FILE \*stream);

int putchar(int c);  //等同于 fputc(int c,stdout);

putchar向标准输入输出流中写数据，其他函数向文件流stream 中写数据。

函数成功返回写入的字符，出错返回EOF。

**字符串读**：

char \*gets(char \*s); // 等同于 fgets(const char\*s, int size, stdin);linux中弃用

char \*fgets(char \*s,int size,FILE \*stream);

成功返回写入的字符串，出错或到达末尾返回NULL.

**字符串写**：

int puts(const char \*s); // 等同于 fputs(const char\*s,stdout);

int fputs(const char \*s,FILE \*stream);

成功返回写入的字节数，出错返回EOF.

fgets 和 fputs 从文件流 stream 中读写一行数据;

puts 和 gets 从标准输入输出流中读写一行数据。 fgets 可以指定目标缓冲区的大小size，所以相对于 gets 安全，但是 fgets调用 时，如果文件中当前行的字符个数大于 size，则下一次 fgets 调用时，将继续读取该行剩下的字符,fgets 读取一行字符时，保留行尾的换行符，而gets不会。 fputs 不会在行尾自动添加换行符，但是 puts 会在标准输出流中自动添加一换行符。因此只能成套使用，不然就有可会造成换行符丢失。

**文件定位：**

文件定位指读取或设置文件当前读写点，所有的通过文件指针读写数据的函数，都是从文件的当前读写点读写数据的。

常用的函数有：

int feof(FILE \*stream); //通常的用法为 while(!feof(fp))

int fseek(FILE \*stream, long offset, int whence);//将当前读写点从whence处偏移offset个长度

long ftell(FILE \*stream); //用来获得文件流当前的读写位置

void rewind(FILE \*stream); //把文件流的读写位置移至文件开头=fseek(fp, 0, SEEK\_SET);

int fgetpos(FILE \*stream, fpos\_t \*pos);

int fsetpos(FILE \*stream, const fpos\_t \*pos);

feof 判断是否到达文件末尾的下一个（注意到达文件末尾之后还会做一次），是返回1，否返回0.

fseek 设置当前读写点到偏移 whence 长度为 offset 处，成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看，whence 可以是：

SEEK\_SET (文件开头 0)

SEEK\_CUR (文件当前位置 1)

SEEK\_END (文件末尾 2)

ftell 获取当前的读写点 。返回当前文件读写标记位置，出错返回-1，设置了标准错误描述，可使用perror函数查看。

rewind 将文件当前读写点移动到文件头。

fgetpos/fsetpos获取或者设置当前文件读写标记位的位置，成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看

**文件错误**

#include <stdio.h>

void clearerr(FILE \*stream);

int ferror(FILE \*stream);

int fileno(FILE \*stream);

clearerr clearerr函数重置错误标记和给出的流的EOF指针. 当发生错误时,你可以使用perror()判断实际上发生了何种错误.

ferror()函数检查stream(流)中的错误, 如果没发生错误返回0,否则返回非零. 如果发生错误, 使用perror()检测发生什么错误.

fileno获取流对应的描述符

### 1.3 mode\_t详解与改变目录或文件的访问权限

#include<sys/stat.h>

int chmod(const char\* path, mode\_t mode);//mode 形如：0777,

int fchmodat(int fd, const char \*path, mode\_t mode, int flag);

参数path指定的文件访问权限被修改为mode参数给出的访问权限。可以是绝对或者相对路径。当path是相对路径时，fchmodat是相对fd而言，而chmod是相对当前工作目录而言；当path时绝对路径时fd会被忽略。

参数fd文件描述符，若fd设为AT\_FDCWD则fchmodat和chmod一样。

参数mode 读写权限。

参数flags 定义在fcntl.h头文件中。一般为0.

都是成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

**mode\_t详解**

mode\_t 是unsiged int，一共32位取其中16位使用，高4位文件类型（4是目录8是普通文件），中3位，特殊权限（s和S以及T和t权限），后9位读写执行权限。

**普通读写执行权限:**

S\_IRWXU 00700 权限，代表该文件所有者具有可读、可写及可执行的权限。

S\_IRUSR 或 S\_IREAD，00400 权限，代表该文件所有者具有可读取的权限。

S\_IWUSR 或 S\_IWRITE，00200 权限，代表该文件所有者具有可写入的权限。

S\_IXUSR 或 S\_IEXEC，00100 权限，代表该文件所有者具有可执行的权限。

S\_IRWXG 00070 权限，代表该文件用户组具有可读、可写及可执行的权限。

S\_IRGRP 00040 权限，代表该文件用户组具有可读的权限。

S\_IWGRP 00020 权限，代表该文件用户组具有可写入的权限。

S\_IXGRP 00010 权限，代表该文件用户组具有可执行的权限。

S\_IRWXO 00007 权限，代表其他用户具有可读、可写及可执行的权限。

S\_IROTH 00004 权限，代表其他用户具有可读的权限

S\_IWOTH 00002 权限，代表其他用户具有可写入的权限。

S\_IXOTH 00001 权限，代表其他用户具有可执行的权限。

**文件特殊权限:**

S\_ISUID 04000权限：任何用户执行具有SUID权限和x权限的文件时拥有此文件所有者的权限，此文件执行时其euid会变成文件所有者的UID。如果对目录设置了SUID权限，则所有用户在该目录下创建的文件都属于该目录所有者，而不是创建者。

S\_ISGID权限02000：任何用户组执行具有SGID权限和x权限的文件时拥有此文件所在组的权限，此文件执行时其egid会变成文件所在组的GID。如果对目录设置了SGID权限，则所有用户在该目录下创建的文件都属于该目录所在组，而不是创建者所在组。

S\_ISVTX权限01000：只对目录有效，使任何用户都可以在该目录下创建文件，但只有文件所有者和root才能删除，即是其他人对目录有写权限。

chmod u+s 文件名：增加SUID权限，（4）原来有x权限显示为s，原来没有x权限显示为S

chmod u-s 文件名：删除SUID权限

chmod g+s 文件名：增加SGID权限，（2）原来有x权限显示为s，原来没有x权限显示为S

chmod g-s 文件名：删除SGID权限，

chmod o+t 文件名：增加SBIT权限，（1）原来有x权限显示为t，原来没有x权限显示为T

chmod o-t 文件名：删除SBIT权限

**权限操作**

**获取对应位权限状态或者文件类型**

通过文件模式字st\_mode与S\_ISGID或者S\_ISUID进行“按位与”运算可以判断对应位的状态，即：

st\_mode & S\_ISGID：取得S\_ISGID位的状态。

st\_mode & S\_ISUID：取得S\_ISUID位的状态。

如：某文件权限drwxrwxr-x 十进制为0004 000 421 421 401

0100 000 111 111 101

0000 100 000 000 000 按位与

——————————————

0000 000 000 000 000

说明此文件不具有S\_ISGID权限

**增加对应权限**

通过文件模式字st\_mode与S\_ISGID或者S\_ISUID进行“按位或”运算可以置位对应位，即：

st\_mode | S\_ISGID：置位S\_ISGID位。

st\_mode | S\_ISUID：置位S\_ISUID位。

如：某文件权限drwxrwxr-x 十进制为0004 000 421 421 401

0100 000 111 111 101

0000 100 000 000 000 按位或

——————————————

0100 100 111 111 101

说明给此文件增加了S\_ISGID权限

**删除对应位权限**

通过文件模式字st\_mode与S\_ISGID或者S\_ISUID反码进行“按位与”(相当于减法)运算可以清除对应位，即：

st\_mode & (~S\_ISGID)：清除S\_ISGID位。

st\_mode & (~S\_ISUID)：清除S\_ISUID位。

如：某文件权限drwsrwxr-x 十进制为0004 400 421 421 401

0100 100 111 111 101

0000 100 000 000 000 按位取反

1111 011 111 111 111 再按位与

——————————————

0100 000 111 111 101

说明给此文件删除了S\_ISGID权限

但是通常采用直接赋数值的形式,如：

int fd **=** open**(**“1**.**txt”**,**O\_WRONLY**|**O\_CREAT**,**0755**);** //表示给 755 的权限 ，基于文件描述符

**if(-**1 **==** fd**)**

**{**

perror**(**"open failed!\n"**);**

exit**(-**1**);**

**}**

### 1.4 目录操作（类似文件操作）

**获取、改变当前目录：**

#include <unistd.h> //头文件

char \*getcwd(char \*buf, size\_t size); //获取当前目录，相当于 pwd 命令

char \*getwd(char \*buf);

char \*get\_current\_dir\_name(void);

int chdir(const char \*path); //修改当前目录，即切换目录，相当于 cd 命令

getcwd()函数：将当前的工作目录绝对路径复制到参数 buf 所指的内存空间，返回值为指向指向该路径的字符串指针。size 为 buf 的空间大小. 在调用此函数时，buf 所指的内存空间要足够大，若工作目录绝对路径的字符串长度超过参数 size 大小，则返回NULL，errno 的值则为 ERANGE。倘若参数 buf 为 NULL，getcwd()会依参数size 的大小自动配置内存(使用 malloc())，如果参数 size 也为 0，则 getcwd()会依工作目录绝对路径的字符串长度来决定所配置的内存大小，进程可以在使用完此字符串后自动利用 free()来释放此空间。所以常用的形式：getcwd(NULL, 0);

绝对路径： /home/用户名

相对路径： 从当前目录

getwd函数与getcwd的区别在于不会自动分配内存，在调用此函数时，buf 所指的内存空间要足够大，若工作目录绝对路径的字符串长度超过buf大小，则返回NULL，errno 的值则为 NAMETOOLONG，现在已经废弃。

get\_current\_dir\_name与getcwd的区别在自动分配内存，无需指定buf。

这三个函数成功都返回字符串指针，出错返回NULL，设置了标准错误描述，可使用perror函数查看

chdir()函数：用来将当前的工作目录改变成以参数 path 所指的目录 。成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

举例：

#include<unistd.h>

main**()**

**{**

chdir**(**“**/**tmp”**);**

printf**(**“current working directory**:** **%**s\n”**,**getcwd**(NULL,**0**));**

**}**

**创建和删除目录：**

#include <sys/stat.h>

#include <sys/types.h>

#include <unistd.h>

int mkdir(const char \*pathname, mode\_t mode); //mode是目录权限，可以是相对或绝对路径

int mkdirat(int fd, const char \*path, mode\_t mode);

int rmdir(const char \*pathname); //删除空目录

int remove(const char \*pathname)//删除文件或目录

mkdir与mkdirat都是创建一个空文件夹，可以是相对或绝对路径，如果path是一个链接则mkdir将失败并返回EEXIST。

mkdirat与mkdir的区别在于当path是相对路径时，mkdir是相对与当前工作目录，而mkdirat是相对于fd，如果fd没有设置O\_SEARCH，则会检查权限，如果设置了则不会检查。如果fd设为AT\_FDCWD，则mkdirat与mkdir一样。

rmdir删除一个目录。

remove删除一个文件或目录。调用unlink删除文件，rmdir删除目录。如果文件未被打开则立即删除，否则保留到文件关闭后才删除。如果是一个符号链接、socket、FIFO、设备则直接删除。

都是成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

**获取目录信息：**

#include <sys/types.h>

#include <dirent.h>

DIR \*opendir(const char \*name); //打开一个目录，DIR目录流，相当于FILE文件流

DIR \*fdopendir(int fd);

opendir打开一个目录。

fdopendir打开fd所指的目录。

成功返回目录流指针，出错返回NULL，设置了标准错误描述，可使用perror函数查看。

struct dirent \*readdir(DIR \*dir); //读取目录的一项信息，并返回该项信息的结构体指针

int readdir\_r(DIR \*dirp, struct dirent \*entry, struct dirent \*\*result);

readdir读取一个目录信息。成功返回指向dirp指向的目录流中的下一个目录条目的dirent结构体指针。 在到达目录流的末尾或者发生错误时返回NULL。设置了标准错误描述，可使用perror函数查看。

readdir\_r() 函数是 readdir() 函数可重入版本。它从目录流dirp 里读取下一个目录项，并且通过调用者分配的缓存区 entry返回。返回条目的指针被放置于 \*result 里；如果目录流到达结尾，那么把\*result 设置为 NULL。成功返回0，出错返回错误码，到达末尾时，返回0，置result为NULL。

void rewinddir(DIR \*dir); //重新定位到目录文件的头部

rewinddir重新将目录流dir的读写标记位置为开始

void seekdir(DIR \*dir,off\_t offset);//用来设置目录流目前的读取位置 .offset距离开始文件的距离

seekdir设置目录流dir的读写标志位在距离开始位置的offset处

off\_t telldir(DIR \*dir); //返回目录流当前的读取位置

telldir获取目录流dir的读写标记位位置。成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

int closedir(DIR \*dir); //关闭目录文件

closedir关闭目录流dir，成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

#include <sys/types.h>

#include <sys/stat.h>

#include <unistd.h>

int stat(const char \*pathname, struct stat \*buf); //获取文件状态

int fstat(int fd, struct stat \*buf);

int lstat(const char \*pathname, struct stat \*buf);

int fstatat(int dirfd, const char \*pathname, struct stat \*buf, int flags);

stat,fstat,lstat,fstatat 都是获取一个文件或目录的详细信息存放在buf中。

stat与fstat的区别在要获取信息的文件由文件描述符fd指定，而不是文件名。

stat与lstat的区别在于当pathname是一个链接时，获取其本身信息而不时其链接的文件的信息。

stat与fstatat的区别在于当pathname是相对路径时，stat是相对当前工作目录而言，而fstatat是相对于文件描述符dirfd而言，如果dirfd设为AT\_FDCWD，则与stat一样；当pathname是绝对路径时，dirfd被忽略。

都是成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

**读取目录信息的步骤为： **

①用 opendir 函数打开目录；

②用 readdir 函数迭代读取目录的内容，如果已经读取到目录末尾，又想重新开始读，则可以 使用 rewinddir 函数将文件目录指针重新定位到目录文件的起始位置； 

③用 closedir 函数关闭目录

opendir()用来打开参数 name 指定的目录，并返回 DIR\*形态的目录流，和文件操作函数 open()类 似，接下来对目录的读取和搜索都要使用此返回值。函数失败则返回 NULL；读完一个目录后自动偏移。不需手动偏移。

DIR结构体定义如下：

struct \_\_dirstream

{

void \*\_\_fd;

char \*\_\_data;

int \_\_entry\_data;

char \*\_\_ptr;

int \_\_entry\_ptr;

size\_t \_\_allocation;

size\_t \_\_size;

\_\_libc\_lock\_define (, \_\_lock)

};

typedef struct \_\_dirstream DIR;

DIR结构体类似于FILE，是一个内部结构。了解即可。

readdir()函数用来读取目录的信息，并返回一个结构体指针，该指针保存了目录的相关信息。有错误发生或者读取到目录文件尾则返回 NULL；dirent 结构体如下：

struct dirent

{

ino\_t d\_ino; /\* inode number（此目录进入点的索引节点号） \*/

off\_t d\_off; /\* offset to the next dirent（目录开头到进入点的位移 \*/

unsigned short d\_reclen; /\* length of this record（目录名的长度） \*/

unsigned char d\_type; /\* type of file（所指的文件类型）4是目录8是普通文件 \*/

char d\_name[256]; /\* filename（文件名或文件目录名,不含路径） \*/

};

dirent相当于stat结构体的简化版本。dirent结构体存储的关于文件的信息很少，所以dirent同样也是起着一个索引的作用，如果想获得类似ls -l那种效果的文件信息，必须要靠stat函数了。通过readdir函数读取到的文件名存储在结构体dirent的d\_name成员中，而函数stat的作用就是获取文件名为d\_name的文件的详细信息，存储在stat结构体中。

索引节点号inode：文件或者文件目录在磁盘上都是按512B，分块存储，多个文件名可以对应一个inode，每一个inode对应磁盘的一个区域（若干块），找到inode则可以进去对应文件或文件目录。

seekdir()函数用来设置目录流目前的读取位置，再调用 readdir()函数时，便可以从此新位置开始 读取。参数 offset 代表距离目录文件开头的偏移量。

telldir()函数用来返回目录流当前的读取位置。

结构体 stat 的定义为：

struct stat

{

dev\_t st\_dev; /\*如果是设备，返回设备表述符，否则为 0\*/

ino\_t st\_ino; /\* i 节点号 \*/

mode\_t st\_mode; /\* 文件类型 \*/

nlink\_t st\_nlink; /\* 链接数 \*/

uid\_t st\_uid; /\* 属主 ID \*/

gid\_t st\_gid; /\* 组 ID \*/

dev\_t st\_rdev; /\* 设备类型\*/

off\_t st\_size; /\* 文件大小，字节表示 \*/

blksize\_t st\_blksize; /\* 块大小\*/

blkcnt\_t st\_blocks; /\* 块数 \*/

time\_t st\_atime; /\* 最后访问时间，相对于1970 1月1日0时0分0秒的秒数\*/

time\_t st\_mtime; /\* 最后内容修改时间\*/

time\_t st\_ctime; /\* 最后权限修改时间 \*/

};

man 2 stat看 time\_t,可以看到time\_t为int整数。相对于1970年1月1日0时0分0秒的秒数。time\_t 的结构，在头文件 /usr/include/linux/time.h

st\_mtime

struct timespec

{

\_\_kernel\_time\_t tv\_sec; /\* seconds \*/

long tv\_nsec; /\* nanoseconds \*/

};

\_\_kernel\_time\_t 是 long 类型的

ctime()将time\_t时间转为字符串时间。用sprintf和sscanf格式化读取流。符串格式为”Wed Jun 30 21 :49 :08 1993\n”

时间转换函数原型：

#include<time.h>

char \*asctime(const struct tm \*tm);

char \*asctime\_r(const struct tm \*tm, char \*buf);

char \*ctime(const time\_t \*timep);

char \*ctime\_r(const time\_t \*timep, char \*buf);

struct tm \*gmtime(const time\_t \*timep);

struct tm \*gmtime\_r(const time\_t \*timep, struct tm \*result);

struct tm \*localtime(const time\_t \*timep);

struct tm \*localtime\_r(const time\_t \*timep, struct tm \*result);

time\_t mktime(struct tm \*tm);

time\_t time(time\_t \*tloc);

size\_t strftime(char \*s, size\_t max, const char \*format, const struct tm \*tm);

ctime将time\_t时间（当前时间自1970年1月1日0时0分0秒的时间的秒数）转为字符串时间（星期 月 日 时 分 秒 年）；

gmtime将time\_t 时间转为自1900的tm类型时间。

asctime 将 tm 类型的时间转为asc字符串时间

localtime将time\_t时间转为当地time时间。

以上函数成功返回对应指针，出错返回NULL。

mktime 将tm时间转为time\_t时间

time取得当前距离1970年开始的time\_t时间。

以上函数成功返回对应时间，出错返回-1。

strftime按照参数fmt所设定格式将tm类型的格式化为字符串时间，然后存储在字符串str中（包括末尾空字符至多maxsize 个字符,如果超过返回0）。函数返回值为处理结果字符串str中字符的个数，如果发生错误返回零。但是返回0不一定就是发生错误，用于设定时间不同类型的代码为：

|  |  |  |  |
| --- | --- | --- | --- |
| 代码 | 含义 | 代码 | 含义 |
| %a | 星期的缩略形式 | %p | 本地时间的上午或下午（AM or PM） |
| %A | 星期的完整形式 | %S | 秒钟(0-59) |
| %b | 月份的缩略形式 | %U | 年中的第几周，星期天是一周的第一天 |
| %B | 月份的完整形式 | %w | 星期几的数字表示(0-6, 星期天=0) |
| %c | 月份的缩略形式 | %W | 一年中的第几周，星期天是一周的第一天 |
| %d | 月中的第几天(1-31) | %x | 标准日期字符串 |
| %H | 小时, 24小时格式 (0-23) | %X | 标准时间字符串 |
| %I | 小时, 12小时格式 (1-12) | %y | 年(0-99) |
| %j | 年中的第几天(1-366) | %Y | 用CCYY表示的年（如：2004） |
| %m | 月份 (1-12)，在某些版本的vc中为0-11 | %Z | 时区名 |
| %M | 分钟(0-59) | %% | 百分号 |

struct tm

{

int tm\_sec; //取值[0,59)，非正常情况下可到达61

int tm\_min; //取值同上

int tm\_hour; //取值[0,23)

int tm\_mday; //取值(1,31]

int tm\_mon; //取值[0,11)

int tm\_year; //1900年起距今的年数

int tm\_wday; //取值[0,6]

int tm\_yday; //取值[0，366)

int tm\_isdst; //夏令时标志

};

#include <sys/types.h>

#include <pwd.h>

struct passwd \*getpwnam(const char \*name);

struct passwd \*getpwuid(uid\_t uid);

int getpwnam\_r(const char \*name, struct passwd \*pwd, char \*buf, size\_t buflen, struct passwd \*\*result);

int getpwuid\_r(uid\_t uid, struct passwd \*pwd, char \*buf, size\_t buflen, struct passwd \*\*result);

struct passwd \*getpwent(void);

void setpwent(void);

void endpwent(void);

getpwnam用来逐一搜索参数name指定的账号名称, 找到时便将该用户的数据以passwd 结构返回。

返回值：返回 passwd 结构数据, 如果返回NULL 则表示已无数据, 或有错误发生. 设置了标准错误描述，可使用perror函数查看。

getpwuid与getpwnam不同之处在于通过uid查找。

getpwnam\_r与getpwuisd\_r分别时getpwnam和getpwuid的可重入版本。查询结果放在用户分配大小为buflen的缓冲区pwd中，该缓冲区的地址放在result中。成功时返回0，并把result指向pwd，没有找到返回0，置result为NULL，出错时返回错误码，置result为NULL。

getpwent()用来从密码文件（/etc/passwd）中读取一项用户数据，该用户的数据以passwd 结构返回。第一次调用时会取得第一位用户数据，之后每调用一次就会返回下一项数据，直到已无任何数据.成功返回回pssswd结构体指针，出错或到达末尾返回NULL。设置了标准错误描述，可使用perror函数查看。

setpwent将getpwent打开的密码文件的读写指针置为开始位置。

endpwent将getpwent打开的密码文件关闭。

struct passwd

{

char \*pw\_name; /\* username \*/

char \*pw\_passwd; /\* user password \*/

uid\_t pw\_uid; /\* user ID \*/

gid\_t pw\_gid; /\* group ID \*/

char \*pw\_gecos; /\* user information \*/

char \*pw\_dir; /\* home directory \*/

char \*pw\_shell; /\* shell program \*/

};

#include <sys/types.h>

#include <grp.h>

struct group \*getgrnam(const char \*name);

struct group \*getgrgid(gid\_t gid);

int getgrnam\_r(const char \*name, struct group \*grp, char \*buf, size\_t buflen, struct group \*\*result);

int getgrgid\_r(gid\_t gid, struct group \*grp, char \*buf, size\_t buflen, struct group \*\*result);

getgrnam用来逐一搜索参数name指定的组名称, 找到时便将该组的数据以group 结构返回。

返回值：返回group 结构体指针, 如果返回NULL 则表示已无数据, 或有错误发生. 设置了标准错误描述，可使用perror函数查看。

getgrgid与getgrnam不同之处在于通过gid查找。

getgrnam\_r与getgrgid\_r分别时getgrnam和getgrgid的可重入版本。查询结果放在用户分配大小为buflen的缓冲区grp中，该缓冲区的地址放在result中。成功时返回0，并把result指向grp，没有找到返回0，置result为NULL，出错时返回错误码，置result为NULL。

struct group

{

char \*gr\_name; /\* group name \*/

char \*gr\_passwd; \* group password \*/

gid\_t gr\_gid; /\* group ID \*/

char \*\*gr\_mem; /\* NULL-terminated array of pointers to names of group members \*/

};

对于结构体的成员 st\_mode，有一组宏可以进行文件类型的判断（原理就是“按位与”） ：

宏 描述

S\_ISLNK(st\_mode) 判断是否是符号链接

S\_ISREG(st\_mode) 判断是否是普通文件

S\_ISDIR(st\_mode) 判断是否是目录

S\_ISCHR(st\_mode) 判断是否是字符型设备

S\_ISBLK(st\_mode) 判断是否是块设备

S\_ISFIFO(st\_mode) 判断是否是命名管道

S\_ISSOCK(st\_mode) 判断是否是套接字

示例：

#include <stdio.h>

#include <sys/types.h>

#include <dirent.h>

int main**(**int argc**,**char **\***argv**[])**

**{**

struct dirent **\***pDirInfo**;**

DIR **\***pDir；

**if(**argc **<** 2**)**

pDir **=** opendir**(**"."**);**

**else**

pDir **=** opendir**(**argv**[**1**]);**

**if(NULL** **==** pDir**)**

**{**

perror**(**"open dir fail!"**);**

**return** **-**1**;**

**}**

**while(** **(**pDirInfo **=** readdir**(**pDir**))** **!=** **NULL** **)**

printf**(**"%s\n"**,**pDirInfo**->**d\_name**);**

closedir**(**pDir**);**

**return** 0**;**

**}**

举例：以树形结构的形式输出指定目录下面的所有文件

#include <unistd.h>

#include <stdio.h>

#include <dirent.h>

#include <string.h>

#include <sys/stat.h>

#include <stdlib.h>

void printdir**(**char **\***dir**,** int depth**)**

**{**

DIR **\***dp **=** opendir**(**dir**);**

**if(NULL** **==** dp**)**

**{**

fprintf**(**stderr**,**"cannot open directory: %s\n"**,** dir**);**

**return;**

**}**

chdir**(**dir**);**

struct dirent **\***entry**;**

struct stat statbuf**;**

**while((**entry **=** readdir**(**dp**))** **!=** **NULL)**

**{**

stat**(**entry**->**d\_name**,&**statbuf**);**

**if(**S\_ISDIR**(**statbuf**.**st\_mode**))**

**{**

**if(**strcmp**(**"."**,**entry**->**d\_name**)** **==** 0 **||** strcmp**(**".."**,**entry**->**d\_name**)** **==** 0**)**

**continue;**

printf**(**"%\*s%s/\n"**,**depth**,**""**,**entry**->**d\_name**);**

printdir**(**entry**->**d\_name**,**depth**+**4**);**

**}**

**else**

printf**(**"%\*s%s\n"**,**depth**,**""**,**entry**->**d\_name**);**

//printf(“%\*s”,4,”\*”); 该函数表示输出“\_\_\_\*”,前面输出 3 个空格。

//如果是 printf(“%\*s”,4,“\*\*”);则表示输出“\_\_\*\*”，前面输出 2 个空格。

**}**

chdir**(**".."**);**

closedir**(**dp**);**

**}**

int main**(**int argc**,** char**\*** argv**[])**

**{**

char **\***topdir**,** pwd**[**2**]=**"."**;**

**if** **(**argc **<** 2**)**

topdir**=**pwd**;**

**else**

topdir**=**argv**[**1**];**

printf**(**"Directory scan of %s\n"**,**topdir**);**

printdir**(**topdir**,**0**);**

printf**(**"done.\n"**);**

exit**(**0**);**

**}**

### 1.5 标准输入/输出流

在进程一开始运行，就自动打开了三个对应设备的文件，它们是标准输入、标准输出、标准出错输出流，分别用全局文件指针 stdin、stdout、stderr 表示，stdin 具有可读属性，缺省情况下是指从键盘的读取输入，stdout 和 stderr 具有可写属性，缺省情况下是指向屏幕输出数据。

举例：

#include <stdio.h>

#include <unistd.h>

int main**()**

**{**

char szBuf**[**32**];**

printf**(**"Input string:"**);** //向屏幕输出一字符串

fgets**(**szBuf**,sizeof(**szBuf**),**stdin**);**//从键盘读入一行字符串

fprintf**(**stdout**,**"The string is:%s"**,**szBuf**);**//向屏幕输出一行字符串

**return** 0**;**

**}**

## 2 基于文件描述符的文件操作(非缓冲)

### 2.1 文件描述符

内核为每个进程维护一个已打开文件的记录表，文件描述符是一个较小的正整数（0—1023），它代表记录表的一项，通过文件描述符和一组基于文件描述符的文件操作函数，就可以实现对文件的 读、写、创建、删除等操作。常用基于文件描述符的函数有 open（打开）、creat（创建）、close （关闭）、read（读取）、write（写入）、ftruncate（改变文件大小）、lseek（定位）、fsync （同步）、fstat（获取文件状态）、fchmod（权限）、flock（加锁）、fcntl（控制文件属性）、 dup（复制）、dup2、select 和 ioctl。基于文件描述符的文件操作并非 ANSI C 的函数。 如果不清楚某个函数的具体实现形式，可以通过下面的方式查询：

函数名 查看该函数的帮助。

### 2.2 打开、创建和关闭文件

open 和 creat 都能打开和创建函数，

#include <sys/types.h> //头文件

#include <sys/stat.h>

#include <fcntl.h>

int open(const char \*path, int flags, mode\_t mode);//文件名 打开方式 权限，常用

int openat(int fd, const char \*path, int oflag, mode\_t mode);

int creat(const char \*pathname, mode\_t mode); //文件名权限 //现在已经不常用了

open与openat都是创建一个文件描述符。

openat 与open的区别在于当path为相对路径时，open相对当前工作目录而言，openat相对fd而言，如果fd为AT\_FDCWD，则和open一样，当path为绝对路时，fd被忽略，如果fd不以O\_SEARCH打开则会检查权限，反之则不会检查。

creat函数调用open(pathname,O\_CREAT|O\_TRUNC|O\_WRONLY,mode);

都是成功返回描述符，出错返回-1，设置了标准错误描述，可使用perror函数查看。

相关参数如下：

flags 和 mode 都是一组掩码的合成值，flags 表示打开或创建的方式，mode表示文件的访问权限。

**参数flags 的可选项有** ：

O\_RDONLY 以只读的方式打开

O\_WRONLY 以只写的方式打开 ，原内容不会消失

O\_RDWR 以读写的方式打开

前三个为主要标志,其余的为辅助标志位。主要标志位是互斥的，只能与辅助标志位进行按位或运算。

O\_APPEND，以追加的方式打开文件，每次调用 write 时，文件指针自动先移到文件尾，用于多进程写同一个文件的情况。 就像使用lseek一样。 如果多个进程将数据一次附加到文件，则O\_APPEND可能会导致NFS文件系统上的文件损坏。 这是因为NFS不支持附加到文件，所以客户端内核必须模拟它。

O\_ASYNC，启用信号驱动的I / O，当该文件描述符可以输入或输出时，产生一个信号（默认为SIGIO，但是可以通过fcntl进行更改）。 此功能仅适用于最终用户，假终端，套接字和管道和FIFO。

O\_CLOEXEC 为新的文件描述符启用close-on-exec标志位，在子进程中使用额exec函数族时自动关闭文件描述符。注意，在某些多线程程序中使用此标志是必不可少的，因为单独使用fcntl的F\_SETFD操作来设置FD\_CLOEXEC标志并不足以避免一个线程打开文件描述符并设置其close-on-exec标志位，而另一个线程同时fork子进程并执行exec函数族，可能导致open（）返回的文件描述符被无意泄漏到由fork创建的子进程执行的程序的情况。

O\_CREAT，如果该文件不存在，它将被创建。 文件的所有者（用户ID）被设置为进程的有效用户ID。 组所有权（组ID）设置为进程的有效组ID或父目录的组ID（取决于文件系统类型和装载选项以及父目录的模式）。

O\_DIRECT，尽量减少来自该文件的I / O缓存的影响。 一般来说，这会降低性能，但是在特殊情况下，例如应用程序执行自己的缓存时很有用。文件I / O直接从用户空间缓冲区完成。 O\_DIRECT标志是努力同步传输数据，但并没有给O\_SYNC标志来保证传输数据和必要的元数据。 为了保证同步I / O，除了O\_DIRECT之外，还必须使用O\_SYNC。

O\_DIRECTORY，打开一个目录，如果参数pathname不是目录，则打开失败。

O\_DSYNC，根据同步I / O数据完整性的要求，完成对文件的写操作。在write操作返回时，数据就会同步到底层硬件，检索该数据所需的任何文件元数据（就好像每个write操作后调用fdatasync）。

O\_EXCL，与 O\_CREAT 连用，如果文件已存在，则open失败。 当指定这两个标志时，如果路径名是符号链接，则无论符号链接指向何处，open（）将失败。一般来说， O\_EXCL不与O\_CREAT连用时的行为是未定义的，但有一个例外：在Linux 2.6及更高版本上，如果路径名称为块设备，则O\_EXCL可以不使用O\_CREAT来使用。但是如果系统正在使用块设备，则open（）将失败，出现错误EBUSY。

O\_LARGEFILE，打开超大文件。允许打开不能在off\_t(32位中off\_t是int)中显示的文件（但可以在off64\_t中显示）。 必须定义\_LARGEFILE64\_SOURCE宏（在包含任何头文件之前）才能获得此定义。在64位系统中无实际意义。

O\_NOATIME，当文件被读取时，不要更新文件最后访问时间（inode中的st\_atime）。 该标志旨在用于索引或备份程序，其使用可以明显减少磁盘活动量。 该标志可能对所有文件系统无效， 如NFS，其中服务器维护访问时间。

O\_NOCTTY，如果路径名是指终端设备，即使进程没有进程，也不会成为进程的控制终端。

O\_NOFOLLOW，如果路径名是符号链接，则打开失败。 这是一个FreeBSD扩展。

O\_NONBLOCK或O\_NDELAY，如果可能，文件以非阻塞模式打开。对所返回的文件描述符的open（）和任何后续操作都不会导致调用进程等待。请注意，此标志对常规文件和块设备无效; 也就是说，无论是否设置了O\_NONBLOCK，请求设备时，I / O操作将（短暂）阻塞。 由于O\_NONBLOCK语义最终可能会被实现，所以当为常规文件和块设备指定此标志时，程序不应取决于阻塞行为。对于FIFO（命名管道）的处理，请查询fifo。有关O\_NONBLOCK与强制性文件锁和文件租约结合的讨论，请参阅fcntl。

O\_PATH，获取可用于两个目的的文件描述符：表示文件系统树中的位置和执行纯文本描述级别的操作。文件本身未打开，其他文件操作（如，read（2），write（2），fchmod（2），fchown（2），fgetxattr（2），mmap（2））会失败并显示错误EBADF。

可以为生成的文件描述符执行以下操作：

\*close; fchdir; fstat。

\*复制文件描述符（dup（2），fcntl（2）F\_DUPFD等）。

\*获取并设置文件描述符标志（fcntl（2）F\_GETFD和F\_SETFD）。

\*使用fcntl（2）F\_GETFL操作检索打开的文件状态标志：返回的标志将包含位O\_PATH。

\*作为openir和“\* at（）”系统调用的参数，如linkat。

\*通过UNIX域套接字将文件描述符传递给另一个进程。

当标志中指定O\_PATH时，将忽略除O\_CLOEXEC，O\_DIRECTORY和O\_NOFOLLOW之外的其他标志。如果路径名称是符号链接，并且还指定了O\_NOFOLLOW标志，则该调用返回引用符号链接的文件描述符。该文件描述符可用于fchownat，fstatat，linkat和readlinkat中的dirfd参数，并使用空的pathname使调用在符号链接上运行。

O\_SYNC，根据同步I / O文件完整性完成的要求，完成写操作（与O\_DSYNC提供的同步I / O数据完整性完成相反），在write返回时，输出数据和相关的文件元数据已被传输到底层硬件（就像每个write后跟一个fsync）。

O\_TMPFILE，创建一个未命名的临时文件。 pathname参数指定一个目录;将在该目录的文件系统中创建一个未命名的inode。当最后一个文件描述符关闭时，写入生成的文件的任何东西都将丢失，除非该文件被赋予一个名称。O\_TMPFILE 必须与O\_RDWR或O\_WRONLY之一连用，并且可以指定O\_EXCL。如果未指定O\_EXCL，则可以使用linkat将临时文件链接到文件系统中，使其成为永久文件，比如：

char path[PATH\_MAX];

fd = open("/path/to/dir", O\_TMPFILE | O\_RDWR, S\_IRUSR | S\_IWUSR);

/\* File I/O on 'fd'... \*/

snprintf(path, PATH\_MAX, "/proc/self/fd/%d", fd);

linkat(AT\_FDCWD, path, AT\_FDCWD, "/path/for/file",AT\_SYMLINK\_FOLLOW);

在这种情况下，open的mode参数确定文件权限模式，与O\_CREAT一样。与O\_TMPFILE一起指定O\_EXCL可以防止以上述方式将临时文件链接到文件系统中。（请注意，在这种情况下，O\_EXCL的含义与其他O\_EXCL的含义不同。）

两个主要的使用用例：

（1）改进的tmpfile功能：无竞争创建临时文件

1）在关闭时自动删除;

2）永远不能通过任何路径名到达;

3）不受符号链接攻击;和

4）不要求调用者设计唯一的名称。

 （2）创建最初不可见的文件，然后使用数据进行填充并调整为具有适当的文件系统属性（chown，chmod，fsetxattr等），然后将其原子化链接到文件系统中完全形成状态（如上所述使用linkat）。

O\_TMPFILE需要底层文件系统的支持;只有一部分Linux文件系统才能提供这种支持。在初始实现中，ext2，ext3，ext4，UDF，Minix和shmem文件系统提供了支持。在Linux 3.15中添加了XFS支持。

 O\_TRUNC，如果文件已经存在并且是常规文件，并且访问模式允许写入（即是O\_RDWR或O\_WRONLY），它将被截断为长度0.如果文件是FIFO或终端设备文件，则O\_TRUNC标志将被忽略。否则，O\_TRUNC的效果是未指定的。

**参数mode**  指定在创建新文件的情况下使用的模式。 必须在flags为O\_CREAT或O\_TMPFILE时提供此参数;当flags为其他值时则忽略mode参数。 有效模式以通常的方式被进程的umask修改：在没有默认ACL的情况下，创建的文件的模式是（mode＆〜umask）。 请注意，此模式仅适用于新创建的文件的将来访问; 创建只读文件的open（）调用可能会返回一个读/写文件描述符。

**可选项有：**

S\_IRWXU 00700 权限，代表该文件所有者具有可读、可写及可执行的权限。

S\_IRUSR 或 S\_IREAD，00400 权限，代表该文件所有者具有可读取的权限。

S\_IWUSR 或 S\_IWRITE，00200 权限，代表该文件所有者具有可写入的权限。

S\_IXUSR 或 S\_IEXEC，00100 权限，代表该文件所有者具有可执行的权限。

S\_IRWXG 00070 权限，代表该文件用户组具有可读、可写及可执行的权限。

S\_IRGRP 00040 权限，代表该文件用户组具有可读的权限。

S\_IWGRP 00020 权限，代表该文件用户组具有可写入的权限。

S\_IXGRP 00010 权限，代表该文件用户组具有可执行的权限。

S\_IRWXO 00007 权限，代表其他用户具有可读、可写及可执行的权限。

S\_IROTH 00004 权限，代表其他用户具有可读的权限

S\_IWOTH 00002 权限，代表其他用户具有可写入的权限。

S\_IXOTH 00001 权限，代表其他用户具有可执行的权限。

S\_ISUID 04000权限，任何用户执行具有SUID权限和x权限的文件时拥有此文件所有者的权限，此文件执行时其euid会变成文件所有者的UID。如果对目录设置了SUID权限，则所有用户在该目录下创建的文件都属于该目录所有者，而不是创建者。

S\_ISGID 02000权限，任何用户组执行具有SGID权限和x权限的文件时拥有此文件所在组的权限，此文件执行时其egid会变成文件所在组的GID。如果对目录设置了SGID权限，则所有用户在该目录下创建的文件都属于该目录所在组，而不是创建者所在组。

S\_ISVTX 01000权限，只对目录有效，使任何用户都可以在该目录下创建文件，但只有文件所有者和root才能删除，即是其他人对目录有写权限。

但是通常采用直接赋数值的形式,如：

int fd = open(“1.txt”,O\_WRONLY | O\_CREAT,0755); //表示给 755 的权限

if(-1 == fd)

{

perror("open failed!\n");

exit(-1);

}

注意：LINUX 中基于文件描述符的 open 函数，对于一个不存在的文件，不能通过 O\_WRONLY 的方式 打开，必须加上 O\_CREAT 选项。

close 用于文件的关闭：

int close(int fd);//fd 表示文件描述词,是先前由 open 或 creat 创建文件时的返回值。

文件使用完毕后，应该调用 close 关闭它，一旦调用 close，则该进程对文件所加的锁全都被释放， 并且使文件的打开引用计数减 1，只有文件的打开引用计数变为 0 以后，文件才会被真正的关闭。成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

### 2.3 读写文件

读写文件的函数原型为：

#include <unistd.h>

ssize\_t read(int fd, void \*buf, size\_t nbyte);//文件描述词 缓冲区 长度

ssize\_t pread(int fd, void \*buf, size\_t nbyte, off\_t offset);

ssize\_t write(int fd, const void \*buf, size\_t nbyte);

ssize\_t pwrite(int fd, const void \*buf, size\_t nbyte, off\_t offset);

read 、write与pread、pwrite都是从fd中读取nbyte个字节的数据，区别在于pread与pwrite需要指明读写标记位置。相当于先调用lseek再调用read或者write。

成功返回读取或写入的字节数，出错返回-1，设置了标准错误描述，可使用perror函数查看。

举例：将 aaa.txt 中的内容复制到 bbb.txt 中，其中 bbb.txt 起初不存在。

#include <stdio.h>

#include <stdlib.h> //包含 exit

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <errno.h> //用 perror 输出错误

#include <unistd.h>

#define FILENAME1 "./aaa.txt" //用宏定义文件的路径，可以实现一改都改

#define FILENAME2 "./bbb.txt"

main**()**

**{**

char buf**[**512**]** **=** **{**0**};**

int fo1 **=** open**(**FILENAME1**,** O\_RDONLY**);** //fo1,fo2 都是文件描述词

int fo2 **=** creat**(**FILENAME2**,** 0755**);** //创建文件=int fo2 = open(FILENAME2, O\_WRONLY | O\_CREAT);

**if(** **(-**1 **==** fo1**)** **||** **(-**1 **==** fo2**)** **)**

**{**

perror**(**"open failed!\n"**);** //用于输出错误信息.类似于：fputs(”open failed\n”,stderr);

exit**(-**1**);**

**}**

int fr **=** 0**;**

**while(** **(**fr **=** read**(**fo1**,** buf**,** **sizeof(**buf**)))** **>** 0 **)**

//如果 read 读取成功，返回的是长度，否则，返回-1

**{**

int fw **=** write**(**fo2**,** buf**,** fr**);**

**if(** **-**1 **==** fw **)**

**{**

perror**(**"write failed!"**);**

exit**(-**1**);**

**}**

**}**

close**(**fo1**);**

close**(**fo2**);**

**}**

### 2.4 改变文件大小

函数原型：

#include <unistd.h>

int ftruncate(int fd, off\_t length);

函数 ftruncate 会将参数 fd 指定的文件大小改为参数 length 指定的大小。

参数 fd 为已打开的文件描述词，而且必须是以写入模式打开的文件。

如果fd不是一个有效的写入文件描述符，ffluncate函数将失败。

如果fd是普通文件，当length小于文件时则文件截断至length，当length大于文件时增加到length则用‘\0’填充。

成功完成后，如果fd是普通文件，则ftruncate将更新文件的最后一次数据修改和状态更改时间戳，文件模式的S\_ISUID和S\_ISGID位可能会被清除。如果ftruncate函数不成功，则该文件不受影响。

如果请求会导致文件大小超过该进程的软文件大小限制，则请求将失败，并且实现将为该线程生成SIGXFSZ信号。

如果fd是一个目录，则ftruncate将失败。

如果fd是除了普通文件和共享内存之外的其他类型文件，结果是未指定的。

如果fd是共享内存，ftruncate将把共享内存对象的大小设置为length。如果ftruncate的效果是减小内存映射文件或共享内存对象的大小，并且超出新端的整个页面先前被映射，那么超出新端的整个页面将被丢弃。对丢弃的页面的引用将导致产生SIGBUS信号。 如果ftruncate（）的效果是增加内存对象的大小，那么在旧的文件结尾和新的内容之间的任何映射页面的内容是否被刷新到底层对象是不明确的。

返回值：成功则返回 0，出错返回-1。 设置了标准错误描述，可使用perror函数查看。

实例：

int main**()**

**{**

int fd **=** open**(**"a.txt"**,** O\_WRONLY**);**

ftruncate**(**fd**,** 1000**);**

close**(**fd**);**

**return** 0**;**

**}**

### 2.5 文件定位

函数 lseek 将文件指针设定到相对于 whence，偏移值为 offset 的位置

#include <sys/types.h>

#include <unistd.h>

off\_t lseek(int fd, off\_t offset, int whence);//fd 文件描述词

lseek 将文件读写标志位从whence偏移至offset位置处。lseek（）函数将允许将文件偏移设置为超出文件数据的当前结尾。如果在之后写入数据，则中间形成文件空洞。对文件空洞连续读取都是0.

lseek（）函数本身不应扩展文件的大小。

如果fildes引用共享内存对象，则lseek函数的结果是未指定的。

如果fildes是指一个类型化的内存对象，则lseek函数的结果是未指定的。

whence 可以是下面三个常量的一个

SEEK\_SET 从文件头开始计算

SEEK\_CUR 从当前指针开始计算

SEEK\_END 从文件尾开始计算

成功将返回从文件开始以字节计的结果偏移量。 否则返回-1，设置了标准错误描述，可使用perror函数查看。

利用该函数可以实现文件空洞（对一个新建的空文件，可以定位到偏移文件开头 1024 个字节的地 方，在写入一个字符，则相当于给该文件分配了 1025 个字节的空间，形成文件空洞）通常用于多进程间通信的时候的共享内存。lseek(fd, 0,SEEK\_CUR)返回当前文件位置等效于ftell函数。

举例：

int main**()**

**{**

int fd **=** open**(**"c.txt"**,** O\_WRONLY **|** O\_CREAT**);**

lseek**(**fd**,** 1024**,** SEEK\_SET**);**

write**(**fd**,** "a"**,** 1**);**

close**(**fd**);**

**return** 0**;**

**}**

### 2.6 获取文件信息

可以通过 fstat 和 stat 函数获取文件信息，调用完毕后，文件信息被填充到结构体 struct stat 变量中，函数原型为：

#include <sys/types.h>

#include <sys/stat.h>

#include <unistd.h>

int stat(const char \*pathname, struct stat \*buf); //获取文件状态

int fstat(int fd, struct stat \*buf);

int lstat(const char \*pathname, struct stat \*buf);

int fstatat(int dirfd, const char \*pathname, struct stat \*buf, int flags);

stat,fstat,lstat,fstatat 都是获取一个文件或目录的详细信息存放在buf中。

stat与fstat的区别在要获取信息的文件由文件描述符fd指定，而不是文件名。

stat与lstat的区别在于当pathname是一个链接时，获取其本身信息而不时其链接的文件的信息。

stat与fstatat的区别在于当pathname是相对路径时，stat是相对当前工作目录而言，而fstatat是相对于文件描述符dirfd而言，如果dirfd设为AT\_FDCWD，则与stat一样；当pathname是绝对路径时，dirfd被忽略。

都是成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

结构体 stat 的定义为：

struct stat

{

dev\_t st\_dev; /\*如果是设备，返回设备表述符，否则为 0\*/

ino\_t st\_ino; /\* i 节点号 \*/

mode\_t st\_mode; /\* 文件类型 \*/ 无符号短整型

nlink\_t st\_nlink; /\* 链接数 \*/

uid\_t st\_uid; /\* 属主 ID \*/

gid\_t st\_gid; /\* 组 ID \*/

dev\_t st\_rdev; /\* 设备类型\*/

off\_t st\_size; /\* 文件大小，字节表示 \*/

blksize\_t st\_blksize; /\* 块大小\*/

blkcnt\_t st\_blocks; /\* 块数 \*/

time\_t st\_atime; /\* 最后访问时间\*/

time\_t st\_mtime; /\* 最后修改时间\*/

time\_t st\_ctime; /\* 最后权限修改时间 \*/

};

对于结构体的成员 st\_mode，有一组宏可以进行文件类型的判断 ：

宏 描述

S\_ISLNK(st\_mode) 判断是否是符号链接

S\_ISREG(st\_mode) 判断是否是普通文件

S\_ISDIR(st\_mode) 判断是否是目录

S\_ISCHR(st\_mode) 判断是否是字符型设备

S\_ISBLK(st\_mode) 判断是否是块设备

S\_ISFIFO(st\_mode) 判断是否是命名管道

S\_ISSOCK(st\_mode) 判断是否是套接字

通常用于判断：if(S\_ISDIR(st.st\_mode)){}

举例:获得文件的大小

#include<sys/stat.h>

#include<unistd.h>

main**()**

**{**

struct stat buf**;**

stat **(**“**/**etc**/**passwd”**,&**buf**);**

printf**(**“**/**etc**/**passwd file size **=** **%**d \n”**,**buf**.**st\_size**);**//st\_size 可以得到文件大 小

**}**

如果用 fstat 函数实现，如下：

int fd **=** open **(**“**/**etc**/**passwd”**,**O\_RDONLY**);** //先获得文件描述词

fstat**(**fd**,** **&**buf**);**

实例：

#include <stdio.h>

#include <stdlib.h>

#include <errno.h>

#include <sys/stat.h>

#include <sys/types.h>

#include <unistd.h>

#include <fcntl.h>

#include <time.h>

int main**()**

**{**

int fd **=** open**(**"/home/wangxiao/0926/a.txt"**,** O\_RDONLY**);**

**if(**fd **==** **-**1**)**

**{**

perror**(**"open error"**);**

exit**(-**1**);**

**}**

struct stat buf**;**

int iRet **=** fstat**(**fd**,** **&**buf**);**

**if(**iRet **==** **-**1**)**

**{**

perror**(**"fstat error"**);**

exit**(-**1**);**

**}**

**if(**S\_ISREG**(**buf**.**st\_mode**))**

**{**

printf**(**"regular file!\n"**);**

**}**

**if(**S\_ISDIR**(**buf**.**st\_mode**))**

**{**

printf**(**"directory!\n"**);**

**}**

**if(**S\_ISLNK**(**buf**.**st\_mode**))**

**{**

printf**(**"link file!\n"**);**

**}**

printf**(**"the size of file is : %d\n"**,** buf**.**st\_size**);**

time\_t tt **=** buf**.**st\_atime**;**

struct tm **\***pT **=** gmtime**(&**tt**);** // 格林尼治时间

printf**(**"%4d-%02d-%02d %02d:%02d:%02d\n"**,** **(**1900**+**pT**->**tm\_year**),** **(**1**+**pT**->**tm\_mon**),** pT**->**tm\_mday**,** **(**8**+**pT**->**tm\_hour**),** pT**->**tm\_min**,** pT**->**tm\_sec**);** // printf("the last access time is : %d\n", buf.st\_atime);

close**(**fd**);**

**return** 0**;**

**}**

### 2.7 文件描述符的复制

原型为：

#include <unistd.h> //头文件包含

int dup(int oldfd);

int dup2(int oldfd, int newfd);

系统调用函数dup 和 dup2可以实现文件描述符的复制，经常用来重定向进程的stdin或者0, stdout或者1，stderr或者2。

dup 返回新的文件描述符（没有使用的文件描述符的最小编号）。这个新的描述符是旧文件描述符的拷贝。这意味着两个描述符共享同一个数据结构。等效于fcntl(fildes, F\_DUPFD, 0);

dup2 允许调用者用一个有效描述符(oldfd)和目标描述符(newfd)，函数成功返回时，目标描述符将变成旧描述符的复制品，此时两个文件描述符现在都指向同一个文件，并且是函数第一个参数（也就是 oldfd）指向的文件。除非oldfd等于newfd，否则如果newfd应该先关闭，如果不能关闭则返回-1，如果oldfd大于OPEN\_MAX或者不是一个有效的文件描述符，返回-1.

成功返回描述符，出错返回-1，设置了标准错误描述，可使用perror函数查看。

文件描述符的复制是指用另外一个文件描述符指向同一个打开的文件，它完全不同于直接给文件描述符变量赋值，例如：

**描述符变量的直接赋值**：

char szBuf**[**32**];**

int fd**=**open**(**“**./**a**.**txt”**,**O\_RDONLY**);**

int fd2**=**fd**;** //类似于 C 语言的指针赋值，当释放掉一个得时候，另一个已经不能操作了 close(fd); //导致文件立即关闭

printf**(**“read**:%**d\n”**,**read**(**fd2**,**szBuf**,sizeof(**szBuf**)-**1**));** //读取失败

close**(**fd2**);** //无意义

在此情况下，两个文件描述符变量的值相同，指向同一个打开的文件，但是内核的文件打开引用计数还是为 1，所以 close(fd)或者 close(fd2)都会导致文件立即关闭掉。

**描述符的复制**：

char szBuf**[**32**];**

int fd**=**open**(**“**./**a**.**txt”**,**O\_RDONLY**);**

int fd2**=**dup**(**fd**);** //内核的文件打开引用计算+1，变成 2 了

close**(**fd**);** //当前还不会导致文件被关闭，此时通过 fd2 照样可以访问文件

printf**(**“read**:%**d\n”**,**read**(**fd2**,**szBuf**,sizeof(**szBuf**)-**1**));**

close**(**fd2**);** //内核的引用计数变为 0，文件正式关闭

举例：

#include <stdlib.h>

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

int main**(**int argc**,**char **\***argv**[])**

**{**

char szBuf**[**32**]={**0**};**

int fda**=**open**(**"./a.txt"**,**O\_RDWR**);** //假设 a.txt 的内容为：hello world

int fdaa**=**dup**(**fda**);**

read**(**fda**,**szBuf**,**4**);**

puts**(**szBuf**);** //关闭之前先输出原来的内容

close**(**fda**);**

//lseek(fdaa, 0, SEEK\_SET);

read**(**fdaa**,**szBuf**,sizeof(**szBuf**));**

puts**(**szBuf**);** //输出现在的内容

close**(**fdaa**);**

**}**

解析：假设 a.txt 中的内容为：hello world.上面的例子会发现第一次输出的结果是 hell。关闭 close(fda)的时候，文件实际上还没有真正的关闭，此时文件指针已经向后移动了。执行第二次 read命令将 o world 读出来，最后关闭 fdaa。只有当文件的引用计数为0时才会真正的关闭。

dup 有时会用在一些特定的场合，如下：

#include <stdio.h>

#include <unistd.h>

#include <fcntl.h>

#include <sys/stat.h>

#include <sys/types.h>

#include <stdlib.h>

int main**()**

**{**

int fd **=** open**(**"a.txt"**,** O\_WRONLY **|** O\_CREAT**);**

**if(**fd **==** **-**1**)**

**{**

perror**(**"open error"**);**

exit**(-**1**);**

**}**

printf**(**"\n"**);** /\* 必不可少 \*/

close**(**1**);**

int fd2 **=** dup**(**fd**);**

close**(**fd**);**

printf**(**"hello world\n"**);**

close**(**fd2**);**

**return** 0**;**

**}**

该程序首先打开了一个文件，返回一个文件描述符，因为默认的就打开了 0,1,2 表示标准输入，标准输出，标准错误输出。而用 close(1);则表示关闭标准输出，此时这个文件描述符就空着了。后 面又用 dup，此时 dup(fd);则会复制一个文件描述符到当前未打开的最小描述符，此时这个描述符 为 1.后面关闭 fd 自身，然后在用标准输出的时候，发现标准输出重定向到你指定的文件了。那么 printf 所输出的内容也就直接输出到文件了。

dup2(int fdold,int fdnew)也是进行描述符的复制，只不过采用此种复制，新的描述符由用户用 参数 fdnew 显示指定，而不是象 dup 一样由内核帮你选定（内核选定的是随机的）。对于 dup2，如 果 fdnew 已经指向一个已经打开的文件，内核会首先关闭掉 fdnew 所指向的原来的文件。此时再针 对于 fdnew 文件描述符操作的文件，则采用的是 fdold 的文件描述符。如果成功 dup2 的返回值于 fdnew 相同,否则为-1.

思考下面程序的结果：

#include <stdlib.h>

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/stat.h>

#include <fcntl.h>

int main**(**int argc**,**char **\***argv**[])**

**{**

char szBuf**[**32**]={**0**};**

int fda**=**open**(**"./a.txt"**,**O\_RDONLY**);**

int fdb**=**open**(**"./b.txt"**,**O\_RDONLY**);**

int fdbb**=**dup**(**fdb**);**

int fda2**=**dup2**(**fda**,**fdb**);** //可以设定为：int fda2 = dup2(fda,5);即自己设为 5

printf**(**"fda:%d fdb:%d fdbb:%d fda2:%d"**,**fda**,**fdb**,**fdbb**,**fda2**);**

read**(**fdb**,**szBuf**,sizeof(**szBuf**)-**1**);** //此时 fdb 已经不再定位 b.txt 而是 a.txt

printf**(**"result:%s\n"**,**szBuf**);**

close**(**fda**);**

close**(**fdb**);**

close**(**fdbb**);**

close**(**fda2**);**

**}**

### 2.8 标准输入输出文件描述符

与标准的输入输出流对应，在更底层的实现是用标准输入、标准输出、标准错误文件描述符表示的。 它们分别用 STDIN\_FILENO、STDOUT\_FILENO 和 STDERR\_FILENO 三个宏表示，值分别是 0、1、2 三个 整型数字。

标准输入文件描述符  STDIN\_FILENO  0

标准输出文件描述符  STDOUT\_FILENO  1

标准错误输出文件描述符  STDERR\_FILENO  2

#include <unistd.h>

int fsync(int fd);

fsync同步缓冲区到磁盘, 成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

示例：

#include <stdio.h>

#include <unistd.h>

#include <string.h>

int main**()**

**{**

char szBuf**[**32**],**szBuf2**[**50**];**

printf**(**"Input string:"**);**

fflush**(**stdout**);** //要刷新标准输出流，才可以立即在屏幕上显示”Input string” //fflush 用于 linux 中的时候，只对 fflush(stdout)有效。

int iRet**=**read**(**STDIN\_FILENO**,**szBuf**,sizeof(**szBuf**));**

szBuf**[**iRet**]=**0**;** //read是以无类型指针方式读的数据，不会自动在缓冲区后加0结束标记

sprintf**(**szBuf2**,**"The string is:%s"**,**szBuf**);**

write**(**STDOUT\_FILENO**,**szBuf2**,**strlen**(**szBuf2**));**

**return** 0**;**

**}**

### 2.9 I/O 多路复用模型select

命名管道（FIFO）与匿名管道(pipe)

进程间通信必须通过内核提供的通道，而且必须有一种办法在进程中标识内核提供的某个通道，前面讲过的匿名管道是用打开的文件描述符来标识的。匿名管道是不可见。如果要互相通信的几个进程没有从公共祖先那里继承文件描述符，它们怎么通信呢？内核提供一条通道不成问题，问题是如何标识这条通道才能使各进程都可以访问它？文件系统中的路径名是全局的，各进程都可以访问，因此可以用文件系统中的路径名来标识一个IPC通道。

FIFO和UNIX Domain Socket这两种IPC机制都是利用文件系统中的特殊文件来标识的。

FIFO文件在磁盘上没有数据块，仅用来标识内核中的一条通道，如

prw-rw-r-- 1 simba simba 0 May 21 10:13 p2，

文件类型标识为p表示FIFO，文件大小为0。各进程可以打开这个文件进行read/write，实际上是在读写内核通道（根本原因在于这个file结构体所指向的read、write函数和常规文件不一样），这样就实现了进程间通信。UNIX Domain Socket和FIFO的原理类似，也需要一个特殊的socket文件来标识内核中的通道，例如/run目录下有很多系统服务的socket文件：

srw-rw-rw- 1 root root 0 May 21 09:59 acpid.socket

文件类型s表示socket，这些文件在磁盘上也没有数据块。

匿名管道应用的一个限制就是只能在具有共同祖先（具有亲缘关系）的进程间通信。如果我们想在不相关的进程之间交换数据，可以使用FIFO文件来做这项工作，它经常被称为命名管道。匿名管道由pipe函数创建并打开。

命名管道可以从命令行上创建：

$ mkfifo filename

或者由mkfifo函数创建。

#include<sys/types.h>

#include<sys/stat.h>

int mkfifo(const char\*pathname,mode\_t mode);

参数 pathname 为要创建的FIFO 文件的全路径名；

参数 mode 为文件访问权限

函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

创建一个可见的管道文件，pathname为文件路径，mode为该FIFO文件的读写权限，之后就可以打开这个文件来进行读写操作。对于命名管道，默认情况下，除非写入方主动打开管道的读取端，否则读取端是无法打开命名管道的。open调用执行后，读取方将被锁住，直到写入方出现为止。（即读端阻塞，写端阻塞）

使用open打开命名管道时只能以只读O\_RDONLY或只写O\_WRONLY方式打开，不能以读写方式O\_RDWR方式打开，因为命名管道是单向（半双工，同一时刻只能向一个方向通信）。如果以读写方式打开，结果将不可预期。要进行双向通信只能采取：

a）创建两个命名管道，分别以不同方向打开；：

b）创建一个命名管道，先使用一个方向进行open，传递数据后，关闭，再从反方向打开，进行反方向数据传输。

FIFO（命名管道）与pipe（匿名管道）之间唯一的区别在它们创建与打开的方式不同，这些工作完成之后，它们具有相同的语义。

//写进程

#include <sys/types.h>

#include <sys/stat.h>

#include <errno.h>

#include <fcntl.h>

#include <string.h>

#include <stdio.h>

#define FIFO\_NAME "/tmp/myfifo"

main**()**

**{**

int fd**;**

char w\_buf**[**50**];**

int w\_num**;**

// 若fifo已存在，则直接使用，否则创建它

**if((**mkfifo**(**FIFO\_NAME**,**0777**)<**0**)&&(**errno**!=**EEXIST**))**

**{**

printf**(**"cannot create fifo...\n"**);**

exit**(**1**);**

**}**

//以阻塞型只写方式打开fifo

fd**=**open**(**FIFO\_NAME**,**O\_WRONLY**);**

w\_num**=**write**(**fd**,**"abcdg\0"**,**6**);**

printf**(**"%d\n"**,**w\_num**);**

**}**

//读进程

#include <sys/types.h>

#include <sys/stat.h>

#include <errno.h>

#include <fcntl.h>

#define FIFO\_NAME "/tmp/myfifo"

main**()**

**{**

char r\_buf**[**50**];**

int fd**;**

int r\_num**;**

// 若fifo已存在，则直接使用，否则创建它

**if((**mkfifo**(**FIFO\_NAME**,**0777**)<**0**)&&(**errno**!=**EEXIST**))**

**{**

printf**(**"cannot create fifo...\n"**);**

exit**(**1**);**

**}**

//以阻塞型只读方式打开fifo

fd**=**open**(**FIFO\_NAME**,**O\_RDONLY**);**

**if(**fd**==-**1**)**

**{**

printf**(**"open %s for read error\n"**);**

exit**(**1**);**

**}**

// 通过键盘输入字符串，再将其写入fifo，直到输入"exit"为止

r\_num**=**read**(**fd**,**r\_buf**,**6**);**

printf**(**" %d bytes read:%s\n"**,**r\_num**,**r\_buf**);**

unlink**(**FIFO\_NAME**);**//删除fifo

**}**

1）写进程阻塞，读进程阻塞。（默认情况）

先运行写进程（被阻塞），再运行读进程，一切正常。

先运行读进程（被阻塞），再运行写进程，一切正常。

2）写进程阻塞，读进程非阻塞。

就改一句代码 fd=open(FIFO\_NAME,O\_RDONLY | O\_NONBLOCK)，下面类似。

先运行写进程（被阻塞），再运行读进程，一切正常。

先运行读进程，直接崩掉，想想也挺自然的，没东西你还要读，而且不愿等。

3）写进程非阻塞，读进程阻塞。

先运行写进程，open调用将返回-1，打开失败。

先运行读进程（被阻塞），再运行写进程，一切正常。

4）写进程非阻塞，读进程非阻塞。

先运行读进程，想想也挺自然的，没东西你还要读，而且不愿等。

先运行写进程，open调用将返回-1，打开失败。

我们在/tmp目录下通过ls -la命令可以看到管道文件myfifo的大小总是0，这是因为虽然FIFO文件存在于文件系统中，但FIFO中的内容都存放在内存中，所以文件大小始终为0。

在这种模型下，如果请求的 I/O 操作阻塞，且它不是真正阻塞 I/O， 而是让其中的一个函数等待，在这期间，I/O 还能进行其他操作。如本节要介绍的 select()函数，就是属于这种模型。

**I/O多路复用Select 函数：**

#include<sys/select.h>

#include<sys/time.h>

int pselect(int maxfds, fd\_set \*readset, fd\_set \*writeset, fd\_set \*exceptionset,const struct timespec \*restrict timeout, const sigset\_t \*restrict sigmask);

int select(int maxfd, fd\_set\*readset,fd\_set \*writeset, fd\_set\*exceptionset, const struct timeval\*timeout);

返回:已处于就绪状态的描述符的数目（或者叫做状态改变了的描述字的数目），0—超时，-1—出错 。设置了标准错误描述，可使用perror函数查看。

Select可以完成非阻塞（所谓非阻塞方式non-block，就是进程或线程执行此函数时不必非要等待事件的发生，一旦执行肯定返回，以返回值的不同来反映函数的执行情况，如果事件发生则与阻塞方式相同，若事件没有发生则返回一个代码来告知事件未发生，而进程或线程继续执行，所以效率较高）方式工作的程序，它能够监视我们需要监视的文件描述符的变化情况——读写或是异常。

参数解释：

maxfd：最大的文件描述符（其值应该为最大的文件描述符字 +1）

readset：内核读操作的描述符字集合

writeset：内核写操作的描述符字集合

exceptionset：内核异常操作的描述符字集合

timeout：等待描述符就绪需要多少时间。NULL 代表永远等下去，一个固定值代表等待固定时间，0 代表根本不等待，检查描述字之后立即返回。

其中 readset、writeset、exceptionset 都是 fd\_set 集合。该集合的相关操作 如下：

void FD\_ZERO(fd\_set\*fdset); /\* 将所有 fd 清零 \*/

void FD\_SET(int fd, fd\_set\*fdset); /\* 增加一个 fd\*/

void FD\_CLR(int fd,fd\_set \*fdset); /\* 删除一个 fd\*/

int FD\_ISSET(int fd, fd\_set\*fdset); /\* 判断一个 fd 是否有设置 \*/

一般来说，在使用 select 函数之前，首先要使用FD\_ZERO和FD\_SET来初始化文件描述符集，在使 用select函数时，可循环使用 FD\_ISSET 测试描述符集，在执行完对相关文件描述符操作后之后，使用 FD\_CLR 来清除描述符集。/每次循环都要清空集合，否则不能检测描述符变化

另外，select 函数中的 timeout 是一个 struct timeval 类型的指针，该结构体如下：

struct timeval

{

long tv\_sec; /\* second \*/ //秒 l

long tv\_usec; /\* microsecond \*/ //微秒

};

struct timespec

{

\_\_time\_t tv\_sec; /\*seconds 秒\*/

long int tv\_nsec; /\*nanoseconds 纳秒\*/

}

pselect与select功能一致，区别在于

（1）select函数用的timeout参数，是一个timeval的结构体（包含秒和微秒），然而pselect用的是一个timespec结构体（包含秒和纳秒）

（2）select函数可能会为了指示还剩多长时间而更新timeout参数，然而pselect不会改变timeout参数

（3）select函数没有sigmask参数，当pselect的sigmask参数为null时，两者行为时一致的。有sigmask的时候，pselect相当于如下的select()函数，在进入select()函数之前手动将信号的掩码改变，并保存之前的掩码值；select()函数执行之后，再恢复为之前的信号掩码值。

sigset\_t origmask;

sigprocmask(SIG\_SETMASK, &sigmask, &origmask);

select(nfds, &readfds, &writefds, &exceptfds, timeout);

sigprocmask(SIG\_SETMASK, &origmask, NULL);

举例:多路转接模型 select

#include <sys/select.h>

#include <sys/time.h>

#include <sys/types.h>

#include <unistd.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <stdio.h>

#include <stdlib.h>

#define FILENAME1 "a.txt"

#define FILENAME2 "dir.c"

int main**()**

**{**

char buf**[**10**]** **=** **{**0**};**

int fd1 **=** open**(**FILENAME1**,**O\_RDWR**);**

int fd2 **=** open**(**FILENAME2**,**O\_RDWR**);**

int fd3 **=** open**(**FILENAME1**,**O\_RDWR**);**

int fd4 **=** open**(**FILENAME2**,**O\_RDWR**);**

**if(** **(-**1 **==** fd1**)** **||** **(-**1 **==** fd2**)** **||** **(-**1 **==** fd3**)** **||** **(-**1 **==** fd4**)** **)**

**{**

perror**(**"open"**);**

exit**(-**1**);**

**}**

fd\_set fdrd**,**fdwr**;** //绑定读写集合

FD\_ZERO**(&**fdrd**);** //清除以前读的绑定

FD\_ZERO**(&**fdwr**);** //清除以前写的绑定

FD\_SET**(**fd1**,&**fdrd**);** //将 fd1 与读绑定

FD\_SET**(**fd2**,&**fdrd**);**

FD\_SET**(**fd3**,&**fdwr**);** //将 fd3 与写绑定

FD\_SET**(**fd4**,&**fdwr**);**

int max1 **=** fd1 **>** fd2 **?** fd1 **:** fd2**;** //获取读绑定中的文件描述词最大值

int max2 **=** fd3 **>** fd4 **?** fd3 **:** fd4**;** //获取写绑定中的文件描述词最大值

int max **=** max1 **>** max2 **?** max1 **:** max2**;** //获得读写文件描述词最大值

struct timeval tv**;** //用于记录时间，表示过这么长时间不响应就退出

tv**.**tv\_sec **=** 2**;** //秒

tv**.**tv\_usec **=** 0**;** //微妙

**while(**1**)**

**{**

**if(** select**(**max**+**1**,** **&**fdrd**,** **&**fdwr**,** **NULL,** **&**tv**)** **==** **-**1 **)** //从 1—max+1 查找

**{**

perror**(**"select"**);**

**break;**

**}**

**if(** FD\_ISSET**(**fd1**,&**fdrd**)** **)** //如果 fd1 设置的是读绑定

**{**

read**(**fd1**,**buf**,sizeof(**buf**)-**1**);**

puts**(**buf**);**

sleep**(**1**);**

**}**

**if(** FD\_ISSET**(**fd2**,&**fdrd**)** **)**

**{**

read**(**fd2**,**buf**,sizeof(**buf**)-**1**);**

puts**(**buf**);**

sleep**(**1**);**

**}**

**if(** FD\_ISSET**(**fd3**,&**fdwr**)** **)** //如果 fd3 设置的是写绑定

**{**

write**(**fd3**,**buf**,sizeof(**buf**));**

sleep**(**2**);**

**}**

**if(** FD\_ISSET**(**fd4**,&**fdwr**)** **)**

**{**

write**(**fd4**,**buf**,sizeof(**buf**));**

sleep**(**2**);**

**}**

**}**

close**(**fd1**);**

close**(**fd2**);**

close**(**fd3**);**

close**(**fd4**);**

**}**

样例存在问题

### **2.10 日志**

许多应用程序需要记录它们的活动，系统程序经常需要向控制台或日志文件写消息。这些消息 可能指示错误、警告或者与系统状态有关的一般信息。通常是在/var/log 目录下的 messages 中包含了系统信息。通过 syslog 可以向系统的日志发送日志信息。

函数原型如下：

#include <syslog.h>

void syslog(int priority, const char \*format, ...);

syslog 向系统的日志发送日志信息。

参数 priority 用来设定事件级别，有如下几个常见的：

LOG\_EMERG 紧急情况

LOG\_ALERT 高优先级故障（如：数据库崩溃）

LOG\_CRIT 严重错误（如：硬件错误）

LOG\_ERR 错误

LOG\_WARNING 警告

LOG\_NOTICE 需要注意的特殊情况

LOG\_INFO 一般信息

LOG\_DEBUG 调试信息(写不到 messages 里面)

#include <syslog.h>

main**()**

**{**

openlog**(**"log"**,**LOG\_PID**|**LOG\_CONS**|**LOG\_NOWAIT**,**LOG\_USER**);**

syslog**(**LOG\_ALERT**,**"this is alert\n"**);**

syslog**(**LOG\_INFO**,**"this is info\n"**);**

syslog**(**LOG\_DEBUG**,**"this is debug%d\t %s"**,**10**,**"aaaa"**);**

syslog**(**LOG\_ERR**,**"err"**);**

syslog**(**LOG\_CRIT**,**"crit"**);**

closelog**();**

**}**

利用 tail -10 /var/log/messages 可以查看。

还可以通过函数 openlog 函数来改变日志信息的表达方式。openlog 的原型如下：

#include <syslog.h>

void openlog(const char\* ident, int logopt, int facility);

void closelog(void);

调用openlog是可选择的。如果不调用openlog，则在第一次调用syslog时，自动调用openlog。调用closelog也是可选择的，它只是关闭被用于与syslog守护进程通信的描述符。

参数ident，该参数常用来表示信息来源。ident指向的字符串会被固定地添加在每行日志的前面。

参数logopt用于指定openlog函数和接下来调用的syslog函数的控制标志。可以单独取其中的某值，也可以通过或运算来获得多种特性。

LOG\_PID 在日志信息中包含进程标识符，这是系统分配给每个进程的一个唯一值

LOG\_CONS 直接写入系统控制台，如果有一个错误，同时发送到系统日志记录。

LOG\_NDELAY 立即打开连接（通常，打开连接时记录的第一条消息）。

LOG\_NOWAIT 不要等待子进程，因为其有可能在记录消息的时候就被创建了（GNU C库不创建子进程，所以该选项在Linux上没有影响。）

LOG\_ODELAY 延迟连接的打开直到syslog函数调用。（这是默认情况下，需要没被指定的情况下。）

LOG\_PERROR （不在SUSv3情况下）同时输出到stderr（标准错误文件）。

参数facility，这个要与syslogd守护进程的配置文件对应，日志信息会写入syslog.conf文件指定的位置，facility参数是用来指定记录消息程序的类型。它根据指定的配置文件，以不同的方式来处理来自不同方式的消息。它的值可能为 LOG\_KERN、LOG\_USER、LOG\_MAIL、LOG\_DAEMON、LOG\_AUTH、LOG\_SYSLOG、LOG\_LPR、LOG\_NEWS、LOG\_UUCP、LOG\_CRON 或 LOG\_AUTHPRIV

### 2.11 MMAP 文件映射

#include<sys/mman.h.>

void \*mmap(void \*startaddr,size\_t length,int protect,int flags,int fd,off\_t offset)

int munmap(void\* startaddr,size\_t length);

mmap将一个文件或者其它对象映射进内存。文件被映射到多个页上，如果文件的大小不是所有页的大小之和，最后一个页不被使用的空间将会置零。mmap在用户空间映射调用系统中作用很大。

munmap执行相反的操作，删除特定地址区域的对象映射.msync同步内存和磁盘的文件变化

成功执行时，mmap()返回被映射区的指针，munmap()返回0。失败时，mmap()返回MAP\_FAILED[其值为(void \*)-1]，munmap返回-1. 设置了标准错误描述，可使用perror函数查看。

startaddr：映射区的开始地址，设置为0时表示由系统决定映射区的起始地址。munmap中startaddr必须是一开始指定的地址而不能是偏移后的地址。这和free()一样。

length：映射区的长度。//长度单位是 以字节为单位，不足一内存页按一内存页处理，mmap()必须以PAGE\_SIZE为单位进行映射，而内存也只能以页为单位进行映射，若要映射非PAGE\_SIZE整数倍的地址范围，要先进行内存对齐，强行以PAGE\_SIZE的倍数大小进行映射。

protect：期望的内存保护标志，不能与文件的打开模式冲突。是以下的某个值，可以通过or运算合理地组合在一起：

PROT\_EXEC //页内容可以被执行

PROT\_READ //页内容可以被读取

PROT\_WRITE //页可以被写入

PROT\_NONE //页不可访问

flags：指定映射对象的类型，映射选项和映射页是否可以共享。它的值可以是一个或者多个以下位的组合体：

MAP\_FIXED //使用指定的映射起始地址，如果由start和len参数指定的内存区重叠于现存的映射空间，重叠部分将会被丢弃。如果指定的起始地址不可用，操作将会失败。并且起始地址必须落在页的边界上。

MAP\_SHARED //与其它所有映射这个对象的进程共享映射空间。对共享区的写入，相当于输出到文件。在msync()或者munmap()被调用之前，文件实际上不会被更新。

MAP\_PRIVATE //建立一个写入时拷贝的私有映射,对其它所有映射这个对象的进程不可见。内存区域的写入不会影响到原文件。这个标志和以上标志是互斥的，只能使用其中一个。

MAP\_DENYWRITE //这个标志被忽略。

MAP\_EXECUTABLE //同上

MAP\_NORESERVE //不要为这个映射保留交换空间。当交换空间被保留，对映射区修改的可能会得到保证。当交换空间不被保留，同时内存不足，对映射区的修改会引起段违例信号。

MAP\_LOCKED //锁定映射区的页面，从而防止页面被交换出内存。

MAP\_GROWSDOWN //用于堆栈，告诉内核VM系统，映射区可以向下扩展。

MAP\_ANONYMOUS //匿名映射，映射区不与任何文件关联。

MAP\_ANON //MAP\_ANONYMOUS的别称，不再被使用。

MAP\_FILE //兼容标志，被忽略。

MAP\_32BIT //将映射区放在进程地址空间的低2GB，MAP\_FIXED指定时会被忽略。当前这个标志只在x86-64平台上得到支持。

MAP\_POPULATE //为文件映射通过预读的方式准备好页表。随后对映射区的访问不会被页违例阻塞。

MAP\_NONBLOCK //仅和MAP\_POPULATE一起使用时才有意义。不执行预读，只为已存在于内存中的页面建立页表入口。

fd：有效的文件描述词。一般是由open()函数返回，其值也可以设置为-1，此时需要指定flags参数中的MAP\_ANON,表明进行的是匿名映射。

off\_t offset：被映射对象内容的起点。一般为0

向文件写内容，必须是文件有大小的。

**刷新变化函数msync()**

进程在映射空间的对共享内容的改变并不直接写回到磁盘文件中，往往在调用[munmap](http://baike.baidu.com/item/munmap)()后才执行该操作。可以通过调用msync()函数来实现磁盘文件内容与共享内存区中的内容一致,即同步操作.

#include<sys/mman.h>

int msync ( void \* addr, size\_t len, int flags)

addr：文件映射到进程空间的地址；

len：映射空间的大小；

flags：刷新的参数设置，可以取值MS\_ASYNC/ MS\_SYNC/ MS\_INVALIDATE

其中：

取值为MS\_ASYNC（异步）时，调用会立即返回，不等到更新的完成；

取值为MS\_SYNC（同步）时，调用会等到更新完成之后返回；

取MS\_INVALIDATE（通知使用该共享区域的进程，数据已经改变）时，在共享内容更改之后，使得文件的其他映射失效，从而使得共享该文件的其他进程去重新获取最新值；

成功则返回0；失败则返回-1；

### 2.12 内存操作

#include <strings.h>

void bzero(void \*s, size\_t n);

bzero将buf的n个字节置为’\0’。

#include <string.h>

void \*memset(void \*s, int c, size\_t n);

memset将s的n个字节置为c字符，返回指向s的指针。

void \*memchr(const void \*s, int c, size\_t n);

void \*memrchr(const void \*s, int c, size\_t n);

void \*rawmemchr(const void \*s, int c);

memchr在内存s的n个字节中顺序查找字符c第一出线的位置。

memrchr在内存s的n个字节中逆序查找字符c第一次出现的位置

rawmemchr如果知道字符c一定会在s中出现，则采用优化搜索查找s出现的位置。

成功返回位置指针，memchr与memrchr没找到返回NULL，rawmemchr没找到行为未定义。

int memcmp(const void \*s1, const void \*s2, size\_t n);

memcmp比较内存s1与s2的前n个字节。

s1大于s2 返回正数，小于返回负数，等于返回0.当n为0时也返回0.

void \*memcpy(void \*dest, const void \*src, size\_t n);

memcpy将内存src的n个字节拷贝到dest中。返回指向目标内存的指针dest。

void \*memmove(void \*dest, const void \*src, size\_t n);

memmove将内存str的n个字节移动到dest。返回指向目标内存的指针dest。

#include <string.h>

char \*strcat(char \*dest, const char \*src);

char \*strncat(char \*dest, const char \*src, size\_t n);

strcat将原字符串src链接到目标字符串dest上，忽略目标字符串的结束字符‘\0’。

strncat将原字符串src的前n字符链接到目标字符串dest上，忽略目标字符串的结束字符‘\0’。

成功返回指向dest的指针。

char \*strchr(const char \*s, int c);

char \*strrchr(const char \*s, int c);

char \*strchrnul(const char \*s, int c);

在字符串s中查找字符c首次出现的位置，strchr是顺序查找，strrchr是逆序查找，strchrnul与strchr的区别在于没有找到c时，strchr返回NULL，而strchrnul返回指向结束字符’\0’的指针。

成功返回字符c出现的位置，未找到时strchr，strrchr返回NULL，strchrnul返回指向结束字符’\0’的指针。

char \*strcpy(char \*dest, const char \*src);

char \*strncpy(char \*dest, const char \*src, size\_t n);

strcpy将字符串src拷贝到dest中。返回指向目标内存的指针dest。

strcpy将字符串src的n个字节拷贝到dest中。返回指向目标内存的指针dest。

int strcmp(const char \*s1, const char \*s2);

int strncmp(const char \*s1, const char \*s2, size\_t n);

int strcasecmp(const char \*s1, const char \*s2);

int strncasecmp(const char \*s1, const char \*s2, size\_t n);

strcmp比较字符串s1与s2 ，strcmp忽略大小写,

strncmp比较字符串s1与s2的前n个字节。strncasecmp忽略大小写,

s1大于s2 返回正数，小于返回负数，等于返回0.当n为0时也返回0.

size\_t strlen(const char \*s);

strlen返回字符串s的长度，不包括终止字符’\0’。

char \*strpbrk(const char \*str1, const char \*str2);

函数返回一个指针，它指向字符串str2中任意字符在字符串str1 首次出现的位置，如果不存在返回NULL。

size\_t strspn( const char \*str1, const char \*str2 );

函数返回字符串str1中第一个在不在字符串str2的出现的字符的下标。

char \*strstr( const char \*str1, const char \*str2 );

char \*strcasestr(const char \*haystack, const char \*needle);

strstr函数返回一个指针，它指向字符串str2 首次出现于字符串str1中的位置，如果没有找到，返回NULL。strcasestr与strstr一样只是忽略大小写。

**字符串与数的转换：**

double strtod(const char \*nptr, char \*\*endptr);

float strtof(const char \*nptr, char \*\*endptr);

long double strtold(const char \*nptr, char \*\*endptr);

char \*strtok(char \*str, const char \*delim);

char \*strtok\_r(char \*str, const char \*delim, char \*\*saveptr);

long int strtol(const char \*nptr, char \*\*endptr, int base);

long long int strtoll(const char \*nptr, char \*\*endptr, int base);

unsigned long int strtoul(const char \*nptr, char \*\*endptr, int base);

unsigned long long int strtoull(const char \*nptr, char \*\*endptr, int base);

int atoi(const char \*nptr);

long atol(const char \*nptr);

long long atoll(const char \*nptr);

double atof(const char \*nptr);

# LINUX 进程控制

## 1 Linux 进程概述

进程是一个程序一次执行的过程，它和程序有本质区别。程序是静态的，它是一些保存在磁盘上的指令的有序集合；而进程是一个动态的概念，它是一个运行着的程序，包含了进程的动态创建、调度和 消亡的过程，是 Linux 的基本调度单位。那么从系统的角度看如何描述并表示它的变化呢？在这里，是通过进程控制块（PCB）来描述的。进程控制块包含了进程的描述信息、控制信息以及资源信息，它是进程的一个静态描述。 内核使用进程来控制对CPU 和其他系统资源的访问，并且使用进程来决定在 CPU 上运行哪个程序， 运行多久以及采用什么特性运行它。内核的调度器负责在所有的进程间分配 CPU 执行时间，称为时间片 (timeslice)，它轮流在每个进程分得的时间片用完后从进程那里抢回控制权。ps –elf查看系统所有进程。

### 1.1 进程标识

OS 会为每个进程分配一个唯一的整型 ID，做为进程的标识号(pid)。进程除了自身的 ID 外，还有父进程 ID(ppid),所有进程的祖先进程是同一个进程，它叫做 init 进程，ID 为 1，init 进程是内核自举后的一个启动的进程。init 进程负责引导系统、启动守护（后台）进程并且运行必要的程序。进程的 pid 和 ppid 可以分别通过函数 getpid()和 getppid()获得。

#include <sys/types.h>

#include <unistd.h>

pid\_t getpid(void);

pid\_t getppid(void);

成功返回进程或父进程id，这两个函数始终成功

示例：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

int main**()**

**{**

printf**(**"pid:%d ppid:%d\n"**,**getpid**(),**getppid**());**

return0**;**

**}**

### 1.2 进程的用户 ID与组ID)

进程在运行过程中，必须具有一类似于用户的身份，以便进行进程的权限控制，缺省情况下，哪个 登录用户运行程序，该程序进程就具有该用户的身份。例如，假设当前登录用户为 gotter,他运行了 ls 程序，则 ls 在运行过程中就具有 gotter 的身份，该 ls 进程的用户 ID 和组 ID 分别为 gotter 和 gotter 所属的组。这类型的 ID 叫做进程的真实用户 ID 和真实组 ID。真实用户 ID 和真实组 ID 可以通过函数 getuid()和 getgid()获得。

与真实 ID 对应，进程还具有有效用户 ID 和有效组 ID 的属性，内核对进程的访问权限检查时，它 检查的是进程的有效用户 ID 和有效组 ID，而不是真实用户 ID 和真实组 ID。缺省情况下，用户的（有 效用户 ID 和有效组 ID）与(真实用户 ID 和真实组 ID)是相同的。有效用户 id 和有效组 id 通过函数 geteuid()和 getegid()获得。

#include <unistd.h>

#include <sys/types.h>

uid\_t getuid(void);

uid\_t geteuid(void)

gid\_t getgid(void);

gid\_t getegid(void);

这些函数始终成功，不会出错。

示例：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

int main**()**

**{**

printf**(**"uid:%dgid:%deuid:%degid:%d\n"**,**getuid**(),**getgid**(),**geteuid**(),**getegid**());**

return0**;**

**}**

输入id可以看到：

uid=500(ghaha) gid=500(ghaha) groups=500(ghaha)

编译生成可执行文件 main.exe，程序文件的属性可能为：

-rwxrwxr-x 1 ghaha ghaha 12132 Oct 7 09:26 a.out

执行结果可能为：

$./main.exe

uid:500 gid:500 euid:500 egid:500

现在将 main.exe 的所有者可执行属性改为 s

chmod u+s main.exe

$l -al

-rwsrwxr-x 1 ghaha ghaha 12132 Oct 7 09:26 a.out

此时改另外一个用户 gotter 登录并运行程序main.exe

$id

uid=502(gotter) gid=502(gotter) groups=502(gotter)

$./main.exe

uid:502 gid:502 euid:500 egid:500

可以看到，gotter运行进程的有效用户身份由原来的gotter变为了 ghaha，这是因为文件 a.out 的访问权限 的所有者可执行权限设置了s属性，设置了该属性以后，用户运行 main.exe 时main.exe 进程的有效用户身份将不再是运行main.exe 的用户，而是变成了main.exe文件的所有者。

s权限的作用就是让任何用户运行某程序时，该程序都能具有该程序所有者的有效用户ID，从而让此程序可以对仅允许该程序所有者操作的文件进行操作。该用户就拥有了文件所有者的权限

s权限最常见的例子是:

/usr/bin/passwd 改密码程序，它的权限位为

l -l /usr/bin/passwd

-r-s--x--x 1 root root 16336 Feb 13 2003 /usr/bin/passwd

我们知道，用户的用户名和密码是保存在/etc/passwd（后来专门将密码保存在/etc/shadow，它是 根据/etc/passwd 文件来生成/etc/shadow 的，它把所有口令从/etc/passwd 中移到了/etc/shadow 中。这里用到的是影子口令，它将口令文件分成两部分：/etc/passwd 和/etc/shadow，此时 /etc/shadow 就是影子口令文件，它保存的是加密的口令，而/etc/passwd 中的密码全部变成 x）下 的。通过 ls –l 查看/etc/passwd 这个文件，你会发现，这个文件普通用户都没有可写的权限，那 我们执行 passwd 的时候确实能够修改密码，那么这是怎么回事呢？也就是说，任何一个用户运行该程序时，该程序的有效身份euid都将变为 文件所有者root（用普通身份去执行这个操作的时候，它会暂时得到文件拥有者 root 的权限）,而这样 passwd 程序才有权限读取/etc/passwd 文件的信息。

我们也来实现以下 passwd 的功能，实现步骤如下：

1)用 touch 创建一个 a.txt 输入内容“hello” 类似于/etc/passwd

2) 写一个程序main.c 如下：

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

#include <stdlib.h>

#include <errno.h>

int main**()**

**{**

printf**(**"uid : %d gid : %d\n"**,** getuid**(),** getgid**());**

printf**(**"eudi: %d egid: %d\n"**,** geteuid**(),** getegid**());**

FILE**\*** fp **=** fopen**(**"a.txt"**,** "a"**);**//注意这里以追加形式打开，说明a.txt要具有可写权限

**if(**fp **==** **NULL)**

**{**

perror**(**"fopen error"**);**

exit**(-**1**);**

**}**

fputs**(**"world"**,** fp**);**

fclose**(**fp**);**

**return** 0**;**

**}**

3) 编译 gcc –o 1 main.c 生成可执行程序main此时main 类似于/usr/bin/passwd 文件

4) 用 l -l 查看 a.txt 发现权限是-rw-r—r—的权限（跟/etc/passwd 权限一样），说明普通用户没有可写权限，如果直接切换到另一个用户执行./main 会报错。

5) 用 root 身份将main的权限修改为-rwsr-xr-x (操作命令：chmod u+s main，此时跟/usr/bin/passwd 的权限一样)，此时再切换到普通用户 wangxiao，执行./main 发现可以执行成功，因为此时./main 进程的 有效用户 id 变成 root 了，也就是说普通用户是借助 root 身份来实现的。

**文件特殊权限**

SUID权限：任何用户执行具有SUID权限和x权限的文件时拥有此文件所有者的权限，此文件执行时其euid会变成文件所有者的UID。如果对目录设置了SUID权限，则所有用户在该目录下创建的文件都属于该目录所有者，而不是创建者。

SGID权限：任何用户组执行具有SGID权限和x权限的文件时拥有此文件所在组的权限，此文件执行时其egid会变成文件所在组的GID。如果对目录设置了SGID权限，则所有用户在该目录下创建的文件都属于该目录所在组，而不是创建者所在组。

SBIT权限：只对目录有效，使具有w任何用户都可以在该目录下创建文件，但只有文件所有者和root才能删除，即是其他人对目录有写权限。

chmod u+s 文件名：增加SUID权限，原来有x权限显示为s，原来没有x权限显示为S

chmod u-s 文件名：删除SUID权限

chmod g+s 文件名：增加SGID权限，原来有x权限显示为s，原来五x权限显示为S

chmod g-s 文件名：删除SGID权限，

chmod o+t 文件名：增加SBIT权限，原来有x权限显示为t，原来五x权限显示为T

chmod o-t 文件名：删除SBIT权限

### 1.3 进程的状态

进程是程序的执行过程，根据它的生命周期可以划分成 3 种状态。 

执行态：该进程正在运行，即进程正在占用 CPU。 

就绪态：进程已经具备执行的一切条件，正在等待分配 CPU 的处理时间片。 

等待态：进程不能使用 CPU，若等待事件发生（等待的资源分配到）则可将其唤醒。
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Linux调度策略分为:

（1）实时调度策略FIFO（先进先出）和RR（时间片轮转）,要求对进程运行的时间掌握很精确，FIFO同优先级只允许先玩一个在运行下一个，RR则要求同优先级进程平均分配时间。FIFO和RR不同优先级先执行优先级高的。

（2）非实时OTHER：在一个调度周期内不论优先级，都会得到时间片

### 1.4 Linux 下的进程结构

Linux 系统是一个多进程的系统，它的进程之间具有并行性、互不干扰等特点。也就是说，进程之间是分离的任务，拥有各自的权利和责任。其中，每个进程都运行在各自独立的虚拟地址空间，因此， 即使一个进程发生了异常，它也不会影响到系统的其他进程。

Linux 中的进程包含3 个段，分别为“代码段”“数据段”、和“堆栈段”。 ·

“数据段”放全局变量、常数以及动态数据分配的数据空间。数据段分成普通数据段（包括可 读可写/只读数据段，存放静态初始化的全局变量或常量）、BSS 数据段（存放未初始化的全局变量）以及堆（存放动态分配的数据）。

“代码段”存放的是程序代码的数据。

“堆栈段”存放的是子程序的返回地址、子程序的参数以及程序的局部变量等。
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### 1.5 Linux 下的进程管理

启动进程：手工启动 调度启动

|  |  |
| --- | --- |
| 命令 | 含义 |
| ps | 查看系统进程 |
| top | 动态显示系统进程 |
| nice | 按用户指定的优先级运行 |
| renice | 改变正在运行进程的优先级 |
| kill | 向进程发送信号（包括后台进程） |
| crontab | 用于安装、删除或者列出用于 驱动cron后台进程的任务 |
| bg | 将挂起的进程放到后台执行 |
| fg | 把后台任务带到前台 |

备注： 进程 process：是 os 的最小单元 os 会为每个进程分配大小为 4g 的虚拟内存空间，其中 1g 给内核 空间 3g 给用户空间｛代码区 数据区 堆栈区｝

常用的ps命令：

ps 查看活动进程

ps -aux 查看所有的进程所占硬件资源

ps -elf查看系统所有进程

ps -ux| grep 进程名 查找指定（aa）进程

ps -f 可以显示父子进程关系

top 显示前 20 条进程，动态的改变

vim a.c &(&表示后台运行)，一个死循环，按 ctrl+z 可以把进程暂停，再执行[bg 作业ID]可以将

该进程带入后台。利用 jobs 可以查看后台任务，[fg 作业ID]把后台任务带到前台

kill 信号编号 进程id表示向某个进程发送 某号信号，从而杀掉某个进程

pkill 进程名 可以杀死进程名为 a 的进程

ps –elf输出项解释

F 代表这个程序的旗标 (flag)， 4 代表使用者为 superuser；

S 代表这个程序的状态 (STAT)；

UID 代表执行者身份

PID 进程的ID号！

PPID 则父进程的ID；

C CPU 使用的资源百分比

PRI指进程的执行优先权(Priority的简写)，其值越小越早被执行；

NI 这个进程的nice值，其表示进程可被执行的优先级的修正数值。

ADDR 这个是内核函数，指出该程序在内存的那个部分。如果是个执行的程序，一般就是 -

SZ 使用掉的内存大小；

STIME 开始执行时间

WCHAN 目前这个程序是否正在运作当中，若为 - 表示正在运作；

TTY 登入者的终端机位置啰；

TIME 使用掉的 CPU 时间。

CMD 所下达的指令名称

ps -aux 输出项解释：

USER 进程的属主；

PID 进程的ID；

PPID 父进程；

%CPU 进程占用的CPU百分比；

%MEM 占用内存的百分比；kB

NI 进程的NICE值，数值大，表示较少占用CPU时间；

VSZ 进程虚拟大小；

RSS 驻留中页的数量；

TTY 该进程是在那个终端机上面运作，若与终端机无关，则显示 ?，另外， tty1-tty6 是本机上面的登入者程序，若为 pts/0 等等的，则表示为由网络连接进主机的程序。

STAT 进程状态（有以下几种）

D 无法中断的休眠状态（通常 IO 的进程）；

R 正在运行可中在队列中可过行的；

S 处于休眠状态；

T 停止或被追踪；

W 进入内存交换（从内核2.6开始无效）；

X 死掉的进程（从来没见过）；

Z 僵尸进程；

< 优先级高的进程

N 优先级较低的进程

L 有些页被锁进内存；

s 进程的领导者（在它之下有子进程）；

l 多进程的（使用 CLONE\_THREAD, 类似 NPTL pthreads）；

+ 位于后台的进程组；

WCHAN 正在等待的进程资源；

START 启动进程的时间；

TIME 进程消耗CPU的时间；

COMMAND 命令的名称和参数

## 2 进程的创建

Linux 下有四类创建子进程的函数：system(),fork(),exec\*(),popen()

### 2.1 system 函数

原型：

#include<stdlib.h>

int system(const char\*string);

system 函数通过调用 shell 程序/bin/sh –c 来执行 string 所指定的命令，该函数在内部是通过调用 execve(“/bin/sh”,..)函数来实现的。通过 system 创建子进程后，原进程和子进程各自运行，相互间关联较少。system（）的返回值是以下之一：

如果命令为NULL，则如果shell可用，则为非零值，如果没有可用的shell则为0。

如果无法创建子进程，或者无法检索其状态，返回值为-1。

如果在子进程中无法执行shell，那么返回值就好像通过调用具有状态127的\_exit（2）来终止子shell。

如果所有系统调用成功，则返回值是用于执行命令的子shell的终止状态。 （shell的终止状态是其执行的最后一个命令的终止状态。）

在最后两种情况下，返回值是一个“等待状态”，可以使用宏中描述的宏进行检查waitpid函数。 （即WIFEXITED（）WEXITSTATUS（）等）。

system（）不影响任何其他孩子的等待状态。

示例：

#include <stdio.h>

#include <stdlib.h>

int main**()**

**{**

system**(**"ls -l "**);** //system(“clear”);表示清屏

return0**;**

**}**

此外，system函数后面的参数还可以是一个可执行程序，例如： system(“/home/wangxiao/1”);如果想要执行system后面进程的时候，不至于对当前进程进行阻塞，可以利用&将/home/wangxiao/1调到后台运行。让程序在后台执行，只需在命令行的最后加上“&”符号。

### 2.2 fork 函数

原型：

#include <unistd.h>

pid\_t fork(void);

在 linux 中 fork 函数是非常重要的函数，它从已存在进程中创建一个新进程。新进程为子进程， 而原进程为父进程。它和其他函数的区别在于：它执行一次返回两个值。其中父进程的返回值是子进程 的进程号，而子进程的返回值为 0.若出错则父进程返回-1. 设置了标准错误描述，可使用perror函数查看。因此可以通过返回值来判断是父进程还是子进程。使用了fork函数后必须进行判断。

fork函数创建子进程的过程为：使用fork 函数得到的子进程是父进程的一个复制品，它从父进程继承了进程的地址空间，包括进程上下文、进程堆栈、内存信息、打开的文件描述符、信号控制设定、进程优先级、进程组号、当前工作目录、根目录、资源限制、控制终端，而子进程所独有的只有它的进程号、资源使用和计时器等。通过这种复制方式创建出子进程后，原有进程和子进程都从函数 fork返回， 各自继续往下运行，但是原进程的 fork 返回值与子进程的fork 返回值不同，在原进程中，fork 返回子进程的 pid,而在子进程中，fork返回 0,如果fork 返回负值，表示创建子进程失败。（vfork 函数）

示例：

#include <stdlib.h>

#include <unistd.h>

int main**()**

**{**

printf**(**"Parent processid:%d\n"**,**getpid**());**

pid\_t iRet **=**fork**();**

**if(**iRet**<** 0**)**

**{**//出错

printf**(**"Create child process fail!\n"**);**

**}**

**else** **if(**iRet**==** 0**)**

**{**//表示子进程

printf**(**"child process id:%d ppid:%d\n"**,**getpid**(),**getppid**());**

sleep（10）

**}**

**else**

**{**//表示父进程

printf**(**"parentprocess success,childid:%d\n"**,**iRet**);**

sleep**(**10**)**

**}**

return0**;**

**}**

有人可能会有疑问：这里怎么 if 和 else 里面的语句都得到执行了，和我们以前的 if…else 结 构相矛盾啊？此时相当于有两份 main 函数代码的拷贝，其中一份做的操作是 if(iRet == 0)的情况； 另外一份做的操作是 else(父)的情况。所以可以输出 2 句话。

### 2.3 exec 函数族(进程替换)

exec\*由一组函数组成

#include<unistd.h>

int execl(const char\*path, const char\*arg, ...)

int execlp(const char \*file, const char \*arg, .../\* (char \*) NULL \*/);

int execle(const char \*path, const char \*arg, ... /\*, (char \*) NULL, char \* const envp[] \*/);

int execv(const char \*path, char \*const argv[]);

int execvp(const char \*file, char \*const argv[]);

int execve(const char \*path, char \*const argv[],char \*const envp[]);

int execvpe(const char \*file, char \*const argv[],char \*const envp[]);

功能：exec 函数族的工作过程与 fork 完全不同，fork 是复制一份原进程，而exec 函数是用exec 的第一个参数指定的程序覆盖现有进程空间（也就是说执行 exec 族函数之后，它后面的所有代码不在执行）。

要记住这六个函数之间的区别，就要搞清楚 “l” 、“v”、“p”、“e”代表的含义

“l”希望接收以逗号分隔的参数列表，列表以NULL指针作为结束标志

“v”希望接收到一个以NULL结尾的字符串数组

“p”表示在PATH中搜索执行文件,可以只给出文件名

“e”表示允许改变进程环境参数。

execlp、execvp这两个函数第一个形参是名为file表示可以只列出文件名就可以了，不用指出它的路径。

注意的地方有：

（1）参数以NULL结尾；

（2）exec函数族执行成功后不会返回，执行失败会返回 -1，设置了标准错误描述，可使用perror函数查看。

（3）可能的几种错误有，找不到文件或路径，errno为ENOENT；数组argv或envp没有以NULL结尾，errno为EFAULT；没有对执行文件的执行权限，errno为EACCESS；

参数file可以是某一个linux命令，或文件名

参数envp要改变的进程运行环境变量

参数path 是包括执行文件名的全路径名

参数arg是可执行文件的命令行参数，第一位执行文件名，相当于main函数中的argv[0];多个命令行参数用逗号分割注意最后一个参数必须为 NULL。

参数argv[]，字符串数组，用以存放参数，最后一个元素为NULL。

例如，有个加法程序，从命令行接受两个数，输出其和 。 代码如下：

//add.c

#inclue<stdio.h>

#include<string.h>

Int main**(**int argc**,**char**\*** argv**[])**

**{**

Int a**=**atoi**(**argv**[**1**]);**//字符串转整数函数atoi

Int b**=**atoi**(**argv**[**2**]);**

printf**(**“**%**d**+%**d**=%**d”**,**a**,**b**,**a**+**b**);**

Return0**;**

**}**

编译连接得到add.exe.

Gcc–oadd.exe add.c

然后在 main.exe 中调用 add.exe 程序 ,计算 3 和 4 的和。

Main.c 的源程序为 ，

//main.c

#include<stdio.h> #include<string.h>

Int main**()**

**{**

Execl**(**“**./**add**.**exe”**,**”add**.**exe”**,**”3”**,**“4”**,NULL):**

Return 0**;**

**}**

编译连接得，

Gcc–omain.exe main.c

然后运行 。

./main.exe。

在运行 main.exe 的过程中会通过 execl 启动之前的 add.exe 程序。

### 2.4 popen 函数

popen 函数类似于 system 函数，与 system 的不同之处在于它使用管道工作。popen() 函数通过创建一个管道，调用 fork 产生一个子进程。原型为：

#include <stdio.h>

FILE \*popen(const char \*command, const char\*type);

int pclose(FILE \*stream);

command 为可执行文件的全路径和执行参数；如果fork或pipe调用失败，或内存分配失败，返回NULL。

type 可选参数为”r”或”w”, 如果 type 是“r”，（command 命令执行的输出（返回文件流）作为当前进程的输入）被调用程序的输出就可以被调用程序使用，调用程序利用 popen 函数返回的 FILE\*文件流指 针，就可以通过常用的 stdio 库函数（如 fread）来读取被调用程序的输出；如果 tpye 是“w”， （即当前进程的输出作为 command 命令的输入结。调用程序就可以用 fwrite 向被 调用程序发送数据，而被调用程序可以在自己的标准输入上读取这些数据。

popen 的返回值是个标准 I/O 流，必须由 pclose 来终止。出错返回-1，设置了标准错误描述，可使用perror函数查看。

pclose 函数等待新进程的结束，而不是杀新进程。

示例：

#include<unistd.h>

#include<stdlib.h>

#include<stdio.h>

#include<string.h>

int main**()**

**{**

FILE**\***read\_fp**;**

char buffer**[**BUFSIZ**+**1**];**

int chars\_read**;**

memset**(**buffer**,** '\0'**,sizeof(**buffer**));**

read\_fp **=**popen**(**"ps-ax"**,**"r"**);**

**if(**read\_fp**!=NULL)**

**{**

chars\_read**=**fread**(**buffer**,sizeof(**char**),**BUFSIZ**,**read\_fp**);**

**while(**chars\_read**>**0**)**

**{**

buffer**[**chars\_read**-**1**]=**'\0'**;**

printf**(**"Reading:-\n%s\n"**,**buffer**);**

chars\_read**=**fread**(**buffer**,sizeof(**char**),**BUFSIZ**,** read\_fp**);**

**}**

pclose**(**read\_fp**);**

exit**(**EXIT\_SUCCESS**);**

**}**

exit**(**EXIT\_FAILURE**);**

**}**

## 3 进程控制与终止

### 3.1 进程的控制

用 fork 函数启动一个子进程时，子进程就有了它自己的生命并将独立运行。 如果父进程先于子进程退出，则子进程成为孤儿进程，此时将自动被 PID 为 1 的进程 （即 init）接管。孤儿进程退出后，它的清理工作由祖先进程 init 自动处理。但在 init 进程 清理子进程之前，它一直消耗系统的资源，所以要尽量避免。

例1：写一个孤儿进程：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

void main**()**

**{**

pid\_t pid **=**fork**();**

**if(** pid**==**0**)**

**{**

**while(**1**)** **;**

**}**

**else**

**{**

exit**(**10**);**

**}**

**}**

通过 ps–ef 就可以看到此时子进程一直在运行，并且父进程是 1 号进程。 如果子进程先退出，系统不会自动清理掉子进程的环境，而必须由父进程调用 wait 或 waitpid 函数来完成清理工作，如果父进程不做清理工作，则已经退出的子进程将成为僵尸进程(defunct),在系统中如果存在的僵尸（zombie）进程过多，将会影响系统的性能，所以必须对僵尸进程进行处理。

函数原型：

#include <sys/types.h>

#include <sys/wait.h>

pid\_t wait(int \*status);

pid\_t waitpid(pid\_t pid, int \*status,int options);

wait 和 waitpid 都将暂停父进程，等待一个已经退出的子进程，并进行清理工作；

wait 函数随机地等待一个已经退出的子进程做清理工作，并返回该子进程的 pid；NULL 表示等待所有进程

waitpid 等待指定 pid 的子进程做清理工作；如果为-1 表示等待所有子进程。

status参数是传出参数，含有两信息,存放子进程的退出状态；通常用下面的两个宏来获取状态信息： WIFEXITED(status) 如果子进程正常结束，它就取一个非0值。若异常结束则返回0。status传入的时整型值，非地址。 WEXITSTATUS(status) 如果 WIFEXITED 非零，它返回子进程的退出码 ，否则无无意义。

options 用于改变 waitpid 的行为，其中最常用的是 WNOHANG，它表示无论子进程是否退出都将立即返回，不会将调用者的执行挂起。

如果返回时子进程正常退出则返回子进程pid，如果返回时由于信号造成则返回-1，如果wapid输了WNOHANG选项，返回0，否则返回-1. 设置了标准错误描述，可使用perror函数查看。

例1：写一个僵尸进程：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

void main**()**

**{**

pid\_t pid **=**fork**();**

**if(** pid**==**0**)**

**{**

exit**(**10**);**

**}**

**else**

**{**

sleep**(**10**);**

**}**

**}**

通过用 ps–aux 快速查看发现 Z 的僵尸进程。

例2：避免僵尸进程：(wait()函数)

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

void main**()**

**{**

pid\_t pid **=**fork**();**

**if(** pid**==**0**)**

**{**

exit**(**10**);**

**}**

**else**

**{**

wait**(NULL);** //NULL 表示等待所有进程

sleep**(**10**);** //通常要将 sleep 放在 wait 的后面，要不然也会出现僵尸进程

**}**

**}**

例3：waitpid实现

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

#include <signal.h>

void SignChildPsExit**(**int iSignNo**)**

**{**

int iExitCode**;**

pid\_t pid **=**waitpid**(-**1**,NULL,**0**);**//表示等待任何进程，并阻塞。

//如换成 waitpid(-1,NULL,WNOHANG);则跟没有写waitpid效果类似，此时父进程没有阻塞

printf**(**"SignNo:%d child %dexit\n"**,**iSignNo**,**pid**);**

**if(**WIFEXITED**(**iExitCode**))**

**{**

printf**(**"Child exitedwithcode%d\n"**,** WEXITSTATUS**(**iExitCode**));**

**}**

sleep**(**10**);**

**}**

int main**()**

**{**

signal**(**SIGCHLD**,** SignChildPsExit**);**

printf**(**"Parent processid:%d\n"**,** getpid**());**

pid\_t iRet **=**fork**();**

**if(**iRet **==**0**)**

exit**(**3**);**

**}**

### 3.2 进程的终止

进程的终止有 5 种方式： 

main 函数的自然返回； 

调用 exit 函数 

调用\_exit 函数 

调用 abort 函数 

接收到能导致进程终止的信号 ctrl+c SIGINT ctrl+\ SIGQUIT

前 3 种方式为正常的终止，后 2 种为非正常终止。但是无论哪种方式，进程终止时都将 执行相同的关闭打开的文件，释放占用的内存等资源。只是后两种终止会导致程序有些代 码不会正常的执行比如对象的析构、atexit 函数的执行等。

exit 和\_exit 函数都是用来终止进程的。当程序执行到 exit 和\_exit 时，进程会无条件的停止剩下的所有操作，清除包括 PCB 在内的各种数据结构，并终止本程序的运行。但是它 们是有区别的，exit 和\_exit 的区别如图所示：![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDcRXhpZgAATU0AKgAAAAgABAE7AAIAAAAKAAAISodpAAQAAAABAAAIVJydAAEAAAAIAAAQzOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAOW7luS8n+W/lwAABZADAAIAAAAUAAAQopAEAAIAAAAUAAAQtpKRAAIAAAADNTgAAJKSAAIAAAADNTgAAOocAAcAAAgMAAAIlgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADIwMTc6MDE6MjUgMTA6Mzc6NDAAMjAxNzowMToyNSAxMDozNzo0MAAAANZeH0/XXwAA/+ELHGh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8APD94cGFja2V0IGJlZ2luPSfvu78nIGlkPSdXNU0wTXBDZWhpSHpyZVN6TlRjemtjOWQnPz4NCjx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iPjxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iLz48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOnhtcD0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLyI+PHhtcDpDcmVhdGVEYXRlPjIwMTctMDEtMjVUMTA6Mzc6NDAuNTc3PC94bXA6Q3JlYXRlRGF0ZT48L3JkZjpEZXNjcmlwdGlvbj48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOmRjPSJodHRwOi8vcHVybC5vcmcvZGMvZWxlbWVudHMvMS4xLyI+PGRjOmNyZWF0b3I+PHJkZjpTZXEgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj48cmRmOmxpPuW7luS8n+W/lzwvcmRmOmxpPjwvcmRmOlNlcT4NCgkJCTwvZGM6Y3JlYXRvcj48L3JkZjpEZXNjcmlwdGlvbj48L3JkZjpSREY+PC94OnhtcG1ldGE+DQogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9J3cnPz7/2wBDAAcFBQYFBAcGBQYIBwcIChELCgkJChUPEAwRGBUaGRgVGBcbHichGx0lHRcYIi4iJSgpKywrGiAvMy8qMicqKyr/2wBDAQcICAoJChQLCxQqHBgcKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKir/wAARCAC+AnkDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6RooooAKKKKACiiigAooooAKKKKACiiigAooooAK5PWv+SnaD/wBgfUf/AEdZV1lcnrX/ACU7Qf8AsD6j/wCjrKnHcT2NiiiitjMKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigCKS6gi/1s8afvBH8zgfOcYX6nIwPcU6GaK4gjmt5ElikUOkiMGV1IyCCOoI715P4rh83XJftHitdPtTe5+236S20XyjmMT28lurlGUoFcu45wRhjXU/DyW3k+HsQt9bg1VEjw1xZSSTmI7FJQiSSU71z93OOmFHSlcZ1EOp2FxezWdve28t1AcSwJKrPHwD8yg5HDL1/vD1qX7VB9k+1efH9n8vzPO3jZsxndu6YxzmvBNT0mz0fTLSw1m9S6aO5neDTlt9JU2cRn/eHy5wqEbVY70jwCrElE4r1iCdH+Gds9ndyRKbGNIpdOhSdl4ChVQecrf3TguOvJ60XCx1FRzzxWtvJcXMqQwxIXkkkYKqKBkkk8AAd68NaXQk8YrNqV/BZXVu8G6e8Oi20kW0KDgPF56lflCqQvyoSH+6D6p40gubnw+DZmICOVJWkeRxsAOQVCkbmzjGSApw/JUAlwsdCWCkAkAscDJ6nrS1594f8J6ZB8QdQvNP1f7TcWSo07JaWHmGWQyb45ZUgEmcKh5YMc5JOa9BoAKKKKYgooooAKKKKACiiigAooooAKKKKACiiigAooooAK5/xn/yBbP/ALDWl/8ApfBXQVz/AIz/AOQLZ/8AYa0v/wBL4KT2GtztKKKKxNAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK5PWv+SnaD/2B9R/9HWVdZWbq/hzQ/EHk/29o2n6n5G7yvttqk3l7sZ27gcZwM49BTWjAbRWf/wrjwR/0Jvh/wD8FcH/AMTR/wAK48Ef9Cb4f/8ABXB/8TVc5PKaFFZ//CuPBH/Qm+H/APwVwf8AxNH/AArjwR/0Jvh//wAFcH/xNHOHKaFFZ/8AwrjwR/0Jvh//AMFcH/xNH/CuPBH/AEJvh/8A8FcH/wATRzhymhRXPRfD/wAGnxPdQHwloRhWzhdYzpsO0MXlBIG3GSFHPsPStH/hXHgj/oTfD/8A4K4P/iaqTsJK5oUVn/8ACuPBH/Qm+H//AAVwf/E0f8K48Ef9Cb4f/wDBXB/8TU84+U0KKz/+FceCP+hN8P8A/grg/wDiaP8AhXHgj/oTfD//AIK4P/iaOcOU0KKz/wDhXHgj/oTfD/8A4K4P/iaP+FceCP8AoTfD/wD4K4P/AImjnDlNCis//hXHgj/oTfD/AP4K4P8A4mj/AIVx4I/6E3w//wCCuD/4mjnDlNCis/8A4Vx4I/6E3w//AOCuD/4mj/hXHgj/AKE3w/8A+CuD/wCJo5w5TQorP/4Vx4I/6E3w/wD+CuD/AOJo/wCFceCP+hN8P/8Agrg/+Jo5w5TQorP/AOFceCP+hN8P/wDgrg/+Jo/4Vx4I/wChN8P/APgrg/8AiaOcOU0KKz/+FceCP+hN8P8A/grg/wDiaP8AhXHgj/oTfD//AIK4P/iaOcOU0KKz/wDhXHgj/oTfD/8A4K4P/iaP+FceCP8AoTfD/wD4K4P/AImjnDlNCis//hXHgj/oTfD/AP4K4P8A4mj/AIVx4I/6E3w//wCCuD/4mjnDlNCis/8A4Vx4I/6E3w//AOCuD/4ms6++H/g2PWdLjj8JaEscryCRF02EB8ISMjbzzzVRldiasdDRWf8A8K48Ef8AQm+H/wDwVwf/ABNH/CuPBH/Qm+H/APwVwf8AxNTzj5TQorP/AOFceCP+hN8P/wDgrg/+Jo/4Vx4I/wChN8P/APgrg/8AiaOcOU0KKz/+FceCP+hN8P8A/grg/wDiaP8AhXHgj/oTfD//AIK4P/iaOcOU0KKz/wDhXHgj/oTfD/8A4K4P/iaP+FceCP8AoTfD/wD4K4P/AImjnDlNCis//hXHgj/oTfD/AP4K4P8A4mj/AIVx4I/6E3w//wCCuD/4mjnDlNCis/8A4Vx4I/6E3w//AOCuD/4mj/hXHgj/AKE3w/8A+CuD/wCJo5w5TQrn/Gf/ACBbP/sNaX/6XwVof8K48Ef9Cb4f/wDBXB/8TUlt4B8H2d1FdWfhPQ4LiFxJFLFpsKvGwOQykLkEEZBFHMHKdBRRRUFBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAZcP/I33n/XjB/6MmrUrLh/5G+8/wCvGD/0ZNWpVz3+S/ImOwUUUVBQUUUUAFFFFABRRRQBkar4s8OaDdLa65r+l6bcOgkWK8vY4XZSSAwDEHGQRn2NUv8AhY/gj/ocvD//AINIP/iqqD/kqes/9gXTv/R97W3VqN0S3Yz/APhY/gj/AKHLw/8A+DSD/wCKo/4WP4I/6HLw/wD+DSD/AOKrQoo5A5jP/wCFj+CP+hy8P/8Ag0g/+Ko/4WP4I/6HLw//AODSD/4qtCijkDmM/wD4WP4I/wChy8P/APg0g/8AiqP+Fj+CP+hy8P8A/g0g/wDiqnvNQttPVWvJfKVt2GKkjhSx5A44BP4VQ0zxZ4e1u+NnouuadqNyI2lMVpdJMVQEAk7ScDLAc+tHKHMWP+Fj+CP+hy8P/wDg0g/+Ko/4WP4I/wChy8P/APg0g/8Aiqrax4q0vQp/J1D7aXEYkb7Np9xchFJIBYxIwXJBxnGcGrOka3Z63DNJYi6UQSeVIt1Zy2zq20NjbKqnowOcY5o5Q5g/4WP4I/6HLw//AODSD/4qj/hY/gj/AKHLw/8A+DSD/wCKqK+8UaFpas2qaxY2AWUwk3dwsOHAB2/MRztIYDuCCOCDV6zvLfULGC8sZkntriNZIpYzlXUjIIPoRRyhzFb/AIWP4I/6HLw//wCDSD/4quR8R+OdNm8VaZJpHjzw6tkWO5jf2x+zHbhjy3OR09/wrsJNY06LJkvIlRYWnaUtiNY1OGYv90YPqfX0q47rHGzucKoJJ9BWlN8jutSJe8rFAfEbwQAB/wAJn4fPudUg5/8AHqX/AIWP4I/6HLw//wCDSD/4qpLfVLS5a0WF33XlubmENEykxjZknIG0/vF4ODz04OI9V17SNCjjk1vVbLTklJWNry4SIOR1ALEZrPlL5g/4WP4I/wChy8P/APg0g/8AiqP+Fj+CP+hy8P8A/g0g/wDiqr6f4t8PatqAsdL1zT7y72sxt7e5R5FA65UHIxnvU2q+I9E0Jol1zWNP01pgTGLy6SEuB1xuIzjI/OjlDmHf8LH8Ef8AQ5eH/wDwaQf/ABVH/Cx/BH/Q5eH/APwaQf8AxVP0vWNN1u1a50a/tr+3VyhmtZVkTcACRuUkdxVe+8S6Rpt01ve3qRTKrMUKsSAoUnoPRgfpn0ODlDmJf+Fj+CP+hy8P/wDg0g/+Ko/4WP4I/wChy8P/APg0g/8AiquxSCaFJEDBXUMA6lSAfUHkH2PNPo5A5jP/AOFj+CP+hy8P/wDg0g/+Ko/4WP4I/wChy8P/APg0g/8Aiq0KKOQOYz/+Fj+CP+hy8P8A/g0g/wDiqP8AhY/gj/ocvD//AINIP/iq0KKOQOYp23j7wfeXUVrZ+LNDnuJnEcUUWpQs8jE4CqA2SSTgAV0FcX4z/wCQLZ/9hrS//S+Cu0qWrDTuFFFFIYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAGXD/AMjfef8AXjB/6MmrUrLh/wCRvvP+vGD/ANGTVqVc9/kvyJjsFFFFQUFFFFABRRRQAUUUUAcgP+Sp6z/2BdO/9H3tbdc/qq6vp3j6+1K08PX+q2l3plpAslnNbLseKW5ZgwllQ9JUwQCOvpT/AO3Nb/6EbXv/AAIsP/kqtItWIadzdorC/tzW/wDoRte/8CLD/wCSqP7c1v8A6EbXv/Aiw/8Akqq5kKzN2isL+3Nb/wChG17/AMCLD/5Ko/tzW/8AoRte/wDAiw/+SqOZBZlTxpYXs8VncaXBd3E3mPbyRRXbxxeXJE6bnjB2vhihGVODg5UZYZvhDSNV0nxZdw6vPLdFYZPKmCP5ZiLJsyRFHEJCFbKoCcKMk8Vu/wBua3/0I2vf+BFh/wDJVH9ua3/0I2vf+BFh/wDJVK6HZnPeNvCuq+I9Qup9LvHtFjt4rfYTcr57bmbjyp4gQA45YOM7sbcHOn4BsLnT9P1OO7nnuC2oMVmnhuYzIBFGuQLiSSQjKkAliDjI4xV7+3Nb/wChG17/AMCLD/5Ko/tzW/8AoRte/wDAiw/+SqLoNTitdi1zT715NNGv6aZLmV4rhg+oGONlRSAoS5wNyFxHhMh1AZcOF7bwdIW8KWUbfaMwJ5X+kwSQthTgfLJHG2MYAJX8T1Kf25rf/Qja9/4EWH/yVR/bmt/9CNr3/gRYf/JVF0Fmef3CXcVrJI994nDpZPE9jBoTND5+dxhU/Zi5jLAjeHPs/NekeICv/CPXEdx57pKqxSi1t3ld1YhWCqoJGQSM9FzknAzVf+3Nb/6EbXv/AAIsP/kqo38SapHNHFL4L1xJZSREhmsTvIGTjFzgcc84oVhM5LTNJsNG1WxW60XUtEnjeeQpo9lMIJHkeLYf9GDRlAsW0rLg8ZK4Iaul8dWutXmlwxeHkvpLhZBKUt57eGN9hV9jvIrMpO0hSi/eI3ELki5/bmt/9CNr3/gRYf8AyVR/bmt/9CNr3/gRYf8AyVRdD1POvh34e8R6T48a/wBT8FTaZBcRujXX27T5PLBAPzeTCkj5KjnceTkgnJrp/iAusz3cNro8N1J51rIAYo5nUPnoQrJH93dzI4HGArlgtb39ua3/ANCNr3/gRYf/ACVR/bmt/wDQja9/4EWH/wAlUXQamZ4HaY3eoqZtSnt0jiWOa/tbq38xt8rEiOcDDYZQ2wBTgYCjCryGvaPet46mu57G4v7GS6aLz7fQ5BJCGXPl7hKBIpZEy5jZOSSykCvQv7c1v/oRte/8CLD/AOSqP7c1v/oRte/8CLD/AOSqLoNSDwRptrpOiS2ltpEWkzLcyPcwQ23lR+YzbvkYACRQpUBh2ABwQVHSVhf25rf/AEI2vf8AgRYf/JVH9ua3/wBCNr3/AIEWH/yVRdCszdorC/tzW/8AoRte/wDAiw/+SqP7c1v/AKEbXv8AwIsP/kqnzILM3aKwv7c1v/oRte/8CLD/AOSqP7c1v/oRte/8CLD/AOSqOZBZjPGf/IFs/wDsNaX/AOl8FdpXn+ry69rkNlZR+D9WtANTsZ3nuLiy2RpFdRSuTsuGY/Kh4AJzXoFZyd2WgoooqRhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRXJ6b8RdI1nXtV0bSo5ru/wBNSVzDFNAWn8t/LcKPMyhD4H7wIDkEEjmltvHKah4V1XWrXSdRt4dPtzL/AKRHCWZwhZ49glBDxkbXVimGBUHIOADq6K5O58cCxvtUt7nSrtotN0mHUWu0aMJN5nmBY1TeWBJjYDPGQckDaWvyanqem3mkx6slpImoSG3ka23L5ExV3X7x+dCF2ZwDuwcYYhACzD/yN95/14wf+jJq1Ky4f+RvvP8Arxg/9GTVqVc9/kvyJjsFFFFQUFFFFAGXqXiTS9I1C1sr+d45rplVNsEjqu5gi72VSsYZiFBcgMcgZINQ2/i7SLrXJNIge7a+imaGSP7BOAjKoYksU2hcMuHztORgnIqp4g8C6V4i1+w1i8+S7scBW+zW8wdQ24A+dE5TBzyhVvmPPAxIPCKjxINcGs6mLrzmZl3RbHiIUC3I8v8A1SlSwA+bczHcSaAGSeN9OgaMTx3Lefqb6bF9mtJ5D5ig53jywV6HnkY5BIziSTxO/wDZ+o6lbae1xp1hK0bSpL+8lEZYTMiY5CFcAZBYq+BwpeJfBUKgn+19SMn9qnVEkPkZjkIKlB+7xsKsRyC3P3s800eH9TttH1PRrGa1Wzu5pGgnct5kCTMzTKVxhirMxQ5AwwBHyZcA6WORJokkiYMjqGVh0IPQ06sS98S+GfC/kabq2vaXpbpCpigvL2OJzGPlBAYgkfKRn2NVv+Fj+CP+hy8P/wDg0g/+KoA6Siub/wCFj+CP+hy8P/8Ag0g/+Ko/4WP4I/6HLw//AODSD/4qgDpKK5v/AIWP4I/6HLw//wCDSD/4qj/hY/gj/ocvD/8A4NIP/iqAOkorm/8AhY/gj/ocvD//AINIP/iqP+Fj+CP+hy8P/wDg0g/+KoA6Siub/wCFj+CP+hy8P/8Ag0g/+Ko/4WP4I/6HLw//AODSD/4qgDpKK5v/AIWP4I/6HLw//wCDSD/4qj/hY/gj/ocvD/8A4NIP/iqAOkrL1H/kPaP/ANdJf/RZrP8A+Fj+CP8AocvD/wD4NIP/AIquP8R/EHT28V6YdH8Y+Gnsyx/etfQt9nOMMW+fpjp78VrSjzSte2j/ACM6jsj1SiuaHxG8EADPjPw+T6/2pBz/AOPUv/Cx/BH/AEOXh/8A8GkH/wAVWRodJRXN/wDCx/BH/Q5eH/8AwaQf/FUf8LH8Ef8AQ5eH/wDwaQf/ABVAHSUVzf8AwsfwR/0OXh//AMGkH/xVH/Cx/BH/AEOXh/8A8GkH/wAVQB0lFc3/AMLH8Ef9Dl4f/wDBpB/8VR/wsfwR/wBDl4f/APBpB/8AFUAdJRXN/wDCx/BH/Q5eH/8AwaQf/FUf8LH8Ef8AQ5eH/wDwaQf/ABVAHSUVzf8AwsfwR/0OXh//AMGkH/xVH/Cx/BH/AEOXh/8A8GkH/wAVQB0lFc/bePvB95dRWtn4s0Oe4mcRxRRalCzyMTgKoDZJJOABXQUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFYq2vigat5j6xpB0/wA4n7ONJlE3l54XzftGN2ON2zGedvatqigDIi8Mabb3F9Nbm9hN8sizJHqFwsYLnLsiB9sbkknegVsknOSaqweBPD9rZX1na2k8NtqFtHa3EMd7OqNHHGsSgAPhTsVVyuCQOSa6GigDDm8HaLOsokhuGM2mrpchN3Kd9uu7aGy2GYb2Ic5cbjzyafHol1NdabLqupfbBp250CwCPzpSGQSPg4JCMRgALuJbH3QuzRQBlw/8jfef9eMH/oyatSsuH/kb7z/rxg/9GTVqVc9/kvyJjsFFFFQUFFFFABRRRQAUUUUAcgP+Sp6z/wBgXTv/AEfe1t1iD/kqes/9gXTv/R97W3WsdiHuFFFFUSFFFFABRRRQAhOASe3oM1gXHjvwrZzJDe+IdNtpnQP5c9ysbIpAILhiCmQR97HUDrWpqyPLo94kdut07QuFgaVoxIcfd3KCVz6gEjtXini7wf4tv9bh1LTNQ8WWkKW8Mjw2MpeMTOP3mN9wrpy2DsjbAyeTkUmNHtl/qunaVYm91O/tbO0GM3FxMscfPT5iQOazYPG/ha7u4rW18R6VPczMqxQRXkbyOW6YUHJznOcdOenNHiewvJ/Cc2naO16J5IxAjwSRM4BG3LtPuyv948vjOMmvLNN8O+L1+IlnrWoeBbkBbhfOuzqmmyvjhfM3+QsrAKOm4E9MgZFDYHsd3rOl2F9bWV9qVpbXd2cW8E06pJMc4wik5br2qS61Czsbeae9u4LaG3UPNJNKEWNfViTgD3NY+tx3z+K/D8trplxdW0EspuJ43iCwhoygJDOGPJz8oPA/CqfiHRr+8h0vUILT7VNZaquoTWBkVTMgR0VRk7N6AowyQu5PvDrQB0en6lY6vZLeaVe299auSFntpVkRiDg4ZSRwayr/AMb+HdNwl5qSLO24papG73EiqzKWSFQZHXKN8yqVwpOcc1U0TT9QN94g1e5sJNO/tQR+VYmRDKDHGVMjmN9oduBw/wB1EywPA8nv/DPiSeGOys7rxHo1xaAmZRpLywzx4wDlZZhIVCgEGUkqkSpGSgpNge6vq9hDo6apc3UdtYtGknn3P7oKrY2lt2NvUcHGKlN7AL2K08zM0sckiAKSCqMqtz0BBdRgnPX0OMdZr2w8BRPpJu9SuobVBG+oI6TyYwCzqUDFwMnaVBYjBxnI5O4+GaN4ztX8jR5bRhLO1xLou+4GJYSFacyYMmMhWK8ANwaYHplFFFMQUUUUAFFFFABRRRQBz/jP/kC2f/Ya0v8A9L4K7SuL8Z/8gWz/AOw1pf8A6XwV2lZy3LjsFFFFQUFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQBlw/8jfef9eMH/oyatSsuH/kb7z/AK8YP/Rk1alXPf5L8iY7BRRRUFBRRRQAUUUUAFFFFAHF6qur6d4+vtStPD1/qtpd6ZaQLJZzWy7HiluWYMJZUPSVMEAjr6U/+3Nb/wChG17/AMCLD/5KrsaKpSaFZHHf25rf/Qja9/4EWH/yVR/bmt/9CNr3/gRYf/JVdjRRzMOVHHf25rf/AEI2vf8AgRYf/JVH9ua3/wBCNr3/AIEWH/yVXY0UczDlRx39ua3/ANCNr3/gRYf/ACVR/bmt/wDQja9/4EWH/wAlV2NFHMw5Ucd/bmt/9CNr3/gRYf8AyVR/bmt/9CNr3/gRYf8AyVXY0UczDlRx39ua3/0I2vf+BFh/8lUf25rf/Qja9/4EWH/yVXY0UczDlRx39ua3/wBCNr3/AIEWH/yVUb+JNVimjil8Fa4skxIjQzWJ3kDJ6XOBxzziu1rL1H/kPaP/ANdJf/RZqottkyVkYX9ua3/0I2vf+BFh/wDJVH9ua3/0I2vf+BFh/wDJVdjRU8zK5Ucd/bmt/wDQja9/4EWH/wAlUf25rf8A0I2vf+BFh/8AJVdjRRzMOVHHf25rf/Qja9/4EWH/AMlUf25rf/Qja9/4EWH/AMlV2NFHMw5Ucd/bmt/9CNr3/gRYf/JVH9ua3/0I2vf+BFh/8lV2NFHMw5Ucd/bmt/8AQja9/wCBFh/8lUf25rf/AEI2vf8AgRYf/JVdjRRzMOVHHf25rf8A0I2vf+BFh/8AJVH9ua3/ANCNr3/gRYf/ACVXY0UczDlR5/q8uva5DZWUfg/VrQDU7Gd57i4stkaRXUUrk7LhmPyoeACc16BRRSbuGwUUUUhhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAVj614p0vw/dWttqLXbT3SSSQxWlhPdMyoUDsREjEAGRBk4+8K2K5PWv+SnaD/2B9R/9HWVNasCX/hYOif8APvr3/hO3/wD8Zo/4WDon/Pvr3/hO3/8A8ZrToq+QjmMz/hYOif8APvr3/hO3/wD8Zo/4WDon/Pvr3/hO3/8A8ZrToo5A5jM/4WDon/Pvr3/hO3//AMZo/wCFg6J/z769/wCE7f8A/wAZrToo5A5jz+01qCDx1PqMt74mfTdgZIjoeokscnEZ/c/dUkn8QPWut/4WDon/AD769/4Tt/8A/Ga06Kubc2myYpR2Mz/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmtOio5CuYzP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGa06KOQOYzP+Fg6J/wA++vf+E7f/APxmj/hYOif8++vf+E7f/wDxmtOijkDmMz/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmtOsW78Y+HNOZV1PXLCwZt21b24WAttYqcByM4IIP4eoo5UPmJ/wDhYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmrMepWc2kJqkM6yWTwC4SZckNGV3Bh6jHNYkXj3Q5blIAurI7vGg8zRLxFBdtqZZogFBPAJIFHKg5maX/CwdE/599e/wDCdv8A/wCM0f8ACwdE/wCffXv/AAnb/wD+M1p0UcguYzP+Fg6J/wA++vf+E7f/APxmj/hYOif8++vf+E7f/wDxmrwuIWumtlmjM6IJGiDDcqkkBiOuCVYA+x9Ko6r4i0bQmjXWNVs7KSYEwxTzKrzY6hFJy55AwATkijlQ+YP+Fg6J/wA++vf+E7f/APxmj/hYOif8++vf+E7f/wDxmpdL1e21i3ea0jvI1RtpF3ZTWzZxnhZVUkc9QMVU1nxboPh6GeXW9Tgso7fbveYkAsQWCL/efAzsXLAEHGGGTlQcxN/wsHRP+ffXv/Cdv/8A4zR/wsHRP+ffXv8Awnb/AP8AjNWNO1TT9Ysxd6RfW1/bElRNazLKhI6jcpIqhd+MfDmnMq6nrlhYM27at7cLAW2sVOA5GcEEH8PUUcqDmJ/+Fg6J/wA++vf+E7f/APxmj/hYOif8++vf+E7f/wDxmp11SyfRRq0dwr2DW/2lZ1BIaLbu3DHJGOax4vHeiS3S24TVkkaRIv3uiXkaqzsFTczRALkkDJIFHKg5maP/AAsHRP8An317/wAJ2/8A/jNcn4h1uDUvE2n3lhe+Jra0Vj9oRdC1AGPjqn7njcOD+dd/RVwbpu6IklJWZmD4gaIAALfXuPXw9qH/AMZo/wCFg6J/z769/wCE7f8A/wAZrToqOUrmMz/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmtOijkDmMz/hYOif8APvr3/hO3/wD8Zo/4WDon/Pvr3/hO3/8A8ZrToo5A5jM/4WDon/Pvr3/hO3//AMZo/wCFg6J/z769/wCE7f8A/wAZrToo5A5jM/4WDon/AD769/4Tt/8A/GaP+Fg6J/z769/4Tt//APGa06KOQOYzP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGa06KOQOYzP+Fg6J/wA++vf+E7f/APxmlX4g6C08ETjVoDPNHAj3GiXsKb5HCIC7xBVyzAZJAya0q5/xn/yBbP8A7DWl/wDpfBScR8x2lFFFQUFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXJ61/wAlO0H/ALA+o/8Ao6yrrK4zxXdf2Z460PUJrPUJ7VdNv4HksrCe62O8toyhhEjFciN8E8fKaa3E9jforn/+Ez07/nx8Qf8AhO3/AP8AGaP+Ez07/nx8Qf8AhO3/AP8AGa1uiLM6Ciuf/wCEz07/AJ8fEH/hO3//AMZo/wCEz07/AJ8fEH/hO3//AMZougszoKK5/wD4TPTv+fHxB/4Tt/8A/GaP+Ez07/nx8Qf+E7f/APxmi6CzOgorn/8AhM9O/wCfHxB/4Tt//wDGaP8AhM9O/wCfHxB/4Tt//wDGaLoLM6Ciuf8A+Ez07/nx8Qf+E7f/APxmj/hM9O/58fEH/hO3/wD8ZougszoKK5//AITPTv8Anx8Qf+E7f/8Axmj/AITPTv8Anx8Qf+E7f/8Axmi6CzOgorn/APhM9O/58fEH/hO3/wD8Zo/4TPTv+fHxB/4Tt/8A/GaLoLM3nUOjI2QGGDtJB/McivLr7w/4hKTSQteW1tp9y0LGe5luJri186SQOrqkkzOFZNoRwfVgw2r2f/CZ6d/z4+IP/Cdv/wD4zR/wmenf8+PiD/wnb/8A+M0tA1HGGc+AEtkhk+0yaesCxshyHZAoDDqACec9BknpXBv4J1nSfEVrLNq1zdwm9sQqxpqUokCTbm3E3booVRndIpXsAD17r/hM9O/58fEH/hO3/wD8Zo/4TPTv+fHxB/4Tt/8A/GaNB6lL4hafr2o6PbReHZLhSJibhbRykpXYwBUieDoxBx5g+jdKzde03xBLqNld29nrN4I7SFL+O31QWq3J8xC3lxiYLHIu0sTnDKSgJ3b03/8AhM9O/wCfHxB/4Tt//wDGaP8AhM9O/wCfHxB/4Tt//wDGaNA1MTxPpGtatL4rtILTUTaXukQJabb8Ij3CNKXVAJQU3BolPCq2xg3HWt43XULnTbGDSbXU4W0+ESy747qR42YKqL5kEm+R/vqxjYkclpFUlZek/wCEz07/AJ8fEH/hO3//AMZpreN9KQqJLTXULnagbw/fgscZwP3PJwCcegNGghngzS7/AEW0u7HUIzgS+asyqgSVmGWKkMZG5AJMu59xbMknDVyl1o+sXHji9tPL1SzhvbgTQXsVmjIiLIhZfNaaVVUjL7WijLMqA5Vdldh/wmenf8+PiD/wnb//AOM0f8Jnp3/Pj4g/8J2//wDjNGg9Q8HyG58LQpONSEyrsna/jlilMhUF8FwGK5JAbpxwcAVxl94f8QlJpIWvLa20+5aFjPcy3E1xa+dJIHV1SSZnCsm0I4PqwYbV7P8A4TPTv+fHxB/4Tt//APGaP+Ez07/nx8Qf+E7f/wDxmjQNRZLeaT4erZrFIJ5tOW3EZQ5V3QINw6gAnn0AJPSuH/4QvWtL8RW09zq1xeRtf2mFiTUpFkCSKzFi13IiqoGcyAr2GDXb/wDCZ6d/z4+IP/Cdv/8A4zR/wmenf8+PiD/wnb//AOM0aBqdBRXP/wDCZ6d/z4+IP/Cdv/8A4zR/wmenf8+PiD/wnb//AOM07oVmdBRXP/8ACZ6d/wA+PiD/AMJ2/wD/AIzR/wAJnp3/AD4+IP8Awnb/AP8AjNF0FmdBRXP/APCZ6d/z4+IP/Cdv/wD4zR/wmenf8+PiD/wnb/8A+M0XQWZ0FFc//wAJnp3/AD4+IP8Awnb/AP8AjNH/AAmenf8APj4g/wDCdv8A/wCM0XQWZ0FFc/8A8Jnp3/Pj4g/8J2//APjNH/CZ6d/z4+IP/Cdv/wD4zRdBZnQUVz//AAmenf8APj4g/wDCdv8A/wCM0f8ACZ6d/wA+PiD/AMJ2/wD/AIzRdBZnQUVz/wDwmenf8+PiD/wnb/8A+M0f8Jnp3/Pj4g/8J2//APjNF0FmdBXP+M/+QLZ/9hrS/wD0vgo/4TPTv+fHxB/4Tt//APGazNd12HW7awsdO07XGnbVtOk/e6HeRIqpeQu7M7xBVAVWJJI6Um1YaTuej0UUVkWFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRWPrXinS/D91a22otdtPdJJJDFaWE90zKhQOxESMQAZEGTj7woA2KK5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6K5j/hYOif8++vf+E7f/8Axmj/AIWDon/Pvr3/AITt/wD/ABmgDp6y9Y/4/tG/6/j/AOiJazP+Fg6J/wA++vf+E7f/APxmuU8VeKbi/wBW06bQrjXYbeOQGVW8OXn7k4K+YMwZbhiNvP8AUbUo3lZu25nUdo6K56lRXLR+P9FSNVMOvuVABZvDt/k+5xBTv+Fg6J/z769/4Tt//wDGaysaHT0VzH/CwdE/599e/wDCdv8A/wCM0f8ACwdE/wCffXv/AAnb/wD+M0gOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaP8AhYOif8++vf8AhO3/AP8AGaAOnormP+Fg6J/z769/4Tt//wDGaVfiDoLTwRONWgM80cCPcaJewpvkcIgLvEFXLMBkkDJoA6aiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK5PWv8Akp2g/wDYH1H/ANHWVdZXJ61/yU7Qf+wPqP8A6OsqcdxPY2KKKK2MwooooAKKKKACiiigAooooAKKKKACiiigAooooAqXep2di0i3U6o8du9yUwSzRpjeyqOWxlc4zjcvqMy291FdK7QMWCOY2ypXDDqOa4P4gaD/AGxPMoh1d7Z7Yx3RhQXUKklSji2lDqxUIxJij35ZQDycP+Gek6ZpEmpppceoxmaTLi80JbAMoZthDLbxbuGPBzjsF5yr6jOiu/Gnhyxu7i3u9Wt4ja4FzKSfKt2LBQskuNiMSfusQcc4xzWjperafrdkLzSLyG9tSzIs8Dh0Yg4OGHB57ivNfFHh65ttb1PUY11uaa6CC2to729aPcXl58yJJTGBtVwBsVfM2kgV1vgRpT4VdLuG7gdJXDxzm4Z1OATh5Yo5HySTuIbkkBjjgA0NQ8XaDpCxPq2qQWEc1w9tHJdExI0iAlhubAwNpGc4zxnPFbCsHUMhDKRkEHIIryC28L+IIreA/YLmOFblCZIrFRL5QJxu330jGEKxHlBdxCqpXAwfU3mvbLR/MngOp3kaDfHZIsXmt32LJJhfXBf8aEBMt5C9/JZKzGeKJJXXYcBWLBTuxjqjcZzx7ii5u4LONXupBEjyLGGbpuY4UE9skgc9yB3rzuws9TSaxkv/AAh4nDWen2tsotNXghDPGXLFgl2odfmGN2e/Azz1niy2uLmytRZWupXEsdyk2LC8+znahDMGPmIGDKCoUkjLAnABYAFqx8UaBqeoPYabrmm3l4md9tb3ccki4ODlQcjB61dur62sjELmURmViqcE5wCSeOgABJJ4FeaeEHnXxLA1/BrUY82QRrLNrc6DcTsLGeNYgFX5SGBBLbgy42nrvEegnV9a0h5izWiyvHMkMe18GKRgxmHzKA6xsu0qQ4U5yFwAaWleI9E115F0TV7HUTEAX+yXKS7c+u0mtOuX8HaXbxLcalBJrRWWR44U1S8vGIiyP+WNw2VOVOCVBx3weeooAKKKKYgooooAKKKKACiiigAooooAKKKKACiiigArn/Gf/IFs/wDsNaX/AOl8FdBXP+M/+QLZ/wDYa0v/ANL4KT2GtztKKKKxNAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiudPjbTh4fv9Y8m6+z2F/Jp8q7F3mRJ/IJA3Y27uckg47Z4roqACiq6Xsb6lNYgN5sMMczEj5SHLgY9/wB2f0qxQAVxniu6/szx1oeoTWeoT2q6bfwPJZWE91sd5bRlDCJGK5Eb4J4+U12dFGwHF/8ACZ6d/wA+PiD/AMJ2/wD/AIzR/wAJnp3/AD4+IP8Awnb/AP8AjNdpRV8zJ5UcX/wmenf8+PiD/wAJ2/8A/jNH/CZ6d/z4+IP/AAnb/wD+M12lFHMw5UcX/wAJnp3/AD4+IP8Awnb/AP8AjNH/AAmenf8APj4g/wDCdv8A/wCM10Wsa5baI2ni6SV/7QvUsovLAO13BILZI4+U9Mn2p1prNvea5qOlRJKJ9PSJ5WYDawkDFdpzn+E5yBRzMOVHN/8ACZ6d/wA+PiD/AMJ2/wD/AIzR/wAJnp3/AD4+IP8Awnb/AP8AjNdNe6vBY6pp1hMkhl1GR44ioG1SiFzu59FPTPNPtdShu7++tI1cSWTqkhYDBLIHGOfRh6UczDlRy3/CZ6d/z4+IP/Cdv/8A4zR/wmenf8+PiD/wnb//AOM11j3saalDYkN5s0MkykD5QEKA59/3g/WoJ9Yt7fxDZaO6SG4vbee4jYAbAsTRKwJznJMy44PQ9O5zMOVHNf8ACZ6d/wA+PiD/AMJ2/wD/AIzR/wAJnp3/AD4+IP8Awnb/AP8AjNdjNKsEEkrglY1LEDrgDNU9B1i38Q+HtP1iySRLe/t0uIllADqrqGAIBIzg9iaOZhyo5r/hM9O/58fEH/hO3/8A8Zo/4TPTv+fHxB/4Tt//APGa7SopZ1hkgRgSZnKLjsdpbn8FNHMw5Uch/wAJnp3/AD4+IP8Awnb/AP8AjNH/AAmenf8APj4g/wDCdv8A/wCM12lUr3VILC2tpplkZbmeKBAoGQ0jBQTz0yeaOZhyo5j/AITPTv8Anx8Qf+E7f/8Axmj/AITPTv8Anx8Qf+E7f/8Axmuq1O/i0rSbzUbhXaG0geeRYwCxVVLEDOOcCnafex6jpttfQBliuYUmQOMMAwBGcd+aOZhyo5P/AITPTv8Anx8Qf+E7f/8Axmj/AITPTv8Anx8Qf+E7f/8Axmu0ppcCQJ3IJ/LH+NHMw5Ucb/wmenf8+PiD/wAJ2/8A/jNH/CZ6d/z4+IP/AAnb/wD+M12lFHMw5UcX/wAJnp3/AD4+IP8Awnb/AP8AjNH/AAmenf8APj4g/wDCdv8A/wCM12lFHMw5UcX/AMJnp3/Pj4g/8J2//wDjNH/CZ6d/z4+IP/Cdv/8A4zXaUUczDlRxf/CZ6d/z4+IP/Cdv/wD4zR/wmenf8+PiD/wnb/8A+M10Wsa5baI2ni6SV/7QvUsovLAO13BILZI4+U9Mn2p1prNvea5qOlRJKJ9PSJ5WYDawkDFdpzn+E5yBRzMOVHN/8Jnp3/Pj4g/8J2//APjNH/CZ6d/z4+IP/Cdv/wD4zXVanfxaVpN5qNwrtDaQPPIsYBYqqliBnHOBTtPvY9R022voAyxXMKTIHGGAYAjOO/NHMw5Ucn/wmenf8+PiD/wnb/8A+M0f8Jnp3/Pj4g/8J2//APjNdpRRzMOVHF/8Jnp3/Pj4g/8ACdv/AP4zR/wmenf8+PiD/wAJ2/8A/jNdpVfT72PUdNtr6AMsVzCkyBxhgGAIzjvzRzMOVHJ/8Jnp3/Pj4g/8J2//APjNH/CZ6d/z4+IP/Cdv/wD4zXV6jfxaZZNdTq7IrIpCAE5Zgo6+5qzRzMOVHF/8Jnp3/Pj4g/8ACdv/AP4zR/wmenf8+PiD/wAJ2/8A/jNdRe6lDY3en28yyM+oXBt4ioGFYRSS5bnptiYcZ5I+oSDVILjWrzTEWQTWcUUsjEDaRJv245zn5Dnj0o5mHKjmP+Ez07/nx8Qf+E7f/wDxmj/hM9O/58fEH/hO3/8A8Zrr7mdbW0muJASkSM7BepAGeKg0jUoda0Sx1S1WRIL63juI1kADBXUMAQCRnB9TRzMOVHL/APCZ6d/z4+IP/Cdv/wD4zR/wmenf8+PiD/wnb/8A+M10Fxr9rb+KrLQHjmN1eWst1G4UeWFjZFYE5znMgxx60aR4gtdavdWtrWOZH0q8+xzmRQAz+Wj5XBORhx1xznijmYcqOf8A+Ez07/nx8Qf+E7f/APxmszXddh1u2sLHTtO1xp21bTpP3uh3kSKqXkLuzO8QVQFViSSOlej1n6BrVv4i8P2Wr2SSx295EJY1mADgH1AJGfxpczHymhRUN5dJY2M93KGMcEbSMFHJCjJx78VJG4kjV16MARmpGOorO1PW7bStQ0q0uElaTVLo2sJQAhWETy5bJGBtjbpnkj60llrltfa9qekwpKLjTRCZmYDa3mKWXac5PAOcgUAaVFUb3V4LHVNOsJkkMuoyPHEVA2qUQud3Pop6Z5p9rqUN3f31pGriSydUkLAYJZA4xz6MPSgC3RVSfUoYNWtNPdXMt0kjowA2gJtznn/bGPxq3QAUUU13CKCfUDj3OKAHUVnSa1bxeJrfQmSX7VcWct4jgDYEjeNGBOc5zKuOOx59VstZt7/WNT02FJVm0140mZgNrF0Djbzk8HnIHNAGhRRRQAUUVm65rttoFvazXiSut1ewWSCIAkPNII1JyRwCwz3x2NAGlRRRQAUVXsr2O/t2mhDKqzSwkMOcxuyH8Mqce1WKAP/Z)

exit 函数和\_exit 函数的最大区别在于 exit 函数在退出之前会检查文件的打开情况，把文件缓冲区中的内容写回文件，就是图中的“清理 I/O 缓冲”。

由于 linux 的标准函数库中，有一种被称作“缓冲 I/O”操作，其特征就是对应每一个 打开的文件，在内存中都有一片缓冲区。每次读文件时，会连续读出若干条记录，这样在 下次读文件时就可以直接从内存的缓冲区中读取；同样，每次写文件的时候，也仅仅是写 入内存中的缓冲区，等满足一定的条件（如达到一定数量或遇到特定字符等），再将缓冲 区中的内容一次性写入文件。这种技术大大增加了文件读写的速度，但也为编程带来了麻 烦。比如有一些数据，认为已经写入文件，实际上因为没有满足特定的条件，它们还只是 保存在缓冲区内，这时用\_exit 函数直接将进程关闭，缓冲区中的数据就会丢失。因此，如 想保证数据的完整性，建议使用 exit 函数。

exit用于结束正在运行的整个程序，它将参数返回给OS，把控制权交给操作系统；而return 是退出当前函数，返回函数值，把控制权交给调用函数。

exit是系统调用级别，它表示一个进程的结束；而return 是语言级别的，它表示调用堆栈的返回。

在main函数结束时，会隐式地调用exit函数，所以一般程序执行到main()结尾时，则结束主进程。exit将删除进程使用的内存空间，同时把错误信息返回给父进程。

在C++中类的成员函数中调用exit函数，将不会执行析构函数。

exit 和\_exit 函数的原型：

#include<stdlib.h> //exit 的头文件

#include<unistd.h> //\_exit 的头文件

void exit(int status);

void \_exit(int status);

status是一个整型的参数，可以利用这个参数传递进程结束时的状态。一般来说，0 表 示正常结束；其他的数值表示出现了错误，进程非正常结束。

Example1：exit 的举例如下：

#include <stdio.h>

#include <stdlib.h>

int main**()**

**{**

printf**(**"Using exit...\n"**);**

printf**(**"This is the content in buffer"**);**

exit**(**0**);**

**}**

可以发现，调用 exit 函数，缓冲区中的记录也能正常输出。

Example2：\_exit 的举例如下：

#include <stdio.h>

#include <unistd.h>

int main**()**

**{**

printf**(**"Using \_exit...\n"**);**

printf**(**"This is the content in buffer"**);**

\_exit**(**0**);**

**}**

可以发现，最后的输出结果没有 This is the content inbuffer，说明\_exit 函数无法输出缓 冲区中的记录。

## 4 进程间打开文件的继承

### 4.1 用 fork 继承打开的文件

fork 以后的子进程自动继承了父进程的打开的文件，继承以后，父进程关闭打开的文件不会对子进 程造成影响。

示例：

#include <stdio.h>

#include <fcntl.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/stat.h>

int main**()** //这是一个孤儿进程

**{**

char szBuf**[**32**]** **={**'\0'**};**

int iFile **=**open**(**"./a.txt"**,**O\_RDONLY**);**

**if(**fork**()>**0**)**

**{**//parent process

close**(**iFile**);**

return0**;**

**}** //child process

sleep**(**3**);** //wait forparent processclosing fd

**if(**read**(**iFile**,** szBuf**,** **sizeof(**szBuf**)-**1**)<**1**)**

**{**

perror**(**"readfail"**);**

**}**

**else**

**{**

printf**(**"string:%s\n"**,**szBuf**);**

**}**

close**(**iFile**);**

return0**;**

**}**

### 4.2 守护进程

Daemon 运行在后台也称作“后台服务进程”。 它是没有控制终端与之相连的进程。它独 立与控制终端、会话周期的执行某种任务。那么为什么守护进程要脱离终端后台运行呢？ 守护进程脱离终端是为了避免进程在执行过程中的信息在任何终端上显示并且进程也不会被任何终端所产生的任何终端信息所打断。那么为什么要引入守护进程呢？由于在linux中， 每一个系统与用户进行交流的界面称为终端，每一个从此终端开始运行的进程都会依赖这个终端，这个终端就称为这些进程的控制终端。当控制终端被关闭时，相应的进程都会自动关闭。但是守护进程却能突破这种限制，它被执行开始运转，直到整个系统关闭时才退 出。几乎所有的服务器程序如 Apache 和 wu-FTP，都用 daemon 进程的形式实现。很多 Linux 下常见的命令如 inetd 和 ftpd，末尾的字母d通常就是指 daemon。

守护进程的特性：

1> 守护进程最重要的特性是后台运行。

2> 其次，守护进程必须与其运行前的环境隔离开来。这些环境包括未关闭的文件描述符、控制终端、会话和进程组、工作目录、已经文件创建掩码等。这些环境通常是守护进程从父进程那里继承下来的。

3> 守护进程的启动方式

daemon 进程的编程规则

①创建子进程，父进程退出

调用 fork 产生一个子进程，同时父进程退出。我们所有后续工作都在子进程中完成。 这样做我们可以交出控制台的控制权,并为子进程作为进程组长作准备;由于父进程已经先 于子进程退出，会造成子进程没有父进程，变成一个孤儿进程（orphan）。每当系统发现一个孤儿进程，就会自动由 1 号进程收养它，这样，原先的子进程就会变成 1 号进程的子进 程。代码如下：

pid=fork();

if(pid>0)

exit(0); 

②在子进程中创建新会话：

使用系统函数 setsid()。由于创建守护进程的第一步调用了 fork 函数来创建子进程，再 将父进程退出。子进程就成了孤儿进程，有init代管。由于在调用 fork 函数的时候，子进程全盘拷贝了父进程的会话期、进程组、 控制终端等，虽然父进程退出了，但会话期、进程组、控制终端并没有改变，因此，还不 是真正意义上的独立开来。而调用 setsid 函数会创建一个新的会话并自任该会话的组长，调 用 setsid 函数有下面 3 个作用：让进程摆脱原会话的控制，让进程摆脱原进程组的控制，让进程摆脱原控制终端的控制；

进程组：是一个或多个进程的集合。进程组由进程组 ID 来唯一标识。除了进程号(PID) 之外，进程组 ID（PGID）也是一个进程的必备属性。每个进程都有一个组长进程，其组长进程的进程号等于进程组 ID。且该进程组 ID 不会因为组长进程的退出而受影响。pgid可由getpgid和setpgid来得到和设置。

#include <unistd.h>

pid\_t getpgid(pid\_t pid);

int setpgid(pid\_t pid, pid\_t pgid);

成功返回进程组id，或者返回0.出错返回-1，设置了标准错误描述，可使用perror函数查看。

会话周期（会话组）：会话期是一个或多个进程组的集合。通常，一个会话开始于用户登录，终止于用户退出，在此期间该用户运行的所有进程都属于这个会话期。

#include <unistd.h>

pid\_t getsid(pid\_t pid);

pid\_t setsid(void);

成功返回原会话组或者新会话组id，出错返回-1，设置了标准错误描述，可使用perror函数查看。

控制终端：由于在 linux 中，每一个系统与用户进行交流的界面称为终端，每一个从此 终端开始运行的进程都会依赖这个控制终端。 

③改变当前目录为根目录：

使用 fork 函数创建的子进程继承了父进程的当前工作目录。由于在进程运行中，当前 目录所在的文件是不能卸载的，这对以后的使用会造成很多的不便。利用 chdir("/");把当前 工作目录切换到根目录。 

④重设文件权限掩码：

umask(0);将文件权限掩码设为 0,Deamon 创建文件不会有太大麻烦； 

⑤关闭所有不需要的文件描述符：

新进程会从父进程那里继承一些已经打开了的文件。这些被打开的文件可能永远不会被 守护进程读写，而它们一直消耗系统资源。另外守护进程已经与所属的终端失去联系，那 么从终端输入的字符不可能到达守护进程，守护进程中常规方法（如 printf）输出的字符也 不可能在终端上显示。所以通常关闭从 0 到 MAXFILE 的所有文件描述符。

for(i=0;i<MAXFILE;i++)

close(i);

（注：有时还要处理 SIGCHLD 信号 signal(SIGCHLD,SIG\_IGN);防止僵尸进程（zombie）） 下面就可以添加任何你要 daemon 做的事情

示例：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/stat.h>

void Daemon**()**

**{**

const int MAXFD**=**64**;**

int i**=**0**;**

**if(**fork**()!=**0**)**//父进程退出

exit**(**0**);**

setsid**();** //成为新进程组组长和新会话领导，脱离控制终端

chdir**(**"/"**);** //设置工作目录为根目录

umask**(**0**);** //重设文件访问权限掩码

**for(;**i**<**MAXFD**;**i**++)** //尽可能关闭所有从父进程继承来的文件

close**(**i**);**

**}**

int main**()**

**{**

Daemon**();** //成为守护进程

**while(**1**)**

**{**

sleep**(**1**);**

**}**

**return** 0**;**

**}**

Example：

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <syslog.h>

#include <sys/stat.h>

#include <time.h>

int main**()**

**{**

int i **=** 0**;**

**if(**fork**()** **>** 0**)**

exit**(**0**);**

setsid**();**

chdir**(**"/"**);**

umask**(**0**);**

**for(;** i **<** 64**;** i**++)**

**{**

close**(**i**);**

**}**

i **=** 0**;**

**while(**i **<** 10**)**

**{**

printf**(**"%d\n"**,**i**);**

time\_t ttime**;** time**(&**ttime**);**

struct tm **\***pTm **=** gmtime**(&**ttime**);**

syslog**(**LOG\_INFO**,**"%d %04d:%02d:%02d"**,** i**,** **(**1900 **+** pTm**->**tm\_year**),** **(**1 **+** pTm**->**tm\_mon**),** **(**pTm**->**tm\_mday**));**

i**++;**

sleep**(**2**);**

**}**

**}**

通过查看vim /var/log/messages

# Linux IPC 之管道

## 1 标准流管道

像文件操作有标准 io 流一样，管道也支持文件流模式。用来创建连接到另一进程的管道，是通过函数 popen 和 pclose。

函数原型：

#include<stdio.h>

FILE \*popen(const char \*command,const char \*open\_mode);

int pclose(FILE\* fp);

函数 popen()：允许一个程序将另一个程序作为新进程来启动，并可以传递数据给它或者通过它接收数据。如果fork或pipe调用失败，或内存分配失败，返回NULL。

参数command 字符串是要运行的程序名。

参数open\_mode 必须是“r”或“w”。 如果open\_mode 是“r”，被调用程序的输出就可以被调用程序(popen)使用，调用程序利用 popen 函数返回的FILE\*文件流指针，就可以通过常用的stdio 库函数（如 fread）来读取被调用程序的输出；如果 open\_mode 是“w”，调用程序(popen)就可以用 fwrite 向被调用程序发送数据，而被调用程序可以在自己的标准输入上读取这些数据。

函数 pclose()：用popen 启动的进程结束时，我们可以用pclose 函数关闭与之关联的文件流。出错返回-1，设置了标准错误描述，可使用perror函数查看。

Example1：从标准管道流中读取 打印/etc/profile 的内容

#include<stdio.h>

int main**()**

**{**

FILE **\***fp**=**popen**(**"cat /etc/profile"**,** "r"**);**

char buf**[**512**]={**0**};**

**while(**fgets**(**buf**,sizeof(**buf**),**fp**))**

**{**

puts**(**buf**);**

**}**

pclose**(**fp**);**

return0**;**

**}**

Example2：写到标准管道流 统计 buf 单词数(被调用程序必须阻塞等待标准输入)

#include<stdio.h>

int main**()**

**{**

char buf**[]={**"aaa bbb ccc ddd eee fff ggg hhh"**};**

FILE**\***fp**=**popen**(**"wc -w"**,**"w"**);**

fwrite**(**buf**,sizeof(**buf**),**1**,**fp**);**

pclose**(**fp**);**

return0**;**

**}**

## 2 无名管道(PIPE)

管道是 linux 进程间通信的一种方式，如命令 ps -ef|grep ntp

无名管道的特点：

1）只能在亲缘关系进程间通信（父子或兄弟）

2）半双工（固定的读端和固定的写端）

3）他是特殊的文件，可以用 read、write 等，只能在内存中

管道函数原型：

#include<unistd.h>

int pipe(int fds[2]);

管道在程序中用一对文件描述符表示，其中一个文件描述符有可读属性，一个有可写的属性。fds[0]是读，fds[1]是写。

函数pipe用于创建一个无名管道，如果成功，fds[0]存放可读的文件描述符，fds[1]存放可写文件描述符,并且函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

通过调用 pipe 获取这对打开的文件描述符后，一个进程就可以从 fds[0]中读数据，而另一个进程就可以往 fds[1]中写数据。当然两进程间必须有继承关系，才能继承这对打开的文 件描述符。管道不象真正的物理文件，不是持久的，即两进程终止后，管道也自动消失了。
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示例：创建父子进程，创建无名管道，父写子读

#include<stdio.h>

#include<string.h>

#include<unistd.h>

int main**()**

**{**

int fds**[**2**]={**0**};**

pipe**(**fds**);**

char szBuf**[**32**]={**'\0'**};**

**if(**fork**()==**0**)**

**{**

//表示子进程

close**(**fds**[**1**]);** //子进程关闭写

sleep**(**2**);** //确保父进程有时间关闭读，并且往管道中写内容

**if(**read**(**fds**[**0**],**szBuf**,sizeof(**szBuf**))>**0**)**

puts**(**sizebuf**);**

close**(**fds**[**0**]);** //子关闭读

exit**(**0**);**

**}**

**else**

**{**

//表示父进程

close**(**fds**[**0**]);** //父关闭读

write**(**fds**[**1**],** "hello"**,**6**);**

waitpid**(-**1**,NULL,** 0**);** //等子关闭读

//write(fds[1],"world",6); //此时将会出现“断开的管道”因为子的读已经关闭了

close**(**fds**[**1**]);** //父关闭写

exit**(**0**);**

**}**

return0**;**

**}**

管道两端的关闭是有先后顺序的，如果先关闭写端则从另一端读数据时， read函数将返回0，表示管道已经关闭；但是如果先关闭读端，则从另一端写数据时，将会使写数据的进程接收到SIGPIPE 信号，如果写进程不对该信号进行处理，将导致写进程终止，如果写进程处理了该信号，则写数据的 write 函数返回一个负值，表示管道已经关闭。

示例：

#include<signal.h>

#include<stdio.h>

#include<string.h>

#include<unistd.h>

int main**()**

**{**

int fds**[**2**];**

pipe**(**fds**);** //注释掉这部分将导致写进程被信号SIGPIPE终止

sigset\_t setSig**;**

sigemptyset**(&**setSig**);**

sigaddset**(&**setSig**,**SIGPIPE**);**

sigprocmask**(**SIG\_BLOCK**,&**setSig**,NULL);**

charszBuf**[**10**]={**0**};**

**if(**fork**()==**0**)**

**{**

close**(**fds**[**1**]);**//子关闭写

sleep**(**2**);**//确保父关闭读

**if(**read**(**fds**[**0**],**szBuf**,sizeof(**szBuf**))>**0**)**

puts**(**szBuf**);**

close**(**fds**[**0**]);**//子关闭读

**}**

**else**

**{**

close**(**fds**[**0**]);**//父关闭读

write**(**fds**[**1**],**"hello"**,**6**);**

wait**(NULL);**

write**(**fds**[**1**],**"world"**,** 6**);**//子的读关闭，父还在写

close**(**fds**[**1**]);**//父关闭写

**}**

return0**;**

**}**

## 3 命名管道(FIFO)

无名管道只能在亲缘关系的进程间通信大大限制了管道的使用，有名管道突 破了这个限制，通过指定路径名的范式实现不相关进程间的通信

**创建、删除 FIFO 文件**

创建 FIFO 文件与创建普通文件很类似，只是创建后的文件用于 FIFO。

1）用函数创建和删除 FIFO 文件

创建 FIFO 文件的函数原型：

#include<sys/types.h>

#include<sys/stat.h>

int mkfifo(const char\*pathname, mode\_t mode);

参数 pathname 为要创建的FIFO 文件的全路径名；

参数 mode 为文件访问权限

函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

示例：

#include<sys/types.h>

#include<sys/stat.h>

#include<unistd.h>

#include<stdio.h>

int main**(**intargc**,**char**\***argv**[])**//演示通过命令行传递参数

**{**

**if(**argc**!=**2**)**

**{**

puts**(**"Usage: MkFifo.exe {filename}"**);**

**return-**1**;**

**}**

**if(**mkfifo**(**argv**[**1**],**0666**)==-**1**)**

**{**

perror**(**"mkfifofail"**);**

**return** **-**2**;**

**}**

return0**;**

**}**

删除FIFO文件的函数原型为：

#include<unistd.h>

int unlink(constchar\*pathname);

函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

补充函数:

#include<unistd.h>

int link(const char \*path1, const char \*path2);

int unlinkat(int fd, const char \*path, int flag);

int linkat(int fd1, const char \*path1, int fd2, const char \*path2, int flag);

函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

示例：

#include<unistd.h>

int main**()**

**{**

unlink**(**"pp"**);**

**}**

2）用命令创建和删除FIFO文件

用命令mkfifo创建 //不能重复创建 ·

用命令unlink删除

创建完毕之后，就可以访问FIFO文件了：

一个终端：cat < myfifo

另一个终端：echo “hello” > myfifo

**打开、关闭 FIFO 文件**

对 FIFO 类型的文件的打开/关闭跟普通文件一样，都是使用 open 和 close 函数。如果打开时使用 O\_WRONLY 选项，则打开 FIFO 的写入端，如果使用 O\_RDONLY 选项，则打开 FIFO 的读取端，写入端和读取端都可以被几个进程同时打开。 如果以读取方式打开 FIFO，并且还没有其它进程以写入方式打开 FIFO，open 函数将被阻塞；同样，如果以写入方式打开 FIFO，并且还没其它进程以读取方式打开 FIFO，open 函数也将被阻塞。 与 PIPE 相同，关闭 FIFO 时，如果先关读取端，将导致继续往 FIFO 中写数据的进程接收 SIGPIPE 的信号,如果不对信号处理则会崩溃。如果先关闭写端，read函数将返回0，表示管道已经关闭

**读写 FIFO**

可以采用与普通文件相同的读写方式读写 FIFO。

Example：先执行#mkfifo MyFifo.pip 命令

然后 vim write.c 如下：

#include<sys/types.h>

#include<sys/stat.h>

#include<fcntl.h>

#include<stdio.h>

int main**()**

**{**

int fdFifo**=**open**(**"MyFifo.pip"**,**O\_WRONLY**);** //1. 打开（判断是否成功打开略）

write**(**fdFifo**,** "hello"**,** 6**);** //2. 写

close**(**fdFifo**);** //3. 关闭

return0**;**

**}**

然后 vi read**.**c 如下：

#include<sys/types.h>

#include<sys/stat.h>

#include<fcntl.h>

#include<stdio.h>

int main**()**

**{**

charszBuf**[**128**];** int fdFifo**=**open**(**"MyFifo.pip"**,**O\_RDONLY**);** //1. 打开

**if(**read**(**fdFifo**,**szBuf**,sizeof(**szBuf**))>**0**)** //2. 读

puts**(**szBuf**);**

close**(**fdFifo**);** //3. 关闭

**return** 0**;**

**}**

然后：

gcc–o write write.c

gcc–oreadread.c

./write //发现阻塞，要等待执行./read

./read 在屏幕上输出 hello

管道示例：基于管道的客户端服务器程序。

程序说明：

1） 服务器端： 维护服务器管道，接受来自客户端的请求并处理（本程序为接受客户端发来的字符串， 将小写字母转换为大写字母。）然后通过每个客户端维护的管道发给客户端。

2） 客户端 向服务端管道发送数据，然后从自己的客户端管道中接受服务器返回的数据。

示例代码见下：

服务器端 server.c

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<sys/types.h>

#include<sys/stat.h>

#include<unistd.h>

#include<fcntl.h>

#include<ctype.h>

**typedef** struct tagmag

**{**

int client\_pid**;**

char my\_data**[**512**];**

**}**MSG**;**

int main**()**

**{**

int server\_fifo\_fd **,**client\_fifo\_fd **;**

char client\_fifo**[**256**];**

MSG my\_msg **;**

char **\***pstr**;**

memset**(&**my\_msg **,**0**,sizeof(**MSG**));**

mkfifo**(**"SERVER\_FIFO\_NAME"**,**0777**);**

server\_fifo\_fd **=**open**(**"./SERVER\_FIFO\_NAME"**,**O\_RDONLY**);**

**if(**server\_fifo\_fd**==-**1**)**

**{**

perror**(**"server\_fifo\_fd"**);**

exit**(-**1**);**

**}**

int iret**;**

**while(** **(**iret**=**read**(**server\_fifo\_fd**,&**my\_msg **,sizeof(**MSG**))>**0**))**

**{**

//iret =read(server\_fifo\_fd,&my\_msg ,sizeof(MSG));

pstr**=**my\_msg**.**my\_data **;**

printf**(**"%s\n"**,**my\_msg**.**my\_data**);**

**while(\***pstr**!=** '\0'**)**

**{**

**\***pstr **=**toupper**(\***pstr**);**

pstr**++;**

**}**

memset**(**client\_fifo **,**0**,**256**);**

sprintf**(**client\_fifo**,**"CLIENT\_FIFO\_%d"**,**my\_msg**.**client\_pid**);**

client\_fifo\_fd **=**open**(**client\_fifo**,**O\_WRONLY**);**

**if(**client\_fifo\_fd **==-**1**)**

**{**

perror**(**"client\_fifo\_fd"**);**

exit**(-**1**);**

**}**

write**(**client\_fifo\_fd**,&**my\_msg**,** **sizeof(**MSG**));**

printf**(**"%s\n"**,**my\_msg**.**my\_data**);**

printf**(**"OVER!\n"**);**

close**(**client\_fifo\_fd**);**

**}**

return0**;**

**}**

客户端代码：client**.**c

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<sys/types.h>

#include<sys/stat.h>

#include<unistd.h>

#include<fcntl.h>

**typedef** struct tagmag

**{**

int client\_pid**;**

charmy\_data**[**512**];**

**}**MSG**;**

int main**()**

**{**

int server\_fifo\_fd**,**client\_fifo\_fd**;**

char client\_fifo**[**256**]={**0**};**

sprintf**(**client\_fifo**,**"CLIENT\_FIFO\_%d"**,**getpid**());**

MSG my\_msg **;**

memset**(&**my\_msg **,**0**,sizeof(**MSG**));**

my\_msg**.**client\_pid **=**getpid**();**

server\_fifo\_fd **=**open**(**"./SERVER\_FIFO\_NAME"**,**O\_WRONLY**);**

mkfifo**(**client\_fifo **,**0777**);**

**while(**1**)**

**{**

int n**=**read**(**STDIN\_FILENO**,**my\_msg**.**my\_data **,**512**);**

my\_msg**.**my\_data**[**n**]=**'\0'**;**

write**(**server\_fifo\_fd **,&**my\_msg **,sizeof(**MSG**));**

client\_fifo\_fd**=**open**(**client\_fifo **,**O\_RDONLY**);**

//memset(&my\_msg ,0 ,sizeof(MSG));

n**=**read**(**client\_fifo\_fd**,&**my\_msg**,sizeof(**MSG**));**

my\_msg**.**my\_data**[**n**]=**0**;**

write**(**STDOUT\_FILENO**,**my\_msg**.**my\_data**,**strlen**(**my\_msg**.**my\_data**));**

close**(**client\_fifo\_fd**);**

**}**

unlink**(**client\_fifo**);**

**}**

# LinuxIPC 之共享内存

**SystemV 共享内存机制： shmget shmat shmdt shmctl**

原理及实现：system V IPC 机制下的共享内存本质是一段特殊的内存区域，进程间需要共享的数据被放在该共享内存区域中，所有需要访问该共享区域的进程都要把该共享区域映射到本进程的地址空间中去。这样一个使用共享内存的进程可以将信息写入该空间，而另一个使用共享内存的进程又可以通过简单的内存读操作获取刚才写入的信息，使得两个不同进程之间进行了一次信息交换，从而实现进程间的通信。共享内存允许一个或多个进程通过同时出现在它们的虚拟地址空间的内存进行通信，而这块虚拟内存的页面被每个共享进程的页表条目所引用，同时并不需要在所有进程的虚拟内存都有相同的地址。进程对象对于共享内 存的访问通过key（键）来控制，同时通过 key 进行访问权限的检查。

函数定义如下：

#include<sys/types.h>

#include<sys/ipc.h>

#include<sys/shm.h>

key\_t ftok(const char \*pathname, int proj\_id);

int shmget(key\_t key,int size,int shmflg);

void \*shmat(int shmid, const void\*shmaddr, int shmflg);

int shmdt(const void \*shmaddr);

int shmctl(int shmid, int cmd, struct shmid\_ds \*buf);

函数 ftok 用于创建一个关键字，可以用该关键字关联一个共享内存段。如果调用成功，返回一关键字，否则返回-1。设置了标准错误描述，可使用perror函数查看。

参数pathname 为一个全路径文件名，并且该文件必须可访问。

参数proj\_id 通常传入一非0 字符 通过pathname 和 proj\_id 组合可以创建唯一的 key

函数 shmget 用于创建或打开一和已存在的共享内存段，该内存段由函数的第一个参数唯一创建。函数成功，则返回一个唯一的共享内存标识号（相当于进程号，唯一的标识着共享内存）， 出错返回-1。 设置了标准错误描述，可使用perror函数查看。

参数key 是一个与共享内存段相关联关键字，如果事先已经存在一个与指定关键字关联的共享内存段，则直接返回该内存段的标识，表示打开，如果不存在，则创建一个新的共享内存段。key 的值既可以用 ftok 函数产生，也可以是 IPC\_PRIVATE（用于创建一个只属于创建进程的共享内存，主要用于父子通信）,表示总是创建新的共享内存段；

参数size 指定共享内存段的大小，以字节为单位；

参数shmflg 是一掩码合成值，可以是访问权限值与(IPC\_CREAT 或 IPC\_EXCL)的 合成。IPC\_CREAT 表示如果不存在该内存段，则创建它。IPC\_EXCL 表示如果该内存段存在，则函数返回失败结果(-1)。

函数 shmat 将共享内存段映射到进程空间的某一地址。如果调用成功，返回映射后该进程中的的共享内存空间的首地址，否则返回(void\*)-1。 设置了标准错误描述，可使用perror函数查看。

参数shmid 是共享内存段的标识 通常应该是shmget 的成功返回值；

参数shmaddr 指定的是共享内存连接到当前进程中的地址位置。通常是 NULL，表示让系统来选择共享内存出现的地址。

参数shmflg 是一组位标识，通常为0 即可。

函数 shmdt 用于将共享内存段与进程空间分离。 函数成功返回0，失败时返回-1. 设置了标准错误描述，可使用perror函数查看。

参数shmaddr 通常为 shmat 的成功返回值。

注意，将共享内存分离并没删除它，只是使得该共享内存对当前进程不在可用。

函数 shmctl 是共享内存的控制函数，可以用来删除共享内存段。有进程连接，执行返回0，删除失败 。出错时返回-1，设置了标准错误描述，可使用perror函数查看。成功时返回值取决于cmd参数： IPC\_INFO 、SHM\_INFO返回内核内部数组记录的关于所有共享内存的最高索引，（该信息可与重复的SHM\_STAT操作一起使用来获取关于系统上所有共享内存的信息。），SHM\_STAT操作返回在shmid中给出的共享内存标识。其余命令返回0.

参数shmid 是共享内存段标识，通常应该是 shmget 的成功返回值 ；

参数cmd 是对共享内存段的操作方式，可选为 ：IPC\_STAT得到共享内存的状态把共享内存的shmid\_ds结构复制到buf中；IPC\_SET改变共享内存的状态，把buf所指的shmid\_ds结构中的uid、gid、mode复制到共享内存的shmid\_ds结构内,IPC\_RMID。通常为 IPC\_RMID，表示删除共享内存段。

参数buf 是表示共享内存段的信息结构体数据，通常为 NULL。例如：shmctl (kshareMem, IPC\_RMID, NULL )表示删除调共享内存段 kHareMem

shmid\_ds 结构体:

struct shmid\_ds

{

struct ipc\_perm shm\_perm; /\* 所有则者与操作权限\*/

size\_t shm\_segsz; /\*段的大小（以字节为单位） \*/

time\_t shm\_atime; /\*最后一个进程连接该shm的时间 \*/

time\_t shm\_dtime; /\*最后一个进程分离该shm的时间 \*/

time\_t shm\_ctime; /\*最后一个进程修改该shm的时间\*/

pid\_t shm\_cpid; /\*创建该shm的进程的pid \*/

pid\_t shm\_lpid; /\*最后链接或分离该shm的进程的pid \*/

shmatt\_t shm\_nattch; /\*当前附加到该shm的进程的个数\*/ ...

/\*以下为私有成员\*/

unsigned short shm\_unused; /\* compatibility \*/

void \*shm\_unused2; /\* ditto - used by DIPC \*/

void \*shm\_unused3; /\* unused \*/

};

struct ipc\_perm

{

key\_t \_\_key; /\*shmget中的参数key\*/

uid\_t uid; /\*所有者的有效用户ID \*/

gid\_t gid; /\*所有者的有效组ID \*/

uid\_t cuid; /\*创造者的有效用户ID \*/

gid\_t cgid; /\*创造者的有效组ID \*/

unsigned short mode; /\*Permissions+SHM\_DEST and SHM\_LOCKED flags\*/

unsigned short \_\_seq;/\*Sequence number\*/

};

ipc\_perm 的 mode 详解表

操作者 读 写（更改 更新）

用户 0400 0200

组 0040 0020

其他 0004 0002

查看系统共享内存 ipcs

删除共享内存 ipcrm-mshmid

示例：有亲缘关系

#include<stdio.h>

#include<string.h>

#include<errno.h>

#include<unistd.h>

#include<sys/stat.h>

#include<sys/types.h>

#include<sys/ipc.h>

#include<sys/shm.h>

#define PERM S\_IRUSR |S\_IWUSR //表示用户可读可写 即 0600

int main**(**int argc**,**char**\*\***argv**)**

**{**

/\*在两个有亲属关系进程间通信,KEY 采用 IPC\_PRIVATE 由系统自选\*/

int shmid **=**shmget**(**IPC\_PRIVATE**,**1024**,**PERM**);**

//只有IPC\_PRIVATE 情况可以不设置 IPC\_CREAT

**if(**shmid **==-**1**)**/\* 创建 byte 的共享内存\*/

**{**

fprintf**(**stderr**,**"Create Share Memory Error:%s\n\a"**,**strerror**(**errno**));**

exit**(**1**);**

**}**

**if(**fork**()>**0**)** /\* 父进程代码\*/

**{**

char **\***p\_addr **=(**char**\*)**shmat**(**shmid**,NULL,**0**);** //获得该段共享内存的首地址

memset**(**p\_addr**,**'\0'**,**1024**);** //初始化为 0

strncpy**(**p\_addr**,**"sharememory"**,** 1024**);** //存入（写入）内容

printf**(**"parent %d Write buffer:%s\n"**,**getpid**(),**p\_addr**);**

sleep**(**2**);**

wait**(NULL);** //防止僵尸进程

shmctl**(**shmid**,**IPC\_RMID**,** 0**);**/\*删除共享内存,用ipcs -m看共享内存\*/

exit**(**0**);**

**}**

**else**/\* 子进程代码\*/

**{**

sleep**(**5**);** //让父有足够的时间写

char **\***c\_addr**=(**char**\*)**shmat**(**shmid**,NULL,**0**);** //取出（读出）内容

printf**(**"Client pid=%d,shmid =%d Readbuffer:%s\n"**,**getpid**(),**shmid**,**c\_addr**);**

exit**(**0**);**

**}**

**}**

示例:非亲进程间通信的实现步骤如下：

写内存端

#include<stdio.h>

#include<stdlib.h>

#include<unistd.h>

#include<errno.h>

#include<sys/ipc.h>

#include<sys/shm.h> //头文件包含

#include<sys/types.h>

int main**()**

**{**

key\_t key**=**ftok**(**"b.dat"**,**1**);** //写入端先用 ftok 函数获得 key

**if(**key**==-**1**)**

**{**

perror**(**"ftok"**);**

exit**(-**1**);**

**}**

int shmid **=**shmget**(**key**,**4096**,**IPC\_CREAT**);** //写入端用shmget函数创建一共享内存段

**if(**shmid**==-**1**)**

**{**

perror**(**"shmget"**);**

exit**(-**1**);**

**}**

char **\***pMap**=(**char**\*)**shmat**(**shmid**,** **NULL,**0**);** //获得共享内存段的首地址

memset**(**pMap**,**0**,**4096**);**

memcpy**(**pMap**,**"helloworld"**,**4096**);** //往共享内存段中写入内容

**if(**shmdt**(**pMap**)==-**1**)** //分离共享内存段

**{**

perror**(**"shmdt"**);**

exit**(-**1**);**

**}**

**}**

读内存端：

#include<stdio.h>

#include<stdlib.h>

#include<unistd.h>

#include<errno.h>

#include<sys/ipc.h>

#include<sys/shm.h>

#include<sys/types.h>

int main**()**

**{**

key\_tkey**=**ftok**(**"b.dat"**,**1**);** //读入端用 ftok 函数获得 key

**if(**key**==-**1**)**

**{**

perror**(**"ftok"**);**

exit**(-**1**);**

**}**

int shmid **=**shmget**(**key**,**4096**,**0600**|**IPC\_CREAT**);** //读入端用shmget函数打开共享内存段

**if(**shmid**==-**1**)**

**{**

perror**(**"shmget"**);**

exit**(-**1**);**

**}**

char **\***pMap**=(**char**\*)**shmat**(**shmid**,** **NULL,**0**);** //获得共享内存段的首地址

printf**(**"receive the data:%s\n"**,**pMap**);** //读取共享内存段中的内容

**if(**shmctl**(**shmid**,** IPC\_RMID**,**0**)==-**1**)** // 删除共享内存段

**{**

perror**(**"shmctl"**);**

exit**(-**1**);**

**}**

**}**

示例，通过共享内存实现两个程序间的对话。

程序1，shmwr**.**c

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<sys/types.h>

#include<sys/stat.h>

#include<fcntl.h>

#include<unistd.h>

#include<sys/ipc.h>

#include<sys/shm.h>

struct text

**{**

int useful**;**

char buf**[**1024**];**

**};**

int main**()**

**{**

int shmid **=**shmget**((**key\_t**)**5080**,sizeof(**struct text**),**0600**|**IPC\_CREAT**);**

printf**(**"%d\n" **,**shmid**);**

struct text **\***ptext **=(**struct text **\*)**shmat**(**shmid**,NULL,**0**);**

ptext**->**useful **=**0**;**

**while(**1**)**

**{**

**if(**ptext **->**useful **==**0**)**

**{**

int iret**=**read**(**STDIN\_FILENO**,**ptext**->**buf**,**1024**);**

ptext**->**useful**=**1**;**

**if(**strncmp**(**"end"**,**ptext**->**buf**,**3**)==**0**)**

**{**

**break;**

**}** //ptext ->useful =0;

**}**

sleep**(**1**);**

**}**

shmdt**((**void**\*)**ptext**);**

**return** 0**;**

**}**

程序2**:**shmrd**.**c

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<sys/types.h>

#include<sys/stat.h>

#include<fcntl.h>

#include<unistd.h>

#include<sys/ipc.h>

#include<sys/shm.h>

struct text

**{**

intuseful**;**

charbuf**[**1024**];**

**};**

int main**()**

**{**

int shmid **=**shmget**((**key\_t**)**5080**,sizeof(**structtext**),**0600**|**IPC\_CREAT**);**

struct text **\***ptext **=(**struct text **\*)**shmat**(**shmid**,NULL,**0**);**

ptext**->**useful**=**0**;**

**while(**1**)**

**{**

**if(**ptext **->**useful **==**1**)**

**{**

write**(**STDOUT\_FILENO**,**ptext **->**buf**,**strlen**(**ptext**->**buf**));**

ptext**->**useful**=**0**;**

**if(**strncmp**(**"end"**,**ptext**->**buf**,**3**)==**0**)**

**{**

**break;**

**}**

**}**

sleep**(**1**);**

**}**

shmdt**((**void**\*)**ptext**);**

shmctl**(**shmid**,**IPC\_RMID**,**0**);**

return0**;**

**}**

# LinuxIPC 之信号量

信号量（也叫信号灯）是一种用于提供不同进程间或一个给定进程的不同线程间同步手段的原语。信号量是进程/线程同步的一种方式，有时候我们需要保护一段代码，使它每次只能被一个执行进程/线程运行，这种工作就需要一个二进制开关；有时候需要限制一段代码可以被多少个进程/线程执行，这就需要用到计数信号量。信号量开关是二进制信号量的一种逻辑扩展，两者实际调用的函数都是一样。

信号量分为以下三种：

1）System V 信号量，在内核中维护，可用于进程或线程间的同步，常用于进程的同步。

2）Posix 有名信号量，一种来源于 POSIX 技术规范的实时扩展方案（POSIX Realtime Extension）,可用于进程或线程间的同步，常用于线程。

3）Posix 基于内存的信号量，存放在共享内存区中，可用于进程或线程间的同步。

为了获得共享资源进程需要执行下列操作：

（1）测试控制该资源的信号量。

（2）若信号量的值为正，则进程可以使用该资源。进程信号量值减1，表示它使用了一个资源单位。此进程使用完共享资源后对应的信号量会加 1。以便其他进程使用。

（3）若信号量的值为 0，则进程进入休息状态，直至信号量值大于 0。进程被唤醒，返回第 （1）步。

为了正确地实现信号量，信号量值的测试值的测试及减 1 操作应当是原子操作（原子操作是不可分割的，在执行完毕前不会被任何其它任务或事件中 断）。为此信号量通常是在内核中实现的。

SystemVIPC 机制：信号量。

函数原型：

#include<sys/sem.h>

#include<sys/ipc.h>

#include<sys/types.h>

key\_t ftok(const char \*pathname, int proj\_id);

int semget(key\_t key,int nsems,int flag);

int semop(int semid,struct sembuf \*sops,size\_t num\_sops);

int semtimedop(int semid, struct sembuf \*sops, size\_t nsops,const struct timespec \*timeout);

int semctl(int semid,int semnum, int cmd, …);

函数 semget 创建一个信号量集或访问一个已存在的信号量集。返回值：成功时，返回一个称为信号量标识符的整数，semop 和 semctl 会使用它；出错时，返回-1，设置了标准错误描述，可使用perror函数查看。

参数key 是唯一标识一个信号量的关键字，如果为 IPC\_PRIVATE(值为 0，创建一个只有创建者进程才可以访问的信号量，通常用于父子进程之间；非 0 值的key(可以通 过 ftok 函数获得)表示创建一个可以被多个进程共享的信号量；

参数nsems 指定需要使用的信号量数目。如果是创建新集合，则必须制定 nsems,一般取1。 如果引用一个现存的集合，则将 nsems 指定为 0.

参数flag 是一组标志，其作用与 open 函数的各种标志很相似。它低端的九个位是该信号量的权限，其作用相当于文件的访问权限。此外，它们还可以与键值 IPC\_CREAT 按位或操作，以创建一个新的信号量。即使在设置了IPC\_CREAT 标志后给出的是一个现有的信号量的键字，也并不是一个错误。我们也可以通过 IPC\_CREAT 和 IPC\_EXCL 标志的联合使用确保自己将创建出一个新的独一无二的信号量来，如果该信号量已经存在，就会返回一个错误。

函数 semop 与semtimedop用于改变信号量对象中各个信号量的状态。返回值：成功时，返回 0；出错时返回-1，设置了标准错误描述，可使用perror函数查看。

参数semid 是由semget函数返回的信号量标识符。

参数 sops 是指向一个结构体数组的指针。每个数组元素至少包含以下几个成员：

struct sembuf

{

short sem\_num; //要操作信号量在信号量集合中的编号，第一个信号量的编号是0。

short sem\_op; //sem\_op 成员的值是信号量在一次操作中需要改变的数值。通常只会用到两个

//值，一个是-1，也就是 p 操作，它等待信号量变为可用；一个是+1，也就是 v操作，它发

//送信号通知信号量现在可用。

short sem\_flg; //通常设为：SEM\_UNDO。IPC\_NOWAIT对信号的操作不能满足时，semop()

//不会阻塞，并立即返回，同时设定错误信息。SEM\_UNDO程序结束时(不论正常或不正

//常)，保证信号值会被重设为semop()调用前的值。这样做的目的在于避免程序在异常情况

//下结束时未将锁定的资源解锁，造成该资源永远锁定。

};

参数num\_sops信号操作结构的数量，恒大于或等于1。

函数semctl用来直接控制信号量信息。 返回值：出错时返回-1，设置了标准错误描述，可使用perror函数查看。成功时返回值取决于cmd参数： GETNCNT、GETPID 、GETVAL、 GETZCNT 返回对应的值， IPC\_INFO 、SEM\_INFO返回内核内部数组记录的关于所有信号量集合的最高索引，（该信息可与重复的SEM\_STAT操作一起使用来获取关于系统上所有信号量集合的信息。），SEM\_STAT操作返回在semid中给出其信号量集合标识。其余命令返回0.

参数semid 是由semget 返回的信号量标识符。

参数semnum 为集合中信号量的编号，当要用到成组的信号量时，从 0 开始。一般取值为 0，表示这是第一个也是唯一的一个信号量。

参数 cmd 为执行的操作。通常为：

·IPC\_STAT读取一个信号量集的状态数据结构semid\_ds，并将其存储在semun中的buf参数中。参数 semnum 被忽略。调用进程对必须在信号量集合有读权限。

·IPC\_SET设置信号量集的状态数据结构semid\_ds中的元素ipc\_perm，其值取自semun中的buf参数。同时更新 sem\_ctime 成员。结构中下列成员被更新：sem\_perm.uid、sem\_perm.gid 以及 sem\_perm.mode (低端 9 位)。调用进程的有效用户ID必须匹配信号量集合的所有者(sem\_perm.uid)或创建者(sem\_perm.cuid)，或者调用者必须有特权。参数 semnum 被忽略。

·IPC\_RMID将信号量集从内存中删除。立即删除信号量集合，唤醒所有因调用 semop（） 阻塞在该信号量集合里的所有进程(相应调用会返回错误且 errno 被设置为 EIDRM)。调用进程的有效用户ID必须匹配信号量集合的创建者或所有者，或者调用者必须有特权。参数 semnum 被忽略。

·IPC\_INFO (Linux特别定义) 通过buf 指向的数据结构返回系统范围内的信号量限制和参数。这个数据结构的类型是 seminfo，如果宏 \_GNU\_SOURCE 特性宏被定义，则该结构定义在头文件 <sys/sem.h> 。

struct seminfo

{

int semmap; // 信号量映射里的条数，内核未使用

int semmni; // 信号量集合的最大个数

int semmns; // 在所有信号量集合里信号量个数上限

int semmnu; // 系统范围内的 undo 结构最大个数，内核未使用

int semmsl; // 一个信号量集合里信号量个数上限

int semopm; // 执行的最大操作个数

int semume; // 每个进程内 undo 结构最大个数，内核未使用

int semusz; // 结构 sem\_undo 的尺寸

int semvmx; // 信号量值的上限

int semaem; // Max. value that can be recorded for semaphore adjustment (SEM\_UNDO)

};

semmsl、semmns、semopm 和 semmni 设置可以通过 /proc/sys/kernel/sem 更改

·GETALL用于读取信号量集中的所有信号量的值。获取所有信号量的值，第二个参数semnum为 0，将所有信号的值存入semun.array 中。

·GETNCNT返回正在等待资源的进程数目。

·GETPID返回最后一个执行semop操作的进程的PID。

·GETVAL返回信号量集中的一个单个的信号量的值。第四个参数被忽略

·GETZCNT返回正在等待完全空闲的资源的进程数目。

·SETALL设置信号量集中的所有的信号量的值。设置所有信号量的值，第二个参数semnum为 0，所有信号的值由semun.array 中设置。

·SETVAL设置信号量集中的一个单独的信号量的值。根据semun.val设定信号的值，从 0 开始，第一个信号量编号为 0。

4）参数…是一个 union semun（需要由程序员自己定义），它至少包含以下几个成员：

union semun

{

int val; /\*Value for SETVAL\*/

struct semid\_ds \*buf; /\*Buffer for IPC\_STAT, IPC\_SET\*/

unsigned short \*array; /\*Array for GETALL,SETALL\*/

};

通常情况仅使用 val，给val 赋值为 1

The semid\_ds data structure is defined in<sys/sem.h> as follows:

struct semid\_ds

{

struct ipc\_perm sem\_perm; /\*Ownership and permissions\*/

time\_t sem\_otime; /\*最后一次pv操作的时间 \*/

time\_t sem\_ctime; /\*最后一次修改sem的时间\*/

unsigned long sem\_nsems; /\*信号量级集合中信号量个数\*/

};

ipc\_perm结构体定义如下(the highlighted fields are settable using IPC\_SET):

struct ipc\_perm//与共享类存一样

{

key\_t \_\_key; /\*Key supplied to semget(2)\*/

uid\_t uid; /\*Effective UID of owner\*/

gid\_t gid; /\*Effective GID of owner\*/

uid\_t cuid; /\*Effective UIDof creator\*/

gid\_t cgid; /\*Effective GIDof creator\*/

unsigned short mode; /\*Permissions\*/

unsignedshort \_\_seq;/\*Sequence number\*/

};

示例：有亲缘关系的信号量进程间通信

#include<stdio.h>

#include<unistd.h>

#include<stdlib.h>

#include<errno.h>

#include<sys/sem.h>

#include<sys/ipc.h>

#include<sys/types.h>

#include<string.h>

union semun //必须重写这个共用体

**{**

int val**;**

struct semid\_ds **\***buf**;**

unsignedshort**\***array**;**

**};**

int main**()**

**{**

int semid**=**semget**(**IPC\_PRIVATE**,**1**,**0666**|**IPC\_CREAT**);**//创建信号量集

**if(**semid **==-**1**)**

**{**

perror**(**"semgeterror"**);**

exit**(-**1**);**

**}**

**if(**fork**()==**0**)** //表示子进程

**{**

struct sembuf sem**;** //定义信号量结构体

memset**(&**sem**,** 0**,sizeof(**struct sembuf**));**

sem**.**sem\_num **=**0**;** //信号量的编号,第一个为 0

sem**.**sem\_op **=**1**;** //+1 表示执行 V 操作,生产产品

sem**.**sem\_flg **=**0**;** //或写SEM\_UNDO

union semun arg**;**

arg**.**val **=**0**;** //初始化数据

semctl**(**semid**,**0**,**SETALL**,** arg**);** //将数据全部设置到信号量集里面去,相当于公共数据

**while(**1**)**

**{**

semop**(**semid**,&**sem**,** 1**);**//执行指定的V 操作,表示生产产品

printf**(**"product total number:%d\n"**,**semctl**(**semid**,**0**,**GETVAL**));**//获得公共值

sleep**(**1**);**

**}**

**}**

**else**

**{**

sleep**(**2**);** //先让子进程有时间生产

struct sembuf sem**;** //定义信号量结构体

memset**(&**sem**,** 0**,sizeof(**structsembuf**));**

sem**.**sem\_num **=**0**;** //信号量的编号,第一个为 0

sem**.**sem\_op **=-**1**;** //-1 表示执行 P 操作,消费产品

sem**.**sem\_flg **=**0**;** //或写SEM\_UNDO

**while(**1**)**

**{**

semop**(**semid**,&**sem**,** 1**);**//执行指定的 P 操作消费产品

printf**(**"costomer total number:%d\n"**,**semctl**(**semid**,**0**,**GETVAL**));**

//获得公共值

sleep**(**2**);**

**}**

**}**

**}**

示例：没有亲缘关系的生产者消费者问题

生产者源码：

#include<unistd.h>

#include<stdlib.h>

#include<stdio.h>

#include<sys/types.h>

#include<sys/ipc.h>

#include<sys/sem.h>

#include<errno.h>

void init**();** //initlization semaphore

void del**();** //delete semaphore

int sem\_id**;**

int main**(**int argc**,**char**\***argv**[])**

**{**

struct sembuf sops**[**2**];** /\*set operatewayforsemaphore\*/

sops**[**0**].**sem\_num **=**0**;** //第一个信号的编号，表示生产了几个产品

sops**[**0**].**sem\_op **=**1**;** //进行V 操作

sops**[**0**].**sem\_flg**=**0**;** //或写为 SEM\_UNDO

ops**[**1**].**sem\_num **=**1**;** //第二个信号编号，表示还可以生产几个产品

sops**[**1**].**sem\_op **=-**1**;** //进行P 操作

sops**[**1**].**sem\_flg**=**0**;** //或写为 SEM\_UNDO

init**();** //初始化操作

printf**(**"this isaproducor\n"**);**

**while(**1**)**

**{**

printf**(**"\n\n before produce\n"**);**

printf**(**"productornumberis%d\n"**,** semctl**(**sem\_id**,** 0**,**GETVAL**));**

printf**(**"space numberis%d\n"**,** semctl**(**sem\_id**,**1**,**GETVAL**));**

semop**(**sem\_id**,(**struct sembuf**\*)&**sops**[**1**],**1**);**

printf**(**"nowproducing .....\n"**);**

semop**(**sem\_id**,(**struct sembuf**\*)&**sops**[**0**],**1**);**

printf**(**"space number is%d\n"**,** semctl**(**sem\_id**,**1**,**GETVAL**));**

printf**(**"productor number is%d\n"**,** semctl**(**sem\_id**,** 0**,**GETVAL**));**

sleep**(**2**);**

**}**

del**();**

**}**

void init**()**

**{**

int ret**;**

unsigned short sem\_array**[**2**];**

union semun

**{**

int val**;**

struct semid\_ds **\***buf**;**

unsignedshort **\***array**;**

**}**arg**;**

sem\_id**=**semget**((**key\_t**)**1234**,**2**,**IPC\_CREAT**|**0644**);**/\*get semaphoreinclude two sem\*/

/\*set sem's vaule\*/

sem\_array**[**0**]=**0**;**

sem\_array**[**1**]=**10**;**

arg**.**array**=**sem\_array**;**

ret**=**semctl**(**sem\_id**,** 0**,**SETALL**,** arg**);** //将semun.array的值设定到信号集中，第二个参数为 0

**if(**ret**==-**1**)**

**{**

printf**(**"SETALL failed(%d)\n"**,**errno**);**

**}**

printf**(**"productorinit is%d\n"**,** semctl**(**sem\_id**,**0**,**GETVAL**));**

printf**(**"space init is%d\n\n"**,** semctl**(**sem\_id**,**1**,**GETVAL**));**

**}**

void del**()**

**{**

semctl**(**sem\_id**,**IPC\_RMID**,**0**);** //删除信号集

**}**

消费者源码：

#include<unistd.h>

#include <stdlib.h>

#include <stdio.h>

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/sem.h>

#include <errno.h>

void init**();**

int sem\_id**;**

int main**(**int argc**,**char**\***argv**[])**

**{**

structsembufsops**[**2**];** /\*set operatewayforsem\*/

sops**[**0**].**sem\_num **=**0**;**

sops**[**0**].**sem\_op **=-**1**;** //P 操作，表示有多少个产品可以消费（相当于生产了多少个产品）

sops**[**0**].**sem\_flg**=**0**;**

sops**[**1**].**sem\_num **=**1**;**

sops**[**1**].**sem\_op **=**1**;** //V 操作，表示还可以生成的产品数

sops**[**1**].**sem\_flg**=**0**;**

init**();**

printf**(**"this isacustomer\n"**);**

**while(**1**)**

**{**

printf**(**"\n\nbeforeconsume\n"**);**

printf**(**"customernumberis%d\n"**,**semctl**(**sem\_id**,**0**,**GETVAL**));**

printf**(**"space numberis%d\n"**,** semctl**(**sem\_id**,**1**,**GETVAL**));**

semop**(**sem\_id**,&**sops**[**0**],**1**);**

printf**(**"nowconsume .....\n"**);**

semop**(**sem\_id**,&**sops**[**1**],**1**);**

printf**(**"space numberis%d\n"**,** semctl**(**sem\_id**,**1**,**GETVAL**));**

printf**(**"customernumberis%d\n"**,**semctl**(**sem\_id**,**0**,**GETVAL**));**

sleep**(**1**);**

**}**

**}**

void init**()**

**{**

sem\_id**=**semget**((**key\_t**)**1234**,**2**,**IPC\_CREAT**|**0644**);**/\*get semaphoreinclude two sem\*/

**}**

在生产者源码里，首先用函数 semctl()初始化信号量集合 sem\_id，它包含两个信号，分 别表示生产的数量和空仓库的数量，那么在消费者的进程中用相同的key 值就会得到该信号 量集合；实现两个进程之间的通信。

在主函数里，设定对两个信号量的 PV 操作，然后在各自的进程中对两个信号进行操作。

（1）如果只运行生产者进程，则生产10 个之后，该进程就会因为在得不到空仓库资源而阻 塞，这个时候运行消费者进程，阻塞就会被解除；

（2）如果先运行生产者进程，生产几个产品之后，关闭该进程，则运行消费者进程，当消 费完生产的产品后，该进程就会因为在得不到产品资源而阻塞，这个时候运行生产者进程， 阻塞就会被解除；

（3）如果同时运行两个进程，由于消费比生产快，因此消费者每次都要等待生产者生产产 品之后才能消费； 在每次运行程序之前，一定要先运行生产者进程先初始化信号量。

# LinuxIPC 之消息队列

## 1 消息队列

消息队列与FIFO 很相似，都是一个队列结构，都可以有多个进程往队列里面写信息，多个进程从队列中读取信息。但FIFO 需要读、写的两端事先都打开，才能够开始信息传递工作。而消息队列可以事先往队列中写信息，需要时再打开读取信息。但是，消息队列先打开读，仍然会阻塞，因为此时没有消息可读。

## 2 System V IPC消息队列。

函数原型：

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/msg.h>

int msgget(key\_t key, int msgflg);

int msgsnd(int msqid, struct msgbuf \*msgp, size\_t msgsz, int msgflg);

ssize\_t msgrcv(int msqid, struct msgbuf \*msgp, size\_t msgsz, long msgtyp, int msgflg);

int msgctl(int msqid, int cmd, struct msqid\_ds \*buf);

函数msgget 创建和访问一个消息队列。该函数成功则返回一个唯一的消息队列标识符（类似于进程ID 一样），失败则返回-1,设置了标准错误描述，可使用perror函数查看。

参数key 是唯一标识一个消息队列的关键字，如果为IPC\_PRIVATE(值为0)，用创建一个只有创建者进程才可以访问的消息队列，可以用于父子间通信；非0 值的key(可以通过ftok 函数获得)表示创建一个可以被多个进程共享的消息队列；

参数msgflg 指明队列的访问权限和创建标志，创建标志的可选值为IPC\_CREAT和IPC\_EXCL 如果单独指定IPC\_CREAT,msgget 要么返回新创建的消息队列id,要么返回具有相同key 值的消息队列id；如果IPC\_EXCL 和IPC\_CREAT 同时指明，则要么创建新的消息队列，要么当队列存在时，调用失败并返回-1。

函数msgsnd 和msgrcv 用来将消息添加到消息队列中和从一个消息队列中获取信息。成功msgrcv返回字节数，msgsnd返回0，失败都返回-1，设置了标准错误描述，可使用perror函数查看。

参数msgid 指明消息队列的ID; 通常是msgget 函数成功的返回值。

参数msgbuf 是消息结构体，它的长度必须小于系统规定的上限，必须以一个长整型成员变量开始，接收函数将用这个成员变量来确定消息的类型。必须重写这个结构体，其中第一个参数不能改，其他自定义。如下：

struct msgbuf

{

long mtype; /\* type of message \*/

char mtext[1]; /\* message text \*/

};

字段mtype 是用户自己指定的消息类型（通常是0—5 中的任意一个数值），该结构体第2 个成员仅仅是一种说明性的结构，实际上用户可以使用任何类型的数据，就是消息内容；

参数msgsz 是消息体的大小，每个消息体最大不要超过4K;

参数msgflg 可以为0（通常为0）或IPC\_NOWAIT，如果设置IPC\_NOWAIT,则msgsnd 和msgrcv 都不会阻塞，此时如果队列满并调用msgsnd 或队列空时调用msgrcv将返回错误；

参数msgtyp 有3 种选项：

msgtyp == 0 接收队列中的第1 个消息（通常为0）

msgtyp > 0 接收对列中的第1 个类型等于msgtyp 的消息

msgtyp < 0 接收其类型小于或等于msgtyp 绝对值的第1 个最低类型消息

函数msgctl 是消息队列的控制函数，常用来删除消息队列。成功后，IPC\_STAT，IPC\_SET和IPC\_RMID返回0.成功的IPC\_INFO或MSG\_INFO操作返回内核内部数组记录有关所有消息队列的的最大值（该信息可与重复的MSG\_STAT操作一起使用， 关于系统上所有队列的信息。）成功的MSG\_STAT操作返回在msqid中给出的队列的标识符。失败都返回-1，设置了标准错误描述，可使用perror函数查看。

参数msqid 是由msgget 返回的消息队列标识符。

参数cmd 通常为IPC\_RMID 表示删除消息队列。

参数buf 通常为NULL 即可。

示例：有亲缘关系的消息队列（IPC\_PRIVATE）：

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <errno.h>

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/msg.h>

#include <sys/stat.h>

struct MSG

**{**

long mtype**;**

char buf**[**64**];**

**};**

int main**()**

**{**

int msgid **=** msgget**((**key\_t**)**1234**,** 0666 **|** IPC\_CREAT**);**

**if(**msgid **==** **-**1**)**

**{**

perror**(**"msgget error"**);**

exit**(-**1**);**

**}**

struct MSG msg**;**

memset**(&**msg**,**0**,sizeof(**struct MSG**));**

**if(**fork**()** **>** 0**)**

**{**

msg**.**mtype **=** 1**;**

strcpy**(**msg**.**buf**,**"hello"**);**

msgsnd**(**msgid**,&**msg**,sizeof(**struct MSG**),**0**);**

wait**(NULL);**

msgctl**(**msgid**,** IPC\_RMID**,** **NULL);**

exit**(**0**);**

**}**

**else**

**{**

sleep**(**2**);** //让父进程有时间往消息队列里面写

msgrcv**(**msgid**,** **&**msg**,** **sizeof(**struct MSG**),** 1**,** 0**);**

puts**(**msg**.**buf**);**

exit**(**0**);**

**}**

**}**

示例：没有亲缘关系

消息发送

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <errno.h>

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/msg.h>

#include <sys/stat.h>

#define BUFFER 255

struct msgtype

**{** //重新定义该结构体

long mtype**;** //第一个参数不变

char buffer**[**BUFFER**+**1**];**

**};**

int main**(**int argc**,**char **\*\***argv**)**

**{**

int msgid **=** msgget**((**key\_t**)**1234**,**0666 **|** IPC\_CREAT**);** //获取消息队列

**if(**msgid **==** **-**1**)**

**{**

fprintf**(**stderr**,**"Creat Message Error:%s\a\n"**,**strerror**(**errno**));**

exit**(**1**);**

**}**

struct msgtype msg**;**

memset**(&**msg**,**0**,sizeof(**struct msgtype**));**

msg**.**mtype **=** 1**;** //给结构体的成员赋值

strncpy**(**msg**.**buffer**,**"hello"**,**BUFFER**);**

msgsnd**(**msgid**,&**msg**,sizeof(**struct msgtype**),**0**);** //发送信号

memset**(&**msg**,**0**,sizeof(**struct msgtype**));** //清空结构体

msgrcv**(**msgid**,&**msg**,sizeof(**struct msgtype**),**2**,**0**);** //接收信号

fprintf**(**stdout**,**"Client receive:%s\n"**,**msg**.**buffer**);**

exit**(**0**);**

**}**

消息接收

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <errno.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/ipc.h>

#include <sys/stat.h>

#include <sys/msg.h>

#define BUFFER 255

struct msgtype

**{** //重定义消息结构体

long mtype**;**

char buffer**[**BUFFER**+**1**];**

**};**

int main**()**

**{**

int msgid **=** msgget**((**key\_t**)**1234**,** 0666 **|** IPC\_CREAT**);** //获得消息队列

**if(**msgid **==** **-**1**)**

**{**

fprintf**(**stderr**,**"Creat Message Error:%s\a\n"**,**strerror**(**errno**));**

exit**(**1**);**

**}**

struct msgtype msg**;**

memset**(&**msg**,**0**,sizeof(**struct msgtype**));**

**while(**1**)**

**{**

msgrcv**(**msgid**,&**msg**,sizeof(**struct msgtype**),**1**,**0**);** //接收消息

fprintf**(**stdout**,**"Server Receive:%s\n"**,**msg**.**buffer**);**

msg**.**mtype **=** 2**;**

strncpy**(**msg**.**buffer**,**"world"**,**BUFFER**);**

msgsnd**(**msgid**,&**msg**,sizeof(**struct msgtype**),**0**);** //发送消息

**}**

exit**(**0**);**

**}**

# 对LINUX内核各种锁的理解

## 1 自旋锁spin lock

在linux kernel的实现中，经常会遇到这样的场景：共享数据被中断上下文和进程上下文访问，该如何保护呢？如果只有进程上下文的访问，那么可以考虑使用semaphore或者mutex的锁机制，但是现在中断上下文也参和进来，那些可以导致睡眠的lock就不能使用了，这时候，可以考虑使用spin lock。

spin lock的特点

我们可以总结spin lock的特点如下：

（1）spin lock是一种死等的锁机制。当发生访问资源冲突的时候，可以有两个选择：一个是死等，一个是挂起当前进程，调度其他进程执行。spin lock是一种死等的机制，当前的执行thread会不断的重新尝试直到获取锁进入临界区。

（2）只允许一个thread进入。semaphore可以允许多个thread进入，spin lock不行，一次只能有一个thread获取锁并进入临界区，其他的thread都是在门口不断的尝试。

（3）执行时间短。由于spin lock死等这种特性，因此它使用在那些代码不是非常复杂的临界区（当然也不能太简单，否则使用原子操作或者其他适用简单场景的同步机制就OK了），如果临界区执行时间太长，那么不断在临界区门口“死等”的那些thread是多么的浪费CPU啊（当然，现代CPU的设计都会考虑同步原语的实现，例如ARM提供了WFE和SEV这样的类似指令，避免CPU进入busy loop的悲惨境地）

（4）可以在中断上下文执行。由于不睡眠，因此spin lock可以在中断上下文中适用。

自旋锁是内核中最基础的锁机制。自旋锁不会引起调用者睡眠，如果自旋锁已经被别的执行单元持有，调用者就一直循环在那里看是否该自旋锁的持有者已经释放了锁，"自旋"一词就是因此而得名。

自旋锁适用于锁使用者保持锁时间比较短的情况。

使用自旋锁需要注意有可能造成的死锁情况:

static DEFINE\_SPINLOCK(xxx\_lock);

unsigned long flags;

spin\_lock\_irqsave(&xxx\_lock, flags);

... critical section here ..

spin\_unlock\_irqrestore(&xxx\_lock, flags);

代码中spin\_lock\_irqsave会禁止本地cpu中断的抢占。以上代码在任何情况下都是安全的。但问题是关中断的代价太大。

如果把spin\_lock\_irqsave/spin\_unlock\_irqrestore换成spin\_lock/spin\_unlock会有什么问题吗？

答案是，如果中断中调用了spin\_lock，可能会引起死锁！

例如：

spin\_lock(&lock);

...

<- interrupt comes in:

spin\_lock(&lock);

值得注意的是，如果产生中断的cpu和进程中调用spin\_lock的cpu不是同一个，则不会有问题。这也是irq版本的spin\_lock函数实现时只需要禁止本地cpu中断的原因。

结论：要想在进程中用spin\_lock代替spin\_lock\_irqsave，条件是中断中不会使用相应的spin\_lock

何时使用自旋锁？

不允许睡眠的上下文且临界区操作较短时使用自旋锁。

## 2 读写自旋锁rwlock

如果读写锁当前没有读者，也没有写者，那么写者可以立刻获得读写锁，否则它必须自旋在那里，直到没有任何写者或读者。如果读写锁没有写者，那么读者可以立即获得该读写锁，否则读者必须自旋在那里，直到写者释放该读写锁。

读写锁适合于对数据结构的读次数比写次数多得多的情况。

注意：读写锁需要比spin locks更多的访问原子内存操作，如果读临界区不是很大，最好别使用读写锁。

读写锁比较适合链表等数据结构，特别是查找远多于修改的情况。

另外，可以灵活的使用read-write和irq版本的自旋锁。例如，如果中断中只是用了读锁，进程中就可以使用non-irq版本的读锁和irq版本的写锁。

注意：RCU比读写锁更适合遍历list，但需要更关注细节。目前kernel社区正在努力用RCU代替读写锁。

## 3 信号量semaphore

semaphore和spin lock的区别是semaphore会引起睡眠。

查看semaphore的数据结构可以发现，semaphore除了拥有spinlock，还有一个计数器和一个等待队列。当某个进程获取信号量的count值小于等于0时，被添加到wait\_list中。

struct semaphore

{

raw\_spinlock\_t lock;

unsigned int count;

struct list\_head wait\_list;

};

何时使用semaphore？

允许睡眠的上下文、临界区操作较长、计数值大于1时使用semaphore

信号量也有读写信号量，在此略过。

## 4 mutex

mutex可以理解成计数值只有0和1的semaphore

既然有了semaphore，内核为何还需要mutex？

因为内核中对二值信号量的需求很大，单独提供一个mutex更利于代码编写和清晰度。

mutex缺点：

为了实现某些性能上的优化，mutex数据结构比semaphore更大（这已经违背了mutex刚设计时的意愿），这也会消耗更多的CPU cache和memory footprint.

何时使用mutex？

允许睡眠的上下文、临界区操作较长、计数值只为0或1时使用mutex

kernel文档建议，在任何需要加锁且mutex可以满足需求的情况都应该使用mutex而不是其他锁。

## 5 RCU

RCU(Read-Copy Update)即读-拷贝，更新。对于用RCU保护的资源，读者不需要任何等待，而写者访问它时，需要先拷贝一个副本，然后对副本修改，最后在适当的时机把指向原来数据的指针指向新的数据。这个“适当的时机”指的是没有任何读者操作该资源时。

RCU相关API：

rcu\_read\_lock()读者进入临界区

rcu\_read\_unlock()读者退出临界区

synchronize\_rcu()由写者调用，当读者都退出老更新前的临界区后，写者才可以返回该函数。

call\_rcu()由写者调用，但不阻塞。该函数的参数中有一个回调函数，当读者都退出更新前的临界区后，调用该回调函数。

rcu\_assign\_pointer()给临界区资源赋新值

rcu\_dereference()使用临界区资源

RCU 写者的典型流程：

（1）拷贝一份临界区资源，此时有两份临界区资源，这里称为老资源和新资源

（2）用新资源代替老资源，使得之后的读者访问的是新资源

（3）等待读取老临界区的读者全部退出

（4）此时，老资源已没有读者操作，释放该资源

内核提供了对list,hlist等常用数据结构的RCU版本。对于RCU，对共享数据的操作必须保证能够被没有使用同步机制的读者看到，所以内存栅是非常必要的。内存栅只在alpha架构上才使用。

何时使用RCU？

读操作远多于写操作、且写操作不是特别紧急时使用RCU

## 6 顺序锁seqlock

顺序锁为写者赋予更高的优先级，写者永远不会等待读者。缺点是读者有时不得不读多次数据以获取正确的结果。

顺序锁的数据结构中除了有spinlock外，还有一个顺序号。如果成功获得锁，顺序锁的顺序号会加1，以便读者能够检查出是否在读期间有写者访问过。读者在读取数据前后两次读顺序值，如果两次值不相同，则说明读取期间有新的写者操作过数据了，那么本次读取就是无效的。

典型使用：

读端：

do

{

seqnum = read\_seqbegin(&seqlock\_a);

//读操作代码块

...

} while (read\_seqretry(&seqlock\_a, seqnum));

写端：

spin\_lock(&lock);

write\_seqlock(&seqlock\_a)

...

write\_sequnlock(&seqlock\_a)

spin\_unlock(&lock);

写者通过调用write\_seqlock()和write\_sequnlock()获取和释放顺序锁。write\_seqlock()函数获取seqlock\_t数据结构中的自旋锁，然后使顺序计数器sequence加1；write\_sequnlock()函数再次增加顺序计数器sequence，然后释放自旋锁。这样可以保证写者在整个写的过程中，计数器sequence的值是奇数，并且当没有写者在改变数据的时候，计数器的值是偶数。

read\_seqbegin()返回顺序锁的当前顺序号；如果局部变量seq的值是奇数（写者在read\_seqbegin()函数被调用后，正更新数据结构），或seq的值与顺序锁的顺序计数器的当前值不匹配（当读者正执行临界区代码时，写者开始工作），read\_seqretry()就返回1，说明本次读取失败，需要重新读取 。

并不是每一种资源都可以使用顺序锁来保护。一般来说，必须在满足下述条件时才能使用顺序锁：

（1）读者的临界区资源不包括被写者修改和被读者取值的指针，否则，写者有可能使指针失效，读者读取时会产生OPPs。

（2）读者的临界区代码没有副作用。

何时使用顺序锁？

读操作远多于写操作、且写操作很紧急时使用顺序锁。

# LINUX 信号处理

## 1 信号概念

信号是进程在运行过程中，由自身产生或由进程外部发过来的消息（事件）。信号是硬件中断的软件模拟(软中断)。每个信号用一个整型常量宏表示，以 SIG开头，比如SIGCHLD、SIGINT 等，它们在系统头文件<signal.h>中定义,也可以通过在 shell下键入kill–l 查看信号列表，或者键入man 7 signal查看更详细的说明。

信号的生成来自内核，让内核生成信号的请求来自3 个地方： 

①用户：用户能够通过输入 CTRL+c、Ctrl+\，或者是终端驱动程序分配给信号控制字符的其他任何键来请求内核产生信号； 

②内核：当进程执行出错时，内核会给进程发送一个信号，例如非法段存取(内存访问违规)、浮点数溢出等；

③进程：一个进程可以通过系统调用 kill 给另一个进程发送信号，一个进程可以通过信号和另外 一个进程进行通信。

kill原型

#include<sys/types.h>

#include<signal.h>

int kill(pid\_t pid,int sig)

成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

由进程的某个操作产生的信号称为同步信号(synchronous signals),例如除 0；由像用户击键这样的进 程外部事件产生的信号叫做异步信号(asynchronoussignals)。

进程接收到信号以后，可以有如下 3 种选择进行处理： 

①接收默认处理：接收默认处理的进程通常会导致进程本身消亡。例如连接到终端的进程，用户按下 CTRL+c，将导致内核向进程发送一个 SIGINT 的信号，进程如果不对该信号做特殊的处 理，系统将采用默认的方式处理该信号，即终止进程的执行； signal(SIGINT,SIG\_DFL)；通过man 7 signal来查看 .

编号为1 ~ 31的信号为传统UNIX支持的信号，是不可靠信号(非实时的)，编号为32 ~ 63的信号是后来扩充的，称做可靠信号(实时信号)。不可靠信号和可靠信号的区别在于前者不支持排队，可能会造成信号丢失，而后者不会。下面我们对编号小于SIGRTMIN的信号进行讨论。

1) SIGHUP:本信号在用户终端连接(正常或非正常)结束时发出, 通常是在终端的控制进程结束时, 通知同一session内的各个作业, 这时它们与控制终端不再关联。登录Linux时，系统会分配给登录用户一个终端(Session)。在这个终端运行的所有程序，包括前台进程组和后台进程组，一般都属于这个Session。当用户退出Linux登录时，前台进程组和后台有对终端输出的进程将会收到SIGHUP信号。这个信号的默认操作为终止进程，因此前台进程组和后台有终端输出的进程就会中止。不过可以捕获这个信号，比如wget能捕获SIGHUP信号，并忽略它，这样就算退出了Linux登录，wget也能继续下载。此外，对于与终端脱离关系的守护进程，这个信号用于通知它重新读取配置文件。

2) SIGINT:程序终止(interrupt)信号, 在用户键入INTR字符(通常是Ctrl-C)时发出，用于通知前台进程组终止进程。

3) SIGQUIT:和SIGINT类似, 但由QUIT字符(通常是Ctrl-\)来控制. 进程在因收到SIGQUIT退出时会产生core文件, 在这个意义上类似于一个程序错误信号。

4) SIGILL:执行了非法指令. 通常是因为可执行文件本身出现错误, 或者试图执行数据段. 堆栈溢出时也有可能产生这个信号。

5) SIGTRAP:由断点指令或其它trap指令产生. 由debugger使用。

6) SIGABRT:调用abort函数生成的信号。

7) SIGBUS:非法地址, 包括内存地址对齐(alignment)出错。比如访问一个四个字长的整数, 但其地址不是4的倍数。它与SIGSEGV的区别在于后者是由于对合法存储地址的非法访问触发的(如访问不属于自己存储空间或只读存储空间)。

8) SIGFPE：在发生致命的算术运算错误时发出. 不仅包括浮点运算错误, 还包括溢出及除数为0等其它所有的算术的错误。

9) SIGKILL：用来立即结束程序的运行. 本信号不能被阻塞、处理和忽略。如果管理员发现某个进程终止不了，可尝试发送这个信号。

10) SIGUSR1：留给用户使用

11) SIGSEGV：试图访问未分配给自己的内存, 或试图往没有写权限的内存地址写数据.

12) SIGUSR2：留给用户使用

13) SIGPIPE：管道破裂。这个信号通常在进程间通信产生，比如采用FIFO(管道)通信的两个进程，读管道没打开或者意外终止就往管道写，写进程会收到SIGPIPE信号。此外用Socket通信的两个进程，写进程在写Socket的时候，读进程已经终止。

14) SIGALRM：时钟定时信号, 计算的是实际的时间或时钟时间. alarm函数使用该信号.

15) SIGTERM：程序结束(terminate)信号, 与SIGKILL不同的是该信号可以被阻塞和处理。通常用来要求程序自己正常退出，shell命令kill缺省产生这个信号。如果进程终止不了，我们才会尝试SIGKILL。

17) SIGCHLD：子进程结束时, 父进程会收到这个信号。如果父进程没有处理这个信号，也没有等待(wait)子进程，子进程虽然终止，但是还会在内核进程表中占有表项，这时的子进程称为僵尸进程。这种情况我们应该避免(父进程或者忽略SIGCHILD信号，或者捕捉它，或者wait它派生的子进程，或者父进程先终止，这时子进程的终止自动由init进程来接管)。

18) SIGCONT：让一个停止(stopped)的进程继续执行. 本信号不能被阻塞. 可以用一个handler来让程序在由stopped状态变为继续执行时完成特定的工作. 例如, 重新显示提示符

19) SIGSTOP：停止(stopped)进程的执行. 注意它和terminate以及interrupt的区别:该进程还未结束, 只是暂停执行. 本信号不能被阻塞, 处理或忽略.

20) SIGTSTP：停止进程的运行, 但该信号可以被处理和忽略. 用户键入SUSP字符时(通常是Ctrl-Z)发出这个信号

21) SIGTTIN：当后台作业要从用户终端读数据时, 该作业中的所有进程会收到SIGTTIN信号. 缺省时这些进程会停止执行.

22) SIGTTOU：类似于SIGTTIN, 但在写终端(或修改终端模式)时收到.

23) SIGURG：有"紧急"数据或out-of-band数据到达socket时产生.

24) SIGXCPU：超过CPU时间资源限制. 这个限制可以由getrlimit/setrlimit来读取/改变。

25) SIGXFSZ：当进程企图扩大文件以至于超过文件大小资源限制。

26) SIGVTALRM：虚拟时钟信号. 类似于SIGALRM, 但是计算的是该进程占用的CPU时间.

27) SIGPROF：类似于SIGALRM/SIGVTALRM, 但包括该进程用的CPU时间以及系统调用的时间.

28) SIGWINCH：窗口大小改变时发出.

29) SIGIO：文件描述符准备就绪, 可以开始进行输入/输出操作.

30) SIGPWR：Power failure

31) SIGSYS：非法的系统调用。

②忽略信号：进程可以通过代码，显示地忽略某个信号的处理，例如：signal(SIGINT,SIG\_IGN); 但是某些信号是不能被忽略的,例如9 号信号； 

③捕捉信号并处理：进程可以事先注册信号处理函数，当接收到信号时，由信号处理函数自动捕 捉并且处理信号。

有两个信号既不能被忽略也不能被捕捉，它们是SIGKILL 和 SIGSTOP。即进程接收到这两个信号 后，只能接受系统的默认处理，即终止进程。SIGSTOP 是暂停进程。

## 2 signal信号处理机制

可以用函数signal 注册一个信号捕捉函数。原型为：

#include<signal.h>

typedef void (\*sighandler\_t)(int); //函数指针

sighandler\_t signal(int signum, sighandler\_t handler);

signal 的第1个参数signum表示要捕捉的信号，第2个参数是个函数指针，表示要对该信号进行捕捉的函数，该参数也可以是 SIG\_DFL(表示交由系统缺省处理，相当于白注册了)或SIG\_IGN(表示忽略掉 该信号而不做任何处理)。signal如果调用成功，返回以前该信号的处理函数的地址，否则返回SIG\_ERR。设置了标准错误描述，可使用perror函数查看。

sighandler\_t 是信号捕捉函数，由 signal 函数注册，注册以后，在整个进程运行过程中均有效，并且对不同的信号可以注册同一个信号捕捉函数。该函数只有一个整型参数，表示信号值。

示例：1：捕捉终端 CTRL+c 产生的 SIGINT 信号

#include<unistd.h>

#include<stdio.h>

#include<sys/wait.h>

#include<sys/types.h>

#include<signal.h>

void SignHandler**(**int iSignNo**)**

**{**

printf**(**"Capture sign no:%d\n"**,**iSignNo**);**

**}**

int main**()**

**{**

signal**(**SIGINT**,**SignHandler**);**

**while(**1**)**

sleep**(**1**);**

**return** 0**;**

**}**

该程序运行起来以后，通过按CTRL+c 将不再终止程序的运行（或者另开一个终端，然后发送消息：“kill –s 2 进程号”或者“kill -2 进程号”，可以实现Ctrl+c 同样的效果。因为CTRL+c 产生的SIGINT 信号已经由进程中注册的 SignHandler 函数捕捉了。该程序可以通过 Ctrl+\终止，因为组合键 Ctrl+\能够产生 SIGQUIT 信号，而该信号的捕捉函数尚未在程序中注册。

示例2：忽略掉终端CTRL+c 产生的 SIGINT 信号：

#include<unistd.h>

#include<stdio.h>

#include<sys/wait.h>

#include<sys/types.h>

#include<signal.h>

int main**()**

**{**

signal**(**SIGINT**,**SIG\_IGN**);**

**while(**1**)**

sleep**(**1**);**

return0**;**

**}**

该程序运行起来以后，将 CTRL+C 产生的 SIGINT 信号忽略掉了，所以 CTRL＋C 将不再能使 该进程终止，要终止该进程，可以向进程发送 SIGQUIT 信号，即组合键 CTRL+\。或者另外开一个端口，然后执行 ps –aux 查看进程，发现该进程号之后用kill-9 进程号 杀掉该进程。

示例3：接受信号的默认处理,接受默认处理就相当于没有写信号处理程序：

#include<unistd.h>

#include<stdio.h>

#include<sys/wait.h>

#include<sys/types.h>

#include<signal.h>

int main**()**

**{**

signal**(**SIGINT**,**SIG\_DFL**);**

**while(**1**)**

sleep**(**1**);**

return0**;**

**}**

## 3 sigaction 信号处理机制

### 3.1 信号处理情况分析

在signal 处理机制下，还有许多特殊情况需要考虑：

1） 注册一个信号处理函数，并且处理完毕一个信号之后，是否需要重新注册，才能够捕捉下一个 信号；（不需要）

2） 如果信号处理函数正在处理信号，并且还没有处理完毕时，又发生了一个或多个同类型的信号，这时该怎么处理；（继续执行），后续相同信号忽略（但会多执行一次）。

3） 如果信号处理函数正在处理信号，并且还没有处理完毕时，又发生了一个或多个不同类型的信号，这时该怎么处理；（跳转去执行另一个信号，之后再执行剩下的没有处理完的信号）

4） 如果程序阻塞在一个系统调用(如 read(...))时，发生了一个信号，这时是让系统调用返回错误再接着进入信号处理函数，还是先跳转到信号处理函数，等信号处理完毕后，系统调用直接中断返回,不再执行之前的操作。（实际是后者）

相互打断就是一次，相同信号处理函数不重入 ,不存在无限嵌套打断的情况

示例：

#include<stdio.h>

#include<string.h>

#include<unistd.h>

#include<signal.h>

int g\_iSeq **=**0**;**

void SignHandler**(**int iSignNo**)**

**{**

int iSeq **=**g\_iSeq**++;**

printf**(**"%d Enter SignHandler,signo:%d\n"**,**iSeq**,**iSignNo**);**

sleep**(**3**);**

printf**(**"%d Leave SignHandler,signo:%d\n"**,**iSeq**,**iSignNo**);**

**}**

int main**()**

**{**

char szBuf**[**8**];**

int iRet**;**

signal**(**SIGINT**,**SignHandler**);** //不同的信号调用同一个处理函数

signal**(**SIGQUIT**,**SignHandler**);**

**do**

**{**

iRet **=**read**(**STDIN\_FILENO**,**szBuf**,sizeof(**szBuf**)-**1**);**

**if(**iRet**<**0**)**

**{**

perror**(**"readfail."**);**

**break;**

**}**

szBuf**[**iRet**]=**0**;**

printf**(**"Get:%s"**,**szBuf**);**

**}while(**strcmp**(**szBuf**,**"quit\n"**)!=**0**);**

return0**;**

**}**

程序运行时，针对于如下几种输入情况(要输入得快)，看输出结果：

（1）[CTRL+c] [CTRL+c] （一个一个挨着执行）

（2）[CTRL+c][CTRL+\] （先执行 c 的进入，被\打断，转而执行\，最后执行 c 的退出）

（3）hello[CTRL+\][Enter] （先执行中断，没有任何输出）

（4）[CTRL+\]hello [Enter] （先执行中断，输出内容）

（5）hel[CTRL+\]lo[Enter] （先执行中断，只输出lo）

### 3.2 sigaction 信号处理注册

函数原型：

#include<signal.h>

int sigaction(int signum, const struct sigaction \*act, struct sigaction \*oldact);

sigaction 也用于注册一个信号处理函数 成功返回0，失败返回-1，设置了标准错误描述，可使用perror函数查看。

参数signum 为需要捕捉的信号

参数act 是一个结构体，里面包含信号处理函数地址、处理方式等信息

参数oldact 是一个传出参数，sigaction 函数调用成功后，oldact 里面包含以前对 signum 的处理方式的信息，通常为 NULL

结构体 struct sigaction(注意名称与函数 sigaction 相同)的原型为：

struct sigaction

{

void (\*sa\_handler)(int); //老类型的信号处理函数指针

void (\*sa\_sigaction)(int,siginfo\_t \*, void\*);//新类型的信号处理函数指针

sigset\_t sa\_mask; //将要被阻塞的信号的集合

int sa\_flags; //信号处理方式掩码 (SA\_SIGINFO) ·

void(\*sa\_restorer)(void); //保留，不要使用

};

该结构体的各字段含义及使用方式：

1）字段 sa\_handler 是一个函数指针，用于指向原型为 void handler(int)的信号处理函数地址， 即老类型的信号处理函数（如果用再将 sa\_flags =0,就等同于 signal()函数）

2）字段 sa\_sigaction 也是一个函数指针，用于指向原型为： void handler(int iSignNum, siginfo\_t \*pSignInfo, void\*pReserved)；的信号处理函数，即新类型的信号处理函数 该函数的三个参数含义为：

iSignNum：传入的信号

pSignInfo：与该信号相关的一些信息，它是个结构体

pReserved：保留，现没用，通常为 NULL

3）字段 sa\_handler 和 sa\_sigaction 只应该有一个生效，如果想采用老的信号处理机制，就应该让 sa\_handler 指向正确的信号处理函数，并且让字段 sa\_flags 为 0；否则应该让 sa\_sigaction 指向正确的信号处理函数，并且让字段 sa\_flags 包含SA\_SIGINFO 选项 (或运算)

4）字段 sa\_mask 是一个包含信号集合的结构体，该结构体内的信号表示在进行某个信号处理时，将要被阻塞的信号。针对 sigset\_t 结构体，有一组专门的函数对它进行处理，它们是：

#include<signal.h>

int sigemptyset(sigset\_t \*set); //清空信号集合 set

int sigfillset(sigset\_t \*set); //将所有信号填充进 set 中

int sigaddset(sigset\_t \*set, int signum); //往 set 中添加信号signum

int sigdelset(sigset\_t \*set,int signum); //从 set 中移除信号signum

int sigismember(const sigset\_t\*set, int signum); //判断 signum 是否包含在set中(是:返回 1,否:0）

int sigpending(sigset\_t\*set); //将被阻塞的信号(挂起信号)集合由参数 set 指针返回

其中，对于函数 sigismember 而言，如果 signum 在 set 集中，则返回1；不在，则返回0；出错时返 回-1.其他的函数都是成功返回 0，出错返回-1。设置了标准错误描述，可使用perror函数查看。

对segset\_t集合中的同一信号多次删除或增加都会成功，原因时因为函数内部只是简单的赋值操作。

信号被阻塞并不是忽略信号，在原信号处理过程结束后，仍然会继续执行当前被阻塞而挂起的信号。

例如，如果打算在处理信号 SIGINT 时，只阻塞对SIGQUIT 信号的处理，可以用如下方法：

struct sigaction act**;**

act**.**sa\_flags**=**SA\_SIGINFO**;**

act**.**sa\_sigaction**=**newHandler**;**

sigemptyset**(&**act**.**sa\_mask**);**

sigaddset**(&**act**.**sa\_mask**,**SIGQUIT**);**

sigaction**(**SIGINT**,&**act**,NULL);**

5）字段sa\_flags 是一组掩码的合成值，指示信号处理时所应该采取的一些行为，各掩码的含义为：

SA\_RESETHAND 处理完毕要捕捉的信号后，将自动撤消信号处理函数的注册， 即必须再重新注册信号处理函数，才能继续处理接下来产生的信号。该选项不符合一般的信号处理流程，现已经被废弃。

SA\_NODEFER 在处理信号时，如果又发生了其它的信号，则立即进入其它信号的处理，等其它信号处理完毕后，再继续处理当前的信号， 即递规地处理。（不常用）不断重入，次数不丢失

SA\_RESTART 如果在发生信号时，程序正阻塞在某个系统调用，例如调用 read()函数，则在处理完毕信号后，接着从阻塞的系统调用继续返回。如果不指定该参数，中断处理完毕之后，read函数读取失败。

SA\_SIGINFO 指示结构体的信号处理函数指针是哪个有效，如果 sa\_flags包含该掩码，则 sa\_sigaction 指针(新处理函数)有效，否则是 sa\_handler（旧处理函数）指针有效。（常用）

Example1：用sigaction 实现和 signal（只能传递一个参数）一样的功能。

#include<signal.h>

#include<stdio.h>

void handle**(**int signo**)**

**{**

printf**(**"signo: %d\n"**,**signo**);**

**}**

int main**()**

**{**

struct sigaction st**;**

st**.**sa\_handler**=**handle**;**

st**.**sa\_flags**=**0**;**

sigaction**(**SIGINT**,&**st**,NULL);**

**while(**1**)**

**{**

sleep**(**1**);**

**}**

**}**

Example2：用sigaction 实现调用新的信号处理函数

#include<stdio.h>

#include<string.h>

#include<unistd.h>

#include<signal.h>

intg\_iSeq **=**0**;**

void SignHandlerNew**(**int iSignNo**,**siginfo\_t **\***pInfo**,**void**\***pReserved**)**

**{**

int iSeq **=**g\_iSeq**++;**

printf**(**"%d Enter SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

sleep**(**3**);**

printf**(**"%d Leave SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

**}**

int main**()**

**{**

struct sigaction act**;**

act**.**sa\_sigaction**=**SignHandlerNew**;**

act**.**sa\_flags**=**SA\_SIGINFO**;**

sigaction**(**SIGINT**,&**act**,NULL);**

sigaction**(**SIGQUIT**,&**act**,NULL);**

**while(**1**)**

**{**

sleep**(**1**);**

**}**

**return** 0**;**

**}**

练习与验证： 针对于先前的5 种输入情况，给下面代码再添加一些代码，使之能够进行如下各种形式的响应：

1）[CTRL+c][CTRL+c]时，第 1 个信号处理阻塞第 2个信号处理；

2）[CTRL+c][CTRL+c]时，第 1 个信号处理时，允许递规地第2 个信号处理；

3）[CTRL+c][CTRL+\]时，第 1 个信号阻塞第2 个信号处理；

4）read不要因为信号处理而返回失败结果。

你会发现，当一个信号被阻塞之后，在解除阻塞之前，该信号发生了多次，但是解除阻塞的时候， 内核只会向进程发送一个信号而已，而不管在其阻塞期间有多少个信号产生，因为 linux 并不会对信号 进行排队。另外，这里用到了打断 read 输入的中断处理，必须要加参数 SA\_RESTART，对于signal函数而言，它安装的信号处理函数，系统默认会自动重启被中断的系统调用，而不是让它出错返回。而对于sigaction函数而言，必须要自己指定 SA\_RESTART 实现重启功能，如果不指定则会read 失败，提示 read的时候中断发生。

### 3.3 sigprocmask 信号阻塞

函数sigaction 中设置的被阻塞信号集合只是针对于要处理的信号，例如

struct sigaction act;

sigemptyset(&act.sa\_mask);

sigaddset(&act.sa\_mask,SIGQUIT);

sigaction(SIGINT,&act,NULL);

表示只有在处理信号 SIGINT 时，才阻塞信号 SIGQUIT；(重点区分)

函数sigprocmask 是全程阻塞，在 sigprocmask 中设置了阻塞集合后，被阻塞的信号将不能再被信号处理函数捕捉，直到重新设置阻塞信号的集合。成功返回0出错返回-1，设置了标准错误描述，可使用perror函数查看。 原型为：

#include<signal.h>

int sigprocmask(int how,const sigset\_t \*set, sigset\_t \*oldset);

参数how 的值为如下 3 者之一：

a：SIG\_BLOCK,将参数 2 的信号集合添加到进程原有的阻塞信号集合中

b：SIG\_UNBLOCK,从进程原有的阻塞信号集合移除参数 2 中包含的信号

c：SIG\_SETMASK，重新设置进程的阻塞信号集为参数 2 的信号集

参数set 为阻塞信号集

参数oldset 是传出参数，存放进程原有的信号集，通常为 NULL

perf统计用户程序性能，oprofile统计内核的程序性能。benchark也可测试软硬件性能。
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示例：添加全程阻塞

#include<stdio.h>

#include<string.h>

#include<unistd.h>

#include<signal.h>

int g\_iSeq**=**0**;**

void SignHandlerNew**(**int iSignNo**,**siginfo\_t **\***pInfo**,**void**\***pReserved**)**

**{**

int iSeq**=**g\_iSeq**++;**

printf**(**"%d Enter SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

sleep**(**3**);**

printf**(**"%d Leave SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

**}**

int main**()**

**{**

char szBuf**[**8**];**

int iRet**;**

//屏蔽掉 SIGQUIT 信号

sigset\_t sigSet**;**

sigemptyset**(&**sigSet**);**

sigaddset**(&**sigSet**,**SIGQUIT**);**

sigprocmask**(**SIG\_BLOCK**,&**sigSet**,NULL);**

struct sigaction act**;**

act**.**sa\_sigaction**=**SignHandlerNew**;**

act**.**sa\_flags**=**SA\_SIGINFO**;**

sigemptyset**(&**act**.**sa\_mask**);**

sigaction**(**SIGINT**,&**act**,NULL);**

**while(**1**);**

return0**;**

**}**

实例：取消指定信号的全程阻塞。

#include<stdio.h>

#include<string.h>

#include<unistd.h>

#include<signal.h>

int g\_iSeq**=**0**;**

void SignHandlerNew**(**int iSignNo**,**siginfo\_t **\***pInfo**,**void**\***pReserved**)**

**{**

int iSeq**=**g\_iSeq**++;**

printf**(**"%d Enter SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

sleep**(**3**);**

printf**(**"%d Leave SignHandlerNew,signo:%d\n"**,**iSeq**,**iSignNo**);**

**}**

int main**()**

**{**

//屏蔽掉 SIGINT 和 SIGQUIT 信号，SigHandlerNew 将不能再捕捉 SIGINT 和 SIGQUIT

sigset\_t sigSet**;**

sigemptyset**(&**sigSet**);**

sigaddset**(&**sigSet**,**SIGINT**);**

sigaddset**(&**sigSet**,**SIGQUIT**);**

sigprocmask**(**SIG\_BLOCK**,&**sigSet**,NULL);**//将SIGINT、SIGQUIT 屏蔽

struct sigaction act**;**

act**.**sa\_sigaction**=**SignHandlerNew**;**

act**.**sa\_flags**=**SA\_SIGINFO**;**

sigemptyset**(&**act**.**sa\_mask**);**

sigaction**(**SIGINT**,&**act**,NULL);**

sigaction**(**SIGQUIT**,&**act**,NULL);**

int iCount **=**0**;**

**while(**1**)**

**{**

**if(**iCount **>**3**)**

**{**

sigset\_t sigSet2**;**

sigemptyset**(&**sigSet2**);**

sigaddset**(&**sigSet2**,**SIGINT**);**

sigprocmask**(**SIG\_UNBLOCK**,&**sigSet2**,** **NULL);**

**}**

iCount **++;**

sleep**(**2**);**

**}**

return0**;**

**}**

Example3：利用 sigpending 测试信号，并采用上图的模型

#include<signal.h>

#include<unistd.h>

void handler**(**int signum**,** siginfo\_t**\***pInfo**,** void**\***pReversed**)**

**{**

printf**(**"receivesignal %d\n"**,**signum**);**

**}**

int main**()**

**{**

sigset\_t new\_mask**,**old\_mask**,**pending\_mask**;**

sigemptyset**(&**new\_mask**);**

sigaddset**(&**new\_mask**,**SIGINT**);**

**if(**sigprocmask**(**SIG\_BLOCK**,&**new\_mask**,&**old\_mask**))**

printf**(**"block signal SIGINT error\n"**);**

struct sigaction act**;**

sigemptyset**(&**act**.**sa\_mask**);**

act**.**sa\_flags**=**SA\_SIGINFO**;**

act**.**sa\_sigaction**=**handler**;**

**if(**sigaction**(**SIGINT**,** **&**act**,NULL))**

printf**(**"install signal SIGINT error\n"**);**

sleep**(**10**);**

printf**(**"now begin to get pending mask and unblock SIGINT\n"**);**

**if(**sigpending**(&**pending\_mask**)<**0**)**//将阻塞信号全部添加到pending\_mask 信号集中并返回

printf**(**"get pending mask error\n"**);**

**if(**sigismember**(&**pending\_mask**,**SIGINT**))**

printf**(**"signal SIGINT is pending\n"**);**

**if(**sigprocmask**(**SIG\_SETMASK**,&**old\_mask**,NULL)<**0**)**

printf**(**"unblock signalerror\n"**);**

printf**(**"signal unblocked\n"**);**

sleep**(**10**);**

return0**;**

**}**

注意：信号注册应该在子进程创建后，否则所有的进程都会继承信号处理属性

## 4 用程序发送信号

### 4.1 kill 信号发送函数

原型为：

#include<sys/types.h>

#include<signal.h>

int kill(pid\_t pid, int signum);

函数kill将信号发送给参数pid代表的进程，如果成功，返回 0，否则为-1,设置了标准错误描述，可使用perror函数查看。

参数 pid 为将要接受信号的进程的 pid，可以通过 getpid()函数获得来给自身发送信号，还可以发送 信号给指定的进程，此时 pid 有如下描述：

pid>0 将信号发给 ID 为 pid 的进程

pid==0 将信号发送给与发送进程属于同一个进程组的所有进程

pid<0 将信号发送给进程组 ID 等于pid 绝对值的所有进程

pid==-1 将信号发送给该进程有权限发送的系统里的所有进程

参数sig 为要发送的信号

示例，输入结束后，将通过发送信号 SIGQUIT 把自己杀掉：

#include<stdio.h>

#include<signal.h>

#include<unistd.h>

#include<sys/types.h>

int main**()**

**{**

**while(**1**)**

**{**

**if(**getchar**()==**EOF**)** //运行之后输入没有反应，当按下Ctrl+d（EOF），进程关闭

kill**(**getpid**(),**SIGQUIT**);**

**}**

**return** 0**;**

**}**

除此之外，还可以向指定的进程发送信号：

程序1：

#include<stdio.h>

intmain**()**

**{**

**while(**1**);**

**return** 0**;**

**}**

程序2：

#include <stdio.h>

#include<signal.h>

#include<unistd.h>

#include<sys/types.h>

int main**(**int argc**,** char**\***argv**[])**

**{**

int pid **=**atoi**(**argv**[**1**]);** //字符串数字转数值

kill**(**pid**,**SIGQUIT**);**

return0**;**

**}**

首先运行程序1，然后用 ps –aux 查看其进程号，假设位11002。再运行程序2 ./2 11002 即可

## 5 计时器与信号

### 5.1 睡眠函数

Linux 下有两个睡眠函数，原型为：

#include<unistd.h>

unsigned int sleep(unsigned int seconds);

void usleep(unsigned long usec);

函数sleep 让进程睡眠seconds 秒，函数 usleep 让进程睡眠usec 微秒。成功返回0，失败返回-1，设置了标准错误描述，可使用perror函数查看。

sleep 睡眠函数内部是用信号机制进行处理的，用到的函数有：

#include<unistd.h>

unsigned int alarm(unsigned int seconds);

功能：告知自身进程，要进程在 seconds 秒后自动产生一个 SIGALRM 的信号 , 如果先前有一个alarm（）请求剩余时间，alarm（）将返回一个非零值，该值是前一个请求产生SIGALRM信号的秒数。 否则，alarm（）将返回0。

int pause(void);

功能：将自身进程挂起，直到有信号发生时才从 pause 返回. 成功无返回值，失败返回-1，设置了标准错误描述，可使用perror函数查看。

示例：模拟睡眠 3 秒：

#include<signal.h>

#include<stdio.h>

#include<unistd.h>

void SignHandler**(**int iSignNo**)**

**{**

printf**(**"signal:%d\n"**,**iSignNo**);**

**}**

int main**()**

**{**

signal**(**SIGALRM**,**SignHandler**);**

alarm**(**3**);** //等待 3 秒之后自动产生 SIGALRM 信号

printf**(**"Before pause().\n"**);**

pause**();** //将进程挂起，直到有信号发生才退出挂起状态

printf**(**"Afterpause().\n"**);**

**return** 0**;**

**}**

注意：因为 sleep 在内部是用 alarm 实现的，所以在程序中最好不要 sleep 与 alarm 混用，以免造成 混乱。

### 5.2 时钟处理

Linux 为每个进程维护 3 个计时器，分别是真实计时器、虚拟计时器和实用计时器。 

真实计时器计算的是程序运行的实际时间；---直接 

虚拟计时器计算的是程序运行在用户态时所消耗的时间(可认为是实际时间减掉(系统调用和程序睡眠所消耗)的时间)；---需要了解内核 

实用计时器计算的是程序处于用户态和处于内核态所消耗的时间之和。---常用 (不计睡眠时间)

例如：有一程序运行，在用户态运行了5 秒，在内核态运行了6 秒，还睡眠了 7秒，则真实计算器 计算的结果是 18秒，虚拟计时器计算的是 5 秒，实用计时器计算的是 11 秒。

用指定的初始间隔和重复间隔时间为进程设定好一个计时器后，该计时器就会定时地向进程发送时 钟信号。3 个计时器发送的时钟信号分别为：SIGALRM,SIGVTALRM 和 SIGPROF。

用到的函数与数据结构：

#include<sys/time.h>

int getitimer(int which, struct itimerval\*value); //获取计时器的设置

参数 which 指定哪个计时器，可选项为 ITIMER\_REAL(真实计时器)、ITIMER\_VIRTUAL(虚拟 计时器、ITIMER\_PROF(实用计时器))

参数value 为一结构体的传出参数，用于传出该计时器的初始间隔时间和重复间隔时间

返回值：成功返回0，失败返回-1，设置了标准错误描述，可使用perror函数查看。

int setitimer(int which, const struct itimerval\*value, struct itimerval\*ovalue);//设置计时器

参数 which 指定哪个计时器，可选项为 ITIMER\_REAL(真实计时器)、ITIMER\_VIRTUAL(虚拟 计时器、ITIMER\_PROF(实用计时器))

参数value 为一结构体的传入参数，指定该计时器的初始间隔时间和重复间隔时间

参数ovalue 为一结构体传出参数，用于传出以前的计时器时间设置。

返回值：成功返回0，失败返回-1，设置了标准错误描述，可使用perror函数查看。

struct itimerval

{

struct timeval it\_interval; /\*next value\*/ //重复间隔

struct timeval it\_value; /\*current value\*/ //初始间隔

};

struct timeval

{

long tv\_sec; /\*seconds \*/ //时间的秒数部分

long tv\_usec; /\*microseconds\*/ //时间的微秒部分

};

示例：启用真实计时器的进行时钟处理（获得当前系统时间，并一秒更新一次）

#include <signal.h>

#include <time.h>

#include <sys/time.h>

#include <unistd.h>

#include <stdio.h>

#include <stdlib.h>

void sigHandler**(**int iSigNum**)**

**{**

time\_t tt**;**

time**(&**tt**);**

struct tm**\***pTm **=**gmtime**(&**tt**);**

printf**(**"%04d-%02d-%02d %02d:%02d:%02d\n"**,** **(**1900**+**pTm**->**tm\_year**),** **(**1**+**pTm**->**tm\_mon**),** pTm**->**tm\_mday**,(**8**+**pTm**->**tm\_hour**),**pTm**->**tm\_min**,** pTm**->**tm\_sec**);**

**}**

void InitTime**(**int tv\_sec**,** int tv\_usec**)**

**{**

signal**(**SIGALRM**,**sigHandler**);**

alarm**(**0**);**

struct itimerval tm**;**

tm**.**it\_value**.**tv\_sec **=**tv\_sec**;**

tm**.**it\_value**.**tv\_usec **=**tv\_usec**;**

tm**.**it\_interval**.**tv\_sec**=**tv\_sec**;**

tm**.**it\_interval**.**tv\_usec**=**tv\_usec**;**

**if(**setitimer**(**ITIMER\_REAL**,** **&**tm**,** **NULL)==-**1**)**

**{**

perror**(**"setitimer error"**);**

exit**(-**1**);**

**}**

**}**

int main**()**

**{**

InitTime**(**2**,**0**);**

**while(**1**)** **;**

return0**;**

**}**

# LINUX 多线程

## 1 Linux 多线程概述

### 1.1 概述

进程是系统中程序执行和资源分配的基本单位。每个进程有自己的数据段、代码段和堆栈段。这就 造成进程在进行切换等操作时都需要有比较负责的上下文切换等动作。为了进一步减少处理器的空转时间支持多处理器和减少上下文切换开销，也就出现了线程。

线程通常叫做轻量级进程。线程是在共享内存空间中并发执行的多道执行路径，是一个更加接近于执行体的概念，拥有独立的执行序列，是进程的基本调度单元，每个进程至少都有一个 main 线程。它与同进程中的其他线程共享进程空间｛堆 代码 数据 文件描述符 信号等｝，只拥有自己的栈空间，大大减少了上下文切换的开销。

线程和进程在使用上各有优缺点：线程执行开销小，占用的CPU少，线程之间的切换快，但不利于资源的管理和保护；而进程正相反。从可移植性来讲，多进程的可移植性要好些。

同进程一样，线程也将相关的变量值放在线程控制表内。一个进程可以有多个线程，也就是有多个线程控制表及堆栈寄存器，但却共享一个用户地址空间。要注意的是，由于线程共享了进程的资源和地址空间，因此，任何线程对系统资源的操作都会给其他线程带来影响。
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[www.jb51.net/article/102004.htm](http://www.jb51.net/article/102004.htm)

### 1.2 线程分类

按调度者分为用户级线程和核心级线程

用户级线程：主要解决上下文切换问题，调度算法和调度过程全部由用户决定，在运行时不需要特定 的内核支持。缺点是无法发挥多处理器的优势 ·

核心级线程：允许不同进程中的线程按照同一相对优先调度方法调度，发挥多处理器的并发优势 现在大多数系统都采用用户级线程和核心级线程并存的方法。一个用户级线程可以对应一个或多个核心级线程，也就是“一对一”或“一对多”模型。

### 1.3 线程创建的 Linux 实现

Linux 的线程是通过用户级的函数库实现的，一般采用 pthread 线程库实现线程的访问和控制。它用 第 3 方posix 标准的 pthread，具有良好的可移植性。 编译的时候要在后面加上 –lpthread

创建 退出 等待

多进程 fork、system、popen、exel函数簇 exit() wait()

多线程 pthread\_create pthread\_exit() pthread\_join()

## 2 线程的创建和退出

创建线程实际上就是确定调用该线程函数的入口点，线程的创建采用函数 pthread\_create。在线程创建以后，就开始运行相关的线程函数，在该函数运行完之后，线程就退出，这也是线程退出的一种方式，叫做自然退出。 另一种线程退出的方式是使用函数 pthread\_exit()函数，这是线程主动退出行为。这里要注意的是，在使用线程函数时，不能随意使用 exit 退出函数进行出错处理，由于exit 的作用是使调用进程终止，往往一个进程包括了多个线程，所以在线程中通常使用 pthread\_exit函数来代替进程中的退出函数 exit。

由于一个进程中的多个线程是共享数据段的，因此通常在线程退出之后，退出线程所占用的资源并不会随着线程的终止而得到释放。正如进程之间可以通过wait()函数系统调用来同步终止并释放资源一 样，线程之间也有类似的机制，那就是 pthread\_join 函数。pthread\_join 函数可以用于将当前线程挂起， 等待线程的结束然后回收资源。这个函数是一个线程阻塞函数，调用它的函数将一直等待直到被等待的线程结束为止，当函数返回时，被等待线程的资源被回收。

函数原型：

#include<pthread.h>

int pthread\_create (pthread\_t \*threadid,pthread\_attr\_t \*attr,void \*(\*start\_routine) (void\*), void \*arg);

void pthread\_exit(void\*retval);

pthread\_t pthread\_self(void);

通常的形式为：

pthread\_t pthid**;**

pthread\_create**(&**pthid**,NULL,**pthfunc**,NULL);**

pthread\_create**(&**pthid**,NULL,**pthfunc**,(**void**\*)**3**);**

pthread\_exit**(NULL);**或

pthread\_exit**((**void**\*)**3**);**//3 作为返回值被pthread\_join 函数捕获。

函数 pthread\_create 用来创建线程。返回值：成功，则返回0；失败，则返回对应错误码。各参数描述如下：

·参数thread 是传出参数，保存新线程的标识；

·参数attr是一个结构体指针，结构中的元素分别指定新线程的运行属性,attr 可以用 pthread\_attr\_init 等函数设置各成员的值，但通常传入为 NULL 即可；

·参数start\_routine 是一个函数指针，指向新线程的入口点函数，线程入口点函数带有一个void \*的参数由 pthread\_create 的第 4个参数传入；

·参数arg 用于传递给第 3个参数指向的入口点函数的参数，可以为 NULL，表示不传递。

函数 pthread\_exit 表示线程的退出。其参数可以被其它线程用 pthread\_join 函数捕获。=

函数pthread\_self获取线程自身ID。这个函数始终成功。

示例：

#include <stdio.h>

#include <pthread.h>

void **\***ThreadFunc**(**void **\***pArg**)** //参数的值为123

**{**

int i **=**0**;**

**for(;**i**<**10**;**i**++)**

**{**

printf**(**"Hi,I'm child thread,arg is:%d\n"**,(**int**)**pArg**);**

sleep**(**1**);**

**}**

pthread\_exit**(NULL);**

**}**

int main**()**

**{**

pthread\_t thdId**;**

pthread\_create**(&**thdId**,** **NULL,**ThreadFunc**,(**void **\*)**123**);**

int i **=**0**;** **for(;**i**<**10**;**i**++)**

**{**

printf**(**"Hi,I'm main thread,child threadid is:%x\n"**,**thdId**);**

sleep**(**1**);**

**}**

**return** 0**;**

**}**

编译时需要带上线程库选项： gcc -o a a.c –l pthread

## 3 等待线程退出

### 3.1 等待线程退出

线程从入口点函数自然返回，或者主动调用 pthread\_exit()函数，都可以让线程正常终止

线程从入口点函数自然返回时，函数返回值可以被其它线程用 pthread\_join 函数获取.

pthread\_join 原型为：

#include<pthread.h>

int pthread\_join(pthread\_t thid, void\*\*thread\_return);

pthread\_join函数是一个阻塞函数，会让当前线程挂起，一直等到参数 thid指定的线程返回；与多进程中的 wait 或 waitpid 类似。 返回值：成功，则返回0；失败，则返回对应错误码

参数thread\_return 是一个传出参数，接收线程函数的返回值。如果线程通过调用 pthread\_exit()终止，则 pthread\_exit()中的参数相当于自然返回值，照样可以被其它线程用pthread\_join获取到。

这里使用二级指针是由于线程函数自然返回或者thread\_exit返回的是一级指针，那么赋值的左边也因该是一个地址，在pthread\_join中要对这个指针进行改变时，相当于在函数中对指针做修改，根据修改变量的值用一级指针，修改指针的值用二级指针。因此这里是二级指针。操作为\*thread\_return=returnval 。

参数thid 传递0 值时，join 返回 ESRCH 错误。

子线程可以回收子线程，但不能回收主线程，主线程可以回收子线程。

该函数还有一个非常重要的作用，由于一个进程中的多个线程共享数据段，因此通常在一个线程退 出后，退出线程所占用的资源并不会随线程结束而释放。如果 th 线程类型并不是自动清理资源类型的， 则 th 线程退出后，线程本身的资源必须通过其它线程调用 pthread\_join 来清除,这相当于多进程程序中 的 waitpid。

Example：返回值的例子

#include <stdio.h>

#include <unistd.h>

#include <pthread.h>

void**\***ThreadFunc**(**void **\***pArg**)**

**{**

int iArg**=(**int**)**pArg**;** //将 void\*转换为

int sleep**(**iArg**);**

**if(**iArg**<**3**)**

**return(**void**\*)(**iArg**\***2**);**

**else**

pthread\_exit**((**void**\*)(**iArg**\***2**));**//和reaturn 达到的效果一样，都可以用于正常返回

**}**

int main**()**

**{**

pthread\_t thdId**;**

int iRet **=**0**;**

pthread\_create**(&**thdId**,** **NULL,**ThreadFunc**,(**void **\*)**2**);**//传递参数值为2

pthread\_join**(**thdId**,(**void**\*\*)&**iRet**);** //接收子线程的返回值

printf**(**"The firstchild thread ret is:%d\n"**,**iRet**);**

pthread\_create**(&**thdId**,** **NULL,**ThreadFunc**,(**void **\*)**4**);**

pthread\_join**(**thdId**,(**void**\*\*)&**iRet**);**

printf**(**"The second child thread ret is:%d\n"**,**iRet**);**

return0**;**

**}**

Example：子线程释放空间

#include <stdio.h>

#include <pthread.h>

#include <malloc.h>

void **\***threadfunc**(**void **\***args**)**

**{**

char**\***p **=(**char**\*)**malloc**(**10**);** //自己分配了内存

int i**=**0**;**

**for(;**i**<**10**;**i**++)**

**{**

printf**(**"hello,my name is wangxiao!\n"**);**

sleep**(**1**);**

**}**

free**(**p**);** //如果父线程中没有调用 pthread\_cancel，此处可以执行

printf**(**"p is freed\n"**);**

pthread\_exit**((**void**\*)**3**);**

**}**

int main**()**

**{**

pthread\_t pthid**;**

pthread\_create**(&**pthid**,** **NULL,**threadfunc**,NULL);**

inti**=**1**;**

**for(;**i**<**5**;**i**++)** //父线程的运行次数比子线程的要少，当父线程结束的时候，

//如果没有 pthread\_join 函数等待子线程执行的话，子线程也会退出。

**{**

printf**(**"hello,nice to meet you!\n"**);**

sleep**(**1**);**

// if(i%3==0)

// pthread\_cancel(pthid);

//表示当 i%3==0 的时候就取消子线程，该函数将导致子线 程直接退出，

//不会执行上面紫色的 free 部分的代码，即释放空间失败。要想释放指针类型的变量 p，

//此时必须要用 pthread\_cleanup\_push 和 pthread\_cleanup\_pop 函数释放间，

**}**

int retvalue**=**0**;**

pthread\_join**(**pthid**,(**void**\*\*)&**retvalue**);**//等待子线程释放空间，并获取子线程的返回值

printf**(**"returnvalueis:%d\n"**,**retvalue**);**

**return** 0**;**

**}**

pthread\_join 不能回收堆内存的，只回收线程的栈内存和内核中的 struct task\_struct 结构占用的内存。堆内存必须在线程函数中单独回收。

### 3.2 线程的取消

线程也可以被其它线程杀掉，在Linux 中的说法是一个线程被另一个线程取消(cancel)。

线程取消的方法是一个线程向目标线程发cancel 信号，但是如何处理cancel 信号则由目标线程自 己决定，目标线程或者忽略、或者立即终止、或者继续运行至 cancelation-point(取消点)后终止。

**取消点：**

根据POSIX 标准，pthread\_join()、pthread\_testcancel()、pthread\_cond\_wait()、 pthread\_cond\_timedwait()、sem\_wait()、sigwait()等函数以及 read()、write()等会引起阻塞的系统调用都是 Cancelation-point，而其他 pthread 函数都不会引起 Cancelation 动作。但是 pthread\_cancel 的手册页声称，由于 Linux 线程库与 C 库结合得不好，因而目前 C 库函数都不是 Cancelation-point；但 CANCEL信号会使线程从阻塞的系统调用中退出，(即终止线程)并置 EINTR 错误码，因此可以在需要作为Cancelation-point 的系统调用前后调用 pthread\_testcancel()，从而达到 POSIX 标准所要求的目标，即如下代码段：

pthread\_testcancel(); //创建一个取消点

retcode=read(fd,buffer,length); //如果是取消点，线程终止，如果不是，执行下面一句

pthread\_testcancel();//如果前面函数不是有取消点，就结束。

但是从 RedHat9.0的实际测试来看，至少有些 C 库函数的阻塞函数是取消点，如 read(),getchar() 等，而 sleep()函数不管线程是否设置了 pthread\_setcancelstate(PTHREAD\_CANCEL\_DISABLE,NULL)， 都起到取消点作用。总之，线程的取消一方面是一个线程强行杀另外一个线程，从程序设计角度看并 不是一种好的风格，另一方面目前 Linux 本身对这方面的支持并不完善，所以在实际应用中应该谨慎使用！！

函数原型：

#include<pthread.h>

int pthread\_cancel(pthread\_t thid);

void pthread\_testcancel(void);

函数pthread\_cancel取消某个线程，必须当目标线程中有取消点时才能取消，否则不可以取消成功返回0，出错返回错误码。

参数thid是要取消线程的id。

增加 man 信息 ，apt-get install manpages-posix-dev

### 3.3 线程终止清理函数

不论是可预见的线程终止还是异常终止，都会存在资源释放的问题，在不考虑因运行出错而退出 的前提下，如何保证线程终止时能顺利的释放掉自己所占用的资源，特别是锁资源和堆空间，就是一个必须考 虑解决的问题。

最经常出现的情形是资源独占锁的使用：线程为了访问临界资源而为其加上锁，但在访问过程中该线程被外界取消，或者发生了中断，则该临界资源将永远处于锁定状态得不到释放。外界取消操作是不可预见的，因此的确需要一个机制来简化用于资源释放的编程。

在POSIX 线程API 中提供了一个pthread\_cleanup\_push()/pthread\_cleanup\_pop()函数对，用于自动释放资源--从pthread\_cleanup\_push()的调用点开始到pthread\_cleanup\_pop()之间的程序段中的终止动作(即pthread\_exit ,pthread\_cancel）都将执行pthread\_cleanup\_push()所指定的清理函数。API 定义如下：

void pthread\_cleanup\_push(void(\*routine)(void\*), void\*arg)

void pthread\_cleanup\_pop(int execute)

pthread\_cleanup\_push()/pthread\_cleanup\_pop()采用先入后出的栈结构管理

参数void routine(void \*arg)函数在pthread\_cleanup\_push()被调用时被压入清理函数栈，多次对 pthread\_cleanup\_push()的调用将在清理函数栈中形成一个函数链，在执行该函数链时按照压栈的相反 顺序弹出。

参数arg为清理函数的传入参数。

参数execute 参数表示执行到 pthread\_cleanup\_pop()时是否在弹出清理函数的同时执行该函数， 为 0 表示不执行，非 0 为执行；这个参数并不影响异常终止时清理函数的执行。

pthread\_cleanup\_pop 的参数 execute 如果为非 0 值,则按栈的顺序注销掉一个原来注册的清理函数， 并执行该函数；当 pthread\_cleanup\_pop()函数的参数为 0 时，仅仅在线程调用 pthread\_exit函数或者其它线程对本线程调用 pthread\_cancel 函数时，才在弹出“清理函数”的同时执行该“清理函数”。

pthread\_cleanup\_push在对资源回收的同时，要注意不要对统一堆内存释放两次

pthread\_cleanup\_push()/pthread\_cleanup\_pop()是以宏方式实现的，这是 pthread.h 中的宏定义：

#define pthread\_cleanup\_push(routine,arg)\

{

struct \_pthread\_cleanup\_buffer \_buffer;\ \_pthread\_cleanup\_push(&\_buffer,(routine),(arg));

#define pthread\_cleanup\_pop(execute) \

\_pthread\_cleanup\_pop(&\_buffer,(execute));

}

可见，pthread\_cleanup\_push()带有一个"{"，而 pthread\_cleanup\_pop()带有一个"}"，因此这两个函数必须成对出现，且必须位于程序的同一级别的代码段中才能通过编译。

示例：

#include <stdio.h>

#include <pthread.h>

void CleanFunc**(**void**\***pArg**)**

**{**

printf**(**"CleanFunc(%d)\n"**,(**int**)**pArg**);**

**}**

void **\***ThreadFunc**(**void **\***pArg**)**

**{**

pthread\_cleanup\_push**(**CleanFunc**,(**void**\*)**1**);**

pthread\_cleanup\_push**(**CleanFunc**,(**void**\*)**2**);**

sleep**(**2**);**

pthread\_cleanup\_pop**(**1**);**

pthread\_cleanup\_pop**(**1**);**

**}**

int main**()**

**{**

pthread\_t thdId**;**

pthread\_create**(&**thdId**,** **NULL,**ThreadFunc**,(**void **\*)**2**);**

pthread\_join**(**thdId**,NULL);**

return0**;**

**}**

运行结果为：

CleanFunc(2)

CleanFunc(1)

如果将里面的两次 pthread\_cleanup\_pop(1);改为pthread\_cleanup\_pop(0);推测一下结果是怎样？ 

没有任何输出（此时 CleanFunc 函数得不到执行）

如果修改为 0 之后，再在sleep(2)之后添加 pthread\_exit(NULL);则此时的结果又是如何： 

跟 pthread\_cleanup\_pop(1);实现的结果一样了。

Example：用pthread\_cleanup\_push 和pthread\_cleanup\_pop来释放子线程分配的内存空间

#include <stdio.h>

#include <pthread.h>

#include <malloc.h>

void freemem**(**void **\***args**)**

**{**

free**(**args**);**

printf**(**"cleanup thememory!\n"**);**

**}**

void **\***threadfunc**(**void **\***args**)**

**{**

char**\***p **=(**char**\*)**malloc**(**10**);** //自己分配了内存

pthread\_cleanup\_push**(**freemem**,**p**);**

int i**=**0**;**

**for(;**i**<**10**;**i**++)**

**{**

printf**(**"hello,my name is wangxiao!\n"**);**

sleep**(**1**);**

**}**

pthread\_exit**((**void**\*)**3**);**

pthread\_cleanup\_pop**(**0**);**

**}**

int main**()**

**{**

pthread\_t pthid**;**

pthread\_create**(&**pthid**,** **NULL,**threadfunc**,NULL);**

inti**=**1**;**

**for(;**i**<**5**;**i**++)** //父线程的运行次数比子线程的要少，当父线程结束的时候，

//如果没有 pthread\_join函数等待子线程执行，子线程也会退出，即子线程只执行了4 次。

**{**

printf**(**"hello,nicetomeet you!\n"**);**

sleep**(**1**);**

**if(**i**%**3**==**0**)**

pthread\_cancel**(**pthid**);** //表示当i%3==0的时候就取消子线程，该函数将导致直接退出

//不会执行上面紫色的 free 部分的代码，即释放空间失败。要想释放指针类型的变量p，

//必须要用 pthread\_cleanup\_push 和 pthread\_cleanup\_pop 函数释放空间

**}**

int retvalue**=**0**;**

pthread\_join**(**pthid**,(**void**\*\*)&**retvalue**);**//等待子线程释放空间，并获取子线程的返回值

printf**(**"returnvalue is:%d\n"**,**retvalue**);**

return0**;**

**}**

## 4 线程的同步与互斥

### 4.1 线程的互斥-mutex

在 Posix Thread 中定义了一套专门用于线程互斥的 mutex 函数。mutex 是一种简单的加锁的方法来控制对共享资源的存取，这个互斥锁只有两种状态（上锁和解锁），可以把互斥锁看作某种意义上的全 局变量。为什么需要加锁，就是因为多个线程除了栈空间外共用进程的资源，要访问的是公共区间时（全局变量），当一个线程访问的时候，需要加上锁以防止另外的线程对它进行访问，实现资源的独占。在一个时刻只能有一个线程掌握某个互斥锁，拥有上锁状态的线程才能够对共享资源进行操作。若其他线程希望上锁一个已经上锁了的互斥锁，则该线程就会挂起，直到上锁的线程释放掉互斥锁为止。

#### 4.1.1 创建和销毁锁

有两种方法创建互斥锁，静态方式和动态方式。

·静态方式：POSIX定义了一个宏PTHREAD\_MUTEX\_INITIALIZER来静态初始化互斥锁，方法如下：

pthread\_mutex\_t mutex=PTHREAD\_MUTEX\_INITIALIZER;

在 LinuxThreads 实现中，pthread\_mutex\_t 是一个结构，而 PTHREAD\_MUTEX\_INITIALIZER 则是一个宏常量。

·动态方式：动态方式是采用 pthread\_mutex\_init()函数来初始化互斥锁，API 定义如下：

#include<pthread.h>

int pthread\_mutex\_init(pthread\_mutex\_t \*mutex,const pthread\_mutexattr\_t\*mutexattr)

这个函数始终返回0.

其中mutexattr 用于指定互斥锁属性（见下），如果为 NULL 则使用缺省属性。通常为 NULL

pthread\_mutex\_destroy()用于注销一个互斥锁，API 定义如下：

int pthread\_mutex\_destroy(pthread\_mutex\_t\*mutex);

返回值：成功，则返回0；失败，则返回对应错误码

销毁一个互斥锁即意味着释放它所占用的资源，且要求锁当前处于开放状态。由于在 Linux 中，互斥锁并不占用任何资源，因此 Linux Threads 中的 pthread\_mutex\_destroy()除了检查锁状态以外（锁定状态则返回EBUSY）没有其他动作。

#### 4.1.2 互斥锁属性

互斥锁属性结构体的定义为：

typedef struct

{

int \_\_mutexkind; //注意这里是两个下划线

}pthread\_mutexattr\_t;

互斥锁的属性在创建锁的时候指定，在 Linux Threads 实现中仅有一个锁类型属性\_\_mutexkind，不同的锁类型在试图对一个已经被锁定的互斥锁加锁时表现不同也就是是否阻塞等待。有三个值可供选择：

·PTHREAD\_MUTEX\_TIMED\_NP，普通锁(或快速锁)，这是缺省值（直接写NULL 就是表示这个缺省值）。当一个线程加锁以后，其余请求锁的线程(包括上锁线程自身)将形成一个阻塞等待队列，并在解锁后按优先级获得锁。这种锁策略保证了资源分配的公平性

示例：初始化一个快速锁。

pthread\_mutex\_t lock;

pthread\_mutex\_init(&lock,NULL);

·PTHREAD\_MUTEX\_RECURSIVE\_NP，嵌套锁，允许同一个线程对同一个锁成功获得多次，并通过多次 unlock 解锁。如果是不同线程请求，则在加锁线程解锁时重新竞争。也就是不会影响本线程对资源的使用，但如果解锁次数小于加锁次数，则其他线程全部挂起。。

示例：初始化一个嵌套锁。

pthread\_mutex\_t lock;

pthread\_mutexattr\_t mutexattr;

pthread\_mutexattr\_settype(&mutexattr, PTHREAD\_MUTEX\_RECURSIVE \_NP); pthread\_mutex\_init(&lock,&mutexattr);

·PTHREAD\_MUTEX\_ERRORCHECK\_NP，检错锁，如果同一个线程请求同一个锁，则返回 EDEADLK，否则与 PTHREAD\_MUTEX\_TIMED\_NP 类型动作相同。这样就保证当不允许多次加锁时不会出现最简单情况下的死锁。如果锁的类型是快速锁，一个线程加锁之后，又加锁，则此时就是死锁。

示例：初始化一个检错锁。

pthread\_mutex\_t lock;

pthread\_mutexattr\_t mutexattr;

pthread\_mutexattr\_settype(&mutexattr, PTHREAD\_MUTEX\_ERRORCHECK\_NP);

pthread\_mutex\_init(&lock,&mutexattr);

补充：linux的锁有四种：互斥锁（mutex），自旋锁（spin lock），条件锁（condition variable）读写锁（read/write lock）

当然锁属性也可以通过函数来操作。

#include <pthread.h>

int pthread\_mutexattr\_init(pthread\_mutexattr\_t \*attr);

int pthread\_mutexattr\_destroy(pthread\_mutexattr\_t \*attr);

int pthread\_mutexattr\_settype(pthread\_mutexattr\_t \*attr, int kind);

int pthread\_mutexattr\_gettype(const pthread\_mutexattr\_t \*attr, int \*kind);

除了pthread\_mutexatr\_settype成功返回0.出错返回错误码。其余始终返回0。

还分为睡眠锁（sleep-waiting）和忙碌锁（busy-waiting）

#### 4.1.3 锁操作

锁操作主要包括

加锁 int pthread\_mutex\_lock(pthread\_mutex\_t\*mutex)

解锁 int pthread\_mutex\_unlock(pthread\_mutex\_t\*mutex)

测试加锁 int pthread\_mutex\_trylock(pthread\_mutex\_t\*mutex)

·pthread\_mutex\_lock：加锁，不论哪种类型的锁，都不可能被两个不同的线程同时得到，而必须等待解锁。成功返回0.出错返回错误码。

对于普通锁类型，解锁者可以是同进程内任何线程；同一线程二次加锁则死锁

对于检错锁则必须由加锁者解锁才有效，否 则返回 EPERM；同一线程二次加锁，锁引用计数加1

对于嵌套锁，文档和实现要求必须由加锁者解锁，但实验结果表明并没有这种限制， 这个不同目前还没有得到解释。同一线程二次加锁返回EDEADLK

在同一进程中的线程，如果加锁后没有解锁，则任何其他线程都无法再获得锁。

·pthread\_mutex\_unlock：根据不同的锁类型，实现不同的行为, 成功返回0.出错返回错误码。

对于快速锁，pthread\_mutex\_unlock 解除锁定；

对于嵌套锁，pthread\_mutex\_unlock 使锁上的引用计数减 1；

对于检错锁，如果锁是当前线程锁定的，则解除锁定，否则什么也不做。

· pthread\_mutex\_trylock：语义与pthread\_mutex\_lock()类似，不同的是在锁已经被占据时返回 EBUSY 而不是挂起等待, 成功返回0.出错返回错误码。

Example：比较 pthread\_mutex\_trylock()与pthread\_mutex\_lock()

#include<stdio.h>

#include<pthread.h>

pthread\_mutex\_t lock**;**

void**\*** pthfunc**(**void **\***args**)**

**{**

pthread\_mutex\_lock**(&**lock**);** //先加一次锁

pthread\_mutex\_lock**(&**lock**);** //再用lock 加锁，会挂起阻塞

//pthread\_mutex\_trylock(&lock); //用 trylock 加锁，则不会挂起阻塞

printf**(**"hello\n"**);**

sleep**(**1**);**

pthread\_exit**(NULL);**

**}**

int main**()**

**{**

pthread\_t pthid **=**0**;**

pthread\_mutex\_init**(&**lock**,NULL);**

pthread\_create**(&**pthid**,NULL,**pthfunc**,NULL);**

pthread\_join**(**pthid**,NULL);**

pthread\_mutex\_destroy**(&**lock**);**

**}**

#### 4.1.4 加锁注意事项

如果线程在加锁后解锁前被取消，锁将永远保持锁定状态，因此如果在关键区段内有取消点存在， 则必须在退出回调函数 pthread\_cleanup\_push/pthread\_cleanup\_pop 中解锁。同时不应该在信号处理函数中使用互斥锁，否则容易造成死锁。

总结：线程互斥 mutex：加锁步骤如下：

（1）定义一个全局的 pthread\_mutex\_t lock;

或者用 pthread\_mutex\_t lock=PTHREAD\_MUTEX\_INITIALIZER; //则 main 函数中不用 init

（2）在 main 中调用 pthread\_mutex\_init 函数进行初始化

（3）在子线程函数中调用 pthread\_mutex\_lock 加锁

（4）在子线程函数中调用 pthread\_mutex\_unlock 解锁

（5）最后在 main 中调用 pthread\_mutex\_destroy 函数进行销毁

#### 4.1.5 互斥锁实例

Example：火车站售票（此处不加锁，则会出现卖出负数票的情况）

#include <stdio.h>

#include <pthread.h>

int ticketcount**=**20**;** //火车票，公共资源（全局）

void**\*** salewinds1**(**void**\***args**)** //售票口 1

**{**

**while(**ticketcount **>**0**)** //如果有票,则卖票

**{**

printf**(**"windows1 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

sleep**(**3**);** //卖一张票需要 3 秒的操作时间

ticketcount**--;** //出票

printf**(**"sale ticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**}**

void**\*** salewinds2**(**void**\***args**)** //售票口 2

**{**

**while(**ticketcount **>**0**)** //如果有票,则卖票

**{**

printf**(**"windows2 start saleticket!the ticket is:%d\n"**,**ticketcount**);**

sleep**(**3**);** //卖一张票需要 3 秒的操作时间

ticketcount**--;** //出票

printf**(**"sale ticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**}**

int main**()**

**{**

pthread\_t pthid1**=**0**;**

pthread\_t pthid2**=**0**;**

pthread\_create**(&**pthid1**,NULL,**salewinds1**,NULL);** //线程 1

pthread\_create**(&**pthid2**,NULL,**salewinds2**,NULL);** //线程 2

pthread\_join**(**pthid1**,NULL);**

pthread\_join**(**pthid2**,NULL);**

return0**;**

**}**

Example：加锁之后的火车售票

#include<stdio.h>

#include<pthread.h>

int ticketcount **=**20**;**

pthread\_mutex\_t lock**;**

void**\*** salewinds1**(**void**\***args**)**

**{**

**while(**1**)**

**{**

pthread\_mutex\_lock**(&**lock**);** //因为要访问全局的共享变量，所以就要加锁

**if(**ticketcount **>**0**)** //如果有票

**{**

printf**(**"windows1 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

sleep**(**3**);** //卖一张票需要3 秒的操作时间

ticketcount**--;** //出票

printf**(**"saleticket finish!,the lastticket is:%d\n"**,**ticketcount**);**

**}**

**else** //如果没有票

**{**

pthread\_mutex\_unlock**(&**lock**);** //解锁

pthread\_exit**(NULL);** //退出线程

**}**

pthread\_mutex\_unlock**(&**lock**);** //解锁

sleep**(**1**);** //要放到锁的外面，让另一个有时间锁

**}**

**}**

void**\*** salewinds2**(**void**\***args**)**

**{**

**while(**1**)**

**{**

pthread\_mutex\_lock**(&**lock**);** //因为要访问全局的共享变量，所以就要加锁

**if(**ticketcount**>**0**)** //如果有票

**{**

printf**(**"windows2 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

sleep**(**3**);** //卖一张票需要3 秒的操作时间

ticketcount**--;** //出票

printf**(**"sale ticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**else** //如果没有票

**{**

pthread\_mutex\_unlock**(&**lock**);** //解锁

pthread\_exit**(NULL);** //退出线程

**}**

pthread\_mutex\_unlock**(&**lock**);** //解锁

sleep**(**1**);** //要放到锁的外面，让另一个有时间锁

**}**

**}**

int main**()**

**{**

pthread\_t pthid1**=**0**;**

pthread\_t pthid2**=**0**;**

pthread\_mutex\_init**(&**lock**,NULL);** //初始化锁

pthread\_create**(&**pthid1**,NULL,**salewinds1**,NULL);** //线程 1

pthread\_create**(&**pthid2**,NULL,**salewinds2**,NULL);** //线程 2

pthread\_join**(**pthid1**,NULL);**

pthread\_join**(**pthid2**,NULL);**

pthread\_mutex\_destroy**(&**lock**);** //销毁锁

**return** 0**;**

**}**

### 4.2 线程的同步-条件变量

条件变量是利用线程间共享的全局变量进行同步的一种机制，主要包括两个动作：一个线程因等待条件变量的条件成立而挂起；另一个线程使条件成立（给出条件成立信号）。为了防止竞争，条件变量的使用总是和一个互斥锁结合在一起,以防止多个进程同时激活时发生资源竞争

#### 4.2.1 创建和注销

条件变量和互斥锁一样，都有静态、动态两种创建方式：

静态方式使用PTHREAD\_COND\_INITIALIZER 常量，如下：

pthread\_cond\_t cond=PTHREAD\_COND\_INITIALIZER;

动态方式调用pthread\_cond\_init()函数，API 定义如下：

int pthread\_cond\_init(pthread\_cond\_t \*cond, pthread\_condattr\_t\*cond\_attr);

成功返回0，出错返回错误码

尽管POSIX 标准中为条件变量定义了属性，但在 Linux Threads 中没有实现，因此 cond\_attr 值通 常为 NULL，且被忽略。

注销一个条件变量需要调用 pthread\_cond\_destroy()，同mutex一样只有在没有线程在该条件变量上等待的时候 能注销这个条件变量，否则返回 EBUSY。因为 Linux 实现的条件变量没有分配什么资源，所以注销动作只包括检查是否有等待线程。API 定义如下：

int pthread\_cond\_destroy(pthread\_cond\_t \*cond);

成功返回0，出错返回错误码

#### 4.2.2 等待和激发

等待条件有两种方式：

无条件等待 pthread\_cond\_wait()和计时等待 pthread\_cond\_timedwait(): 原型如下：

int pthread\_cond\_wait(pthread\_cond\_t \*cond, pthread\_mutex\_t\*mutex);

int pthread\_cond\_timedwait(pthread\_cond\_t \*cond, pthread\_mutex\_t\*mutex, const struct timespec\*abstime);

成功返回0，出错返回错误码

函数解开 mutex 指向的锁并被条件变量 cond 阻塞，直到条件成立，转为激发态，再将mutex锁上。其中计时等待方式表示经历 abstime 段时间后，即使条件变量不满足，阻塞也被解除。无论哪种等待方式，都必须和一个互斥锁配合，以防止多个线程同时请求 pthread\_cond\_wait()（或 pthread\_cond\_timedwait()，下同）的竞争条件（RaceCondition）。mutex 互斥锁必须是普通锁（PTHREAD\_MUTEX\_TIMED\_NP），且在调用pthread\_cond\_wait()前必须由本线程加锁（pthread\_mutex\_lock()），而在更新条件等待队列以前，mutex保持锁定状态，并在线程挂起进入等待前解锁。在条件满足从而离开 pthread\_cond\_wait()之前，mutex将被重新加锁，以与进入 pthread\_cond\_wait()前的加锁动作对应。（也就是说在做pthread\_cond\_wait之前，往往要用 pthread\_mutex\_lock 进行加锁，而调用 pthread\_cond\_wait 函数会将锁解开，然后将线程挂起阻塞。直到条件被 pthread\_cond\_signal激发，再将锁状态恢复为锁定状态，最后再用 pthread\_mutex\_unlock 进行解锁）。

激发条件有两种形式，pthread\_cond\_signal()激活一个等待该条件的线程，存在多个等待线程时按入队顺序激活其中一个；而pthread\_cond\_broadcast()则激活所有等待线程

#include <pthread.h>

int pthread\_cond\_broadcast(pthread\_cond\_t \*cond);

int pthread\_cond\_signal(pthread\_cond\_t \*cond);

成功返回0，出错返回错误码

timespec结构体定义如下：

struct timespec

{

\_\_time\_t tv\_sec; /\*seconds 秒\*/

long int tv\_nsec; /\*nanoseconds 纳秒\*/

}

超时是指 当前时间 + 多长时间超时

#### 4.2.3 其他

pthread\_cond\_wait()和 pthread\_cond\_timedwait()都被实现为取消点，也就是说如果 pthread\_cond\_wait()被取消，则退出阻塞，然后将锁状态恢复，则此时 mutex 是保持锁定状态的，而当 前线程已经被取消掉，那么解锁的操作就会得不到执行，此时锁得不到释放，就会造成死锁，因而需要定义退出回调函数来为其解锁。

以下示例集中演示了互斥锁和条件变量的结合使用，以及取消对于条件等待动作的影响。在例子 中，有两个线程被启动，并等待同一个条件变量，如果不使用退出回调函数（见范例中的注释部分）， 则 tid2 将在pthread\_mutex\_lock()处永久等待。如果使用回调函数，则tid2 的条件等待及主线程的条件 激发都能正常工作。

实例：

#include<stdio.h>

#include<pthread.h>

#include<unistd.h>

pthread\_mutex\_t mutex**;**

pthread\_cond\_t cond**;**

void ThreadClean**(**void**\***arg**)**

**{**

pthread\_mutex\_unlock**(&**mutex**);**

**}**

void **\***child1**(**void**\***arg**)**

**{**

//pthread\_cleanup\_push(ThreadClean,NULL); //1

**while(**1**)**

**{**

printf**(**"thread1 get running\n"**);**

printf**(**"thread1 pthread\_mutex\_lock returns%d\n"**,**pthread\_mutex\_lock**(&**mutex**));**

pthread\_cond\_wait**(&**cond**,&**mutex**);**//等待父进程发送信号

printf**(**"thread1 condition applied\n"**);**

pthread\_mutex\_unlock**(&**mutex**);**

sleep**(**5**);**

**}**

//pthread\_cleanup\_pop(0); //2

**return** 0**;**

**}**

void **\***child2**(**void**\***arg**)**

**{**

**while(**1**)**

**{**

sleep**(**3**);** //3

printf**(**"thread2 get running.\n"**);**

printf**(**"thread2 pthread\_mutex\_lock returns%d\n"**,**pthread\_mutex\_lock**(&**mutex**));**

pthread\_cond\_wait**(&**cond**,&**mutex**);**

printf**(**"thread2 condition applied\n"**);**

pthread\_mutex\_unlock**(&**mutex**);**

sleep**(**1**);**

**}**

**}**

int main**(**void**)**

**{**

pthread\_t tid1**,**tid2**;**

printf**(**"hello, condition variable test\n"**);**

pthread\_mutex\_init**(&**mutex**,NULL);**

pthread\_cond\_init**(&**cond**,NULL);**

pthread\_create**(&**tid1**,NULL,**child1**,NULL);**

pthread\_create**(&**tid2**,NULL,**child2**,NULL);**

**while(**1**)**

**{**

//父线程

sleep**(**2**);** //4

pthread\_cancel**(**tid1**);** //5

sleep**(**2**);** //6

pthread\_cond\_signal**(&**cond**);**

**}**

sleep**(**10**);**

**return** 0**;**

**}**

不做注释 1，2 则导致 child1 中的 unlock 得不到执行，锁一直没有关闭，而 child2 中的锁不能执 行 lock，则会一直在pthread\_mutex\_lock()处永久等待。如果不做注释 5 的pthread\_cancel()动作，即使 没有那些 sleep()延时操作，child1 和 child2 都能正常工作。注释 3 和注释 4 的延迟使得child1 有时间 完成取消动作，从而使 child2 能在child1 退出之后进入请求锁操作。如果没有注释1 和注释 2 的回调 函数定义，系统将挂起在child2 请求锁的地方，因为child1 没有释放锁；而如果同时也不做注释3 和 注释 4的延时，child2 能在child1 完成取消动作以前得到控制，从而顺利执行申请锁的操作，但却可 能挂起在 pthread\_cond\_wait()中，因为其中也有申请 mutex 的操作。child1 函数给出的是标准的条件变量的使用方式：回调函数保护，等待条件前锁定，pthread\_cond\_wait()返回后解锁。

条件变量机制和互斥锁一样，不能用于信号处理中，在信号处理函数中调用pthread\_cond\_signal() 或者 pthread\_cond\_broadcast()很可能引起死锁。

Example：火车售票，利用条件变量，当火车票卖完的时候，再重新设置票数为 10；

#include<pthread.h>

#include<stdio.h>

int ticketcount**=**10**;**

pthread\_mutex\_tlock**;** //互斥锁

pthread\_cond\_t cond**;** //条件变量

void**\***salewinds1**(**void**\*** args**)**

**{**

**while(**1**)**

**{**

pthread\_mutex\_lock**(&**lock**);**//因为要访问全局共享变量ticketcount，所以就要加锁

**if(**ticketcount**>**0**)** //如果有票

**{**

printf**(**"windows1 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

ticketcount**--;**//则卖出一张票

**if(**ticketcount **==**0**)**

pthread\_cond\_signal**(&**cond**);**//通知没有票了

printf**(**"saleticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**else** //如果没有票了，就解锁退出

**{**

pthread\_mutex\_unlock**(&**lock**);**

**break;**

**}**

pthread\_mutex\_unlock**(&**lock**);**

sleep**(**1**);** //要放到锁的外面

**}**

**}**

void**\***salewinds2**(**void**\*** args**)**

**{**

**while(**1**)**

**{**

pthread\_mutex\_lock**(&**lock**);**

**if(**ticketcount**>**0**)**

**{**

printf**(**"windows2 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

ticketcount**--;**

**if(**ticketcount **==**0**)**

pthread\_cond\_signal**(&**cond**);** //发送信号

printf**(**"sale ticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**else**

**{**

pthread\_mutex\_unlock**(&**lock**);**

**break;**

**}**

pthread\_mutex\_unlock**(&**lock**);**

sleep**(**1**);**

**}**

**}**

void**\***setticket**(**void**\***args**)** //重新设置票数

**{**

pthread\_mutex\_lock**(&**lock**);** //因为要访问全局变量 ticketcount，所以要加锁

**if(**ticketcount **>**0**)**

pthread\_cond\_wait**(&**cond**,&**lock**);**//如果有票就解锁并阻塞，直到没有票就执行下面的

ticketcount **=**10**;** //重新设置票数为 10

pthread\_mutex\_unlock**(&**lock**);** //解锁

sleep**(**1**);**

pthread\_exit**(NULL);**

**}**

void main**()**

**{**

pthread\_tpthid1**,**pthid2**,**pthid3**;**

pthread\_mutex\_init**(&**lock**,NULL);** //初始化锁

pthread\_cond\_init**(&**cond**,NULL);** //初始化条件变量

pthread\_create**(&**pthid1**,NULL,** salewinds1**,NULL);** //创建线程

pthread\_create**(&**pthid2**,NULL,** salewinds2**,NULL);**

pthread\_create**(&**pthid3**,NULL,** setticket**,NULL);**

pthread\_join**(**pthid1**,NULL);** //等待子线程执行完毕

pthread\_join**(**pthid2**,NULL);**

pthread\_join**(**pthid3**,NULL);**

pthread\_mutex\_destroy**(&**lock**);** //销毁锁

pthread\_cond\_destroy**(&**cond**);** //销毁条件变量

**}**

## 5 信号灯

信号灯与互斥锁和条件变量的主要不同在于"灯"的概念，灯亮则意味着资源可用（即加锁），灯灭则意味着不可用（即解锁）。如果说后两种同步方式侧重于"等待"操作，即资源不可用的话，信号灯机制则侧重于点灯，即告知资源可用；没有等待线程的解锁或激发条件都是没有意义的，而没有等待灯亮的线程的点灯操作则有效，且能保持灯亮状态。当然，这样的操作原语也意味着更多的开销。

信号灯的应用除了灯亮/灯灭这种二元灯以外，也可以采用大于1的灯数，以表示资源数大于 1， 这时可以称之为多元灯。

### 5.1 创建和注销

POSIX 信号灯标准定义了有名信号灯和无名信号灯两种，但Linux Threads的实现仅有无名灯，有名灯除了总是可用于多进程之间以外，在使用上与无名灯并没有很大的区别，因此下面仅就无名灯进行讨论。

#include <semaphore.h>

int sem\_init(sem\_t\*sem, int pshared,unsigned int value);//通常pshared为0.表示线程间

这是创建信号灯的 API.成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

参数 value 为信号灯的初值。

参数pshared 表示是否为多进程共享而不仅仅是 用于一个进程之间的多线程共享。 Linux Threads没有实现多进程共享信号灯，因此所有非0值的pshared 输入都将使 sem\_init()返回-1，且置 errno 为 ENOSYS。初始化好的信号灯由sem 变量表征，用于以下 点灯、灭灯操作。

int sem\_destroy(sem\_t \*sem);

成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

被注销的信号灯 sem 要求已没有线程在等待该信号灯，否则返回-1，且置errno 为 EBUSY。除此之外，Linux Threads 的信号灯注销函数不做其他动作。

### 5.2 点灯和灭灯 :q

int sem\_post(sem\_t\*sem);

int sem\_wait(sem\_t \*sem);

int sem\_trywait(sem\_t\*sem);

成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

点灯操作将信号灯值原子地加1，表示增加一个可访问的资源。只有信号灯值大于 0，才能访问公共资源。主要用来增加信号量的值。当有线程阻塞在这个信号量上时，调用这个函数会使其中的一个线程不在阻塞。

sem\_wait()为灭灯操作（等待灯亮操作），主要被用来阻塞当前线程直到信号量 sem 的值大于 0，解除阻塞后将 sem 的值减一，表明公共资源经使用后减少。等待灯亮（信号灯值大于0），然后将信号灯原子地减1，并返回。

sem\_trywait()为sem\_wait()的非阻塞版，如果信号灯计数大于 0，则原子地减 1 并返回 0，否则立即返回-1，errno 置为EAGAIN。

### 5.3 获取灯值

int sem\_getvalue(sem\_t\*sem, int \*sval);

读取sem 中的灯计数，存于\*sval 中。成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

### 5.4 其他

sem\_wait()被实现为取消点，而且在支持原子"比较且交换"指令的体系结构上，sem\_post()是唯一 能用于异步信号处理函数的 POSIX 异步信号安全的API。

Example：sem\_post表示点灯（资源可用，V 操作）， sem\_wait 表示灭灯（资源不可用，P 操作）

#include<pthread.h>

#include<stdio.h>

#include <semaphore.h> //头文件包含

int ticketcount **=**10**;**

sem\_t lock**;**

void**\***chk1**(**void**\***args**)**

**{**

**while(**1**)**

**{**

sem\_wait**(&**lock**);** //因为要访问全局的共享变量 ticketcount，所以就要加锁

**if(**ticketcount**>**0**)** //如果有票

**{**

printf**(**"windows1 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

ticketcount**--;**//则卖出一张票

sleep**(**3**);**

printf**(**"sale ticket finish!,the last ticket is:%d\n"**,**ticketcount**);**

**}**

**else** //如果没有票了，就解锁退出

**{**

sem\_post**(&**lock**);**

**break;**

**}**

sem\_post**(&**lock**);**

sleep**(**1**);** //要放到锁的外面

**}**

pthread\_exit**(NULL);**

**}**

void**\***chk2**(**void**\***args**)**

**{**

**while(**1**)**

**{**

sem\_wait**(&**lock**);** //因为要访问全局的共享变量 ticketcount，所以就要加锁

**if(**ticketcount**>**0**)** //如果有票

**{**

printf**(**"windows2 start sale ticket!the ticket is:%d\n"**,**ticketcount**);**

ticketcount**--;**//则卖出一张票

sleep**(**3**);**

printf**(**"sale ticket finish!,the last ticketis:%d\n"**,**ticketcount**);**

**}**

**else** //如果没有票了，就解锁退出

**{**

sem\_post**(&**lock**);**

**break;**

**}**

sem\_post**(&**lock**);**

sleep**(**1**);** //要放到锁的外面

**}**

pthread\_exit**(NULL);**

**}**

void main**()**

**{**

pthread\_tpthid1**,**pthid2**;**

sem\_init**(&**lock**,**0**,**1**);** //信号灯值初始为 1，表示资源可用

pthread\_create**(&**pthid1**,NULL,**chk1**,NULL);**

pthread\_create**(&**pthid2**,NULL,**chk2**,NULL);**

pthread\_join**(**pthid1**,NULL);**

pthread\_join**(**pthid2**,NULL);**

sem\_destroy**(&**lock**);**

**}**

### 5.5 生产者消费者问题

Example1链表实现如下：

#include <pthread.h>

#include<unistd.h>

#include<stdio.h>

#include<malloc.h>

static pthread\_mutex\_tmtx**=**PTHREAD\_MUTEX\_INITIALIZER**;**

static pthread\_cond\_t cond **=**PTHREAD\_COND\_INITIALIZER**;**

struct node

**{**

int n\_number**;**

struct node**\***n\_next**;**

**}\***head**=NULL;**

static void cleanup\_handler**(**void **\***arg**)**

**{**

printf**(**"Cleanup handler of second thread\n"**);**

free**(**arg**);**

pthread\_mutex\_unlock**(&**mtx**);**

**}**

static void**\***thread\_func**(**void **\***arg**)**//消费者

**{**

struct node**\***p **=NULL;**

pthread\_cleanup\_push**(**cleanup\_handler**,**p**);**

**while(**1**)**

**{**

If**(** pthread\_mutex\_lock**(&**mtx**);**

**while** **(**head**==NULL||** **(**flag**=**0**))**

**{**

pthread\_cond\_wait**(&**cond**,&**mtx**);**

**}**

p**=**head**;**

head**=**head**->**n\_next**;**

printf**(**"Got%dfrom front ofqueue\n"**,**p**->**n\_number**);**

free**(**p**);**

pthread\_mutex\_unlock**(&**mtx**);**

**else**

**}**

pthread\_exit**(NULL);**

pthread\_cleanup\_pop**(**0**);** //必须放在最后一行

**}**

int main**(**void**)**

**{**

pthread\_ttid**;**

int i**;**

struct node**\***p**;**

pthread\_create**(&**tid**,NULL,**thread\_func**,** **NULL);**

**for(**i**=**0**;**i**<**10**;**i**++)**//生产者

**{**

p**=(**structnode**\*)**malloc**(sizeof(**struct node**));**

p**->**n\_number **=**i**;**

pthread\_mutex\_lock**(&**mtx**);**//因为head 是共享的，访问共享数据必须要加锁

p**->**n\_next**=**head**;**

head**=**p**;**

pthread\_cond\_signal**(&**cond**);**

pthread\_mutex\_unlock**(&**mtx**);**

sleep**(**1**);**

**}**

printf**(**"thread1wanna end theline.So cancelthread2.\n"**);**

pthread\_cancel**(**tid**);**

pthread\_join**(**tid**,** **NULL);**

printf**(**"Alldone------exiting\n"**);**

**return** 0**;**

**}**

Example2队列实现如下：

#include<stdio.h>

#include <stdlib.h>

#include <time.h>

#include <pthread.h>

#define BUFFER\_SIZE16 //表示一次最多可以不间断的生产16 个产品

struct prodcons

**{**

int buffer**[**BUFFER\_SIZE**];** /\* 数据 \*/

pthread\_mutex\_t lock**;** /\* 加锁 \*/

int readpos**,**writepos**;** /\* 读 pos 写位置 \*/

pthread\_cond\_t notempty**;** /\* 不空，可以读 \*/

pthread\_cond\_t notfull**;** /\* 不满，可以写 \*/

**};**

/\* 初始化\*/

void init**(**struct prodcons **\***b**)**

**{**

pthread\_mutex\_init**(&**b**->**lock**,** **NULL);** //初始化锁

pthread\_cond\_init**(&**b**->**notempty**,NULL);** //初始化条件变量

pthread\_cond\_init**(&**b**->**notfull**,** **NULL);** //初始化条件变量

b**->**readpos**=**0**;** //初始化读取位置从 0 开始

b**->**writepos **=**0**;** //初始化写入位置从 0 开始

**}**

/\* 销毁操作 \*/

void destroy**(**struct prodcons**\***b**)**

**{**

pthread\_mutex\_destroy**(&**b**->**lock**);**

pthread\_cond\_destroy**(&**b**->**notempty**);**

pthread\_cond\_destroy**(&**b**->**notfull**);**

**}**

void put**(**struct prodcons**\***b**,**int data**)**//生产者

**{**

pthread\_mutex\_lock**(&**b**->**lock**);**

**while((**b**->**writepos **+**1**)%**BUFFER\_SIZE **==**b**->**readpos**)**

**{**

//判断是不是满了

printf**(**"wait fornot full\n"**);**

pthread\_cond\_wait**(&**b**->**notfull**,&**b**->**lock**);** //此时为满，不能生产，等待不满的信号

**}**

//下面表示还没有满，可以进行生产

b**->**buffer**[**b**->**writepos**]=**data**;**

b**->**writepos**++;** //写入点向后移一位

**if(**b**->**writepos**>=**BUFFER\_SIZE**)**

b**->**writepos **=**0**;**//如果到达最后，就再转到开头

pthread\_cond\_signal**(&**b**->**notempty**);** //此时有东西可以消费，发送非空的信号

pthread\_mutex\_unlock**(&**b**->**lock**);**

**}**

int get**(**struct prodcons**\***b**)**//消费者

**{**

pthread\_mutex\_lock**(&**b**->**lock**);**

**while(**b**->**writepos **==**b**->**readpos**)**

**{**

//判断是不是空

printf**(**"wait fornot empty\n"**);**

pthread\_cond\_wait**(&**b**->**notempty**,&**b**->**lock**);**//此时为空，不能消费，等待非空信号

**}**

//下面表示还不为空，可以进行消费

int data**=**b**->**buffer**[**b**->**readpos**];**

b**->**readpos**++;** //读取点向后移一位

**if(**b**->**readpos**>=**BUFFER\_SIZE**)**

b**->**readpos **=**0**;**//如果到达最后，就再转到开头

pthread\_cond\_signal**(&**b**->**notfull**);** //此时可以进行生产，发送不满的信号

pthread\_mutex\_unlock**(&**b**->**lock**);**

**return** data**;**

**}**

/\*--------------------------------------------------------\*/

#define OVER(-1) //定义结束标志

struct prodconsbuffer**;** //定义全局变量

/\*--------------------------------------------------------\*/

void**\***producer**(**void **\***data**)**

**{**

intn**=**0**;**

**for(;**n**<**50**;**n**++)**

**{**

printf**(**"put-->%d\n"**,**n**);**

put**(&**buffer**,**n**);**

**}**

put**(&**buffer**,**OVER**);**

printf**(**"producerstopped!\n"**);**

pthread\_exit**(NULL);**

**}**

/\*--------------------------------------------------------\*/

void**\***consumer**(**void **\***data**)**

**{**

**while(**1**)**

**{**

int d**=**get**(&**buffer**);**

**if(**d**==**OVER**)break;**

printf**(**"%d-->get\n"**,** d**);**

**}**

printf**(**"consumer stopped!\n"**);**

pthread\_exit**(NULL);**

**}**

/\*--------------------------------------------------------\*/

int main**(**void**)**

**{**

pthread\_tth\_a**,**th\_b**;**

init**(&**buffer**);**

pthread\_create**(&**th\_a**,NULL,** producer**,**0**);**

pthread\_create**(&**th\_b**,NULL,**consumer**,**0**);**

pthread\_join**(**th\_a**,NULL);**

pthread\_join**(**th\_b**,** **NULL);**

destroy**(&**buffer**);**

**return** 0**;**

**}**

## **6 线程的属性（不是完全版本，选修**）

pthread\_attr\_t定义如下：

pthread\_create typedef struct

{

int detachstate; 线程的分离状态

int schedpolicy; 线程调度策略

struct sched\_param schedparam; 线程的调度参数

int inheritsched; 线程的继承性

int scope; 线程的作用域

size\_t guardsize; 线程栈末尾的警戒缓冲区大小

int stackaddr\_set;

void \* stackaddr; 线程栈的位置

size\_t stacksize; 线程栈的大小

}pthread\_attr\_t;

pthread\_creat第二个参数attr 是一个pthread\_attr\_t的结构体指针，结构中的元素分别指定新线程的运行属性,各成员属性为：

\_\_detachstate 表示新线程是否与进程中其他线程脱离同步，如果置位则新线程不能用 pthread\_join() 来同步，且在退出时自行释放所占用的资源。缺省为 PTHREAD\_CREATE\_JOINABLE 状态。这个属性 也可以在线程创建并运行以后用 pthread\_detach()来设置，而一旦设置为PTHREAD\_CREATE\_DETACH 状态（不论是创建时设置还是运行时设置）则不能再恢复到 PTHREAD\_CREATE\_JOINABLE 状态。

\_\_schedpolicy，表示新线程的调度策略，主要包括 SCHED\_OTHER（正常、非实时）、SCHED\_RR （实时、轮转法）和 SCHED\_FIFO（实时、先入先出）三种，缺省为 SCHED\_OTHER，后两种调度策 略仅对超级用户有效。运行时可以用过 pthread\_setschedparam()来改变。

\_\_schedparam，调度参数，一个 sched\_param结构，目前仅有一个 sched\_priority 整型变量表示线程的运行优先 级。这个参数仅当调度策略为实时（即 SCHED\_RR或 SCHED\_FIFO）时才有效，并可以在运行时通过 pthread\_setschedparam()函数来改变，缺省为 0。

struct sched\_param

{

int sched\_priority;

};

\_\_inheritsched，有两种值可供选择： PTHREAD\_EXPLICIT\_SCHED和PTHREAD\_INHERIT\_SCHED， 前者表示新线程使用显式指定调度策略和调度参数（即 attr 中的值），而后者表示继承调用者线程的值。 缺省为 PTHREAD\_EXPLICIT\_SCHED。

\_\_scope，表示线程间竞争 CPU 的范围，也就是说线程优先级的有效范围。POSIX 的标准中定义了 两个值：PTHREAD\_SCOPE\_SYSTEM 和 PTHREAD\_SCOPE\_PROCESS，前者表示与系统中所有线程一起竞争CPU 时间，后者表示仅与同进程中的线程竞争 CPU。目前 Linux 仅实现了 PTHREAD\_SCOPE\_SYSTEM 一值。

属性设置是由一些函数来完成的，通常调用 pthread\_attr\_init 函数进行初始化。再设置完成属性后，调用 pthread\_creat 函数创建线程。

线程创建时可以设置线程属性：

**·线程属性初始化/销毁：**

int pthread\_attr\_init (pthread\_attr\_t\*attr);

int pthread\_attr\_destroy(pthread\_attr\_t \*attr)

attr：传参数，表示线程属性，后面的线程属性设置函数都会用到。

返回值：成功0，错误非0错误码

**·设置/获取作用域属性：**

int pthread\_attr\_setscope(pthread\_attr\_t\*attr,init scope);

int pthread\_attr\_getscope(pthread\_attr\_t \*attr, int \*scope);

attr：线程属性

scope：PTHREAD\_SCOPE\_SYSTEM(绑定) PTHREAD\_SCOPE\_PRCESS(非绑定)

返回值：成功0，错误非0错误码。

**·设置/获取分离属性:**

int pthread\_attr\_setdetachstate(pthread\_attr\_t \*attr,int detachstate);

int pthread\_attr\_getdetachstate(pthread\_attr\_t \*attr, int \*detachstate);

detachstate ：PTHREAD\_CREAT\_DETACHED(分离) PTHREAD\_CREAT\_JOINABLE(非分离)

返回值：成功0，错误非0错误码。

**·设置/获取线程调度参数：**

int pthread\_attr\_setschedparam(pthread\_attr\_t\*attr,struct sched\_param\*param);

int pthread\_attr\_getschedparam(pthread\_attr\_t\*attr,struct sched\_param\*param);

attr：线程属性

param：线程优先级

返回值：成功0，错误非0错误码。

**·设置/获取线程调度策略**

int pthread\_attr\_setschedpolicy(pthread\_attr\_t \*attr, int policy);

int pthread\_attr\_getschedpolicy(pthread\_attr\_t \*attr, int \*policy);

attr：线程属性

policy :SCHED\_OTHER（正常、非实时）、SCHED\_RR（实时、轮转法）和SCHED\_FIFO（实时、先入先出）

返回值：成功0，错误非0错误码。

**·设置/获取线程继承属性：**

int pthread\_attr\_setinheritsched(pthread\_attr\_t\*attr, int inheritsched);

int pthread\_attr\_getinheritsched(const pthread\_attr\_t \*attr,int \*inheritsched);

attr：线程属性

inheritsched :PTHREAD\_EXPLICIT\_SCHED和PTHREAD\_INHERIT\_SCHED

返回值：成功0，错误非0错误码。

**·设置和获取线程堆栈的大小。**

int pthread\_attr\_getstacksize(const pthread\_attr\_t \*,size\_t \*stacksize);

int pthread\_attr\_setstacksize(pthread\_attr\_t \*attr ,size\_t stacksize);

attr线程属性变量

stacksize堆栈大小

返回值：成功0，错误非0错误码。

**·设置和获取线程堆栈的大小和地址**

int pthread\_attr\_setstack(pthread\_attr\_t \*attr, void \*stackaddr, size\_t stacksize);

int pthread\_attr\_getstack(const pthread\_attr\_t \*attr, void \*\*stackaddr, size\_t \*stacksize);

返回值：成功0，错误非0错误码。

**·设置和获取线程栈末尾的警戒缓冲区大小。**

int pthread\_attr\_getguardsize(const pthread\_attr\_t \*restrict attr,size\_t \*restrictguardsize);

int pthread\_attr\_setguardsize(pthread\_attr\_t \*attr ,size\_t guardsize);

运行时也可设置线程属性：

返回值：成功0，错误非0错误码。

**·设置/获取线程调度策略和优先级：**

int pthread\_setschedparam(pthread\_t thread, int policy, struct sched\_param \*param);

int pthread\_getschedparam(pthread\_t thread, int \*policy, struct sched\_param \*param)

返回值：成功0，错误非0错误码。

**·设置/获取线程分离属性：**

int pthread\_detach(pthread\_t thread);

返回值：成功0，错误非0错误码。

**·获取最大最小优先级**

#include<sched.h>

int sched\_get\_priority\_max(int policy);

int sched\_get\_priority\_min(int policy);

返回值：成功返回最大或最小优先级，出错返回-1，设置了标准错误描述，可使用perror函数查看。

**·获取进程调度参数**

#include<sched.h>

int sched\_setparam(pid\_t pid, const struct sched\_param \*param);

int sched\_getparam(pid\_t pid, struct sched\_param \*param);

返回值：成功返回0,败返回-1，设置了标准错误描述，可使用perror函数查看。

**·获取进程调度策略和调度参数**

#include<sched.h>

int sched\_setscheduler(pid\_t pid, int policy, const struct sched\_param \*param);

int sched\_getscheduler(pid\_t pid);

返回值：成功sched\_setscheduler返回0，sched\_getscheduler返回线程策略，失败都返回-1，设置了标准错误描述，可使用perror函数查看。

实例：

#include <stdio.h>

#include <unistd.h>

#include <stdlib.h>

#include <pthread.h>

void**\***thread\_function**(**void **\***arg**);**

charmessage**[]=**"HelloWorld"**;**

int thread\_finished**=**0**;**

int main**()**

**{**

intres**=**0**;**

pthread\_t a\_thread**;**

void **\***thread\_result**;**

pthread\_attr\_t thread\_attr**;** //定义属性

struct sched\_param scheduling\_value**;**

res**=**pthread\_attr\_init**(&**thread\_attr**);** //属性初始化

**if(**res**!=**0**)**

**{**

perror**(**"Attribute creationfailed"**);**

exit**(**EXIT\_FAILURE**);** //EXIT\_FAILURE -1

**}**

//设置调度策略

res**=**pthread\_attr\_setschedpolicy**(&**thread\_attr**,**SCHED\_OTHER**);**

**if(**res**!=**0**)**

**{**

perror**(**"Setting schedpolicy failed"**);**

exit**(**EXIT\_FAILURE**);**

**}**

//设置脱离状态

res**=**pthread\_attr\_setdetachstate**(&**thread\_attr**,**PTHREAD\_CREATE\_DETACHED**);**

//创建线程

res**=**pthread\_create**(&**a\_thread**,&**thread\_attr**,**thread\_function**,(**void **\*)**message**);**

**if(**res**!=**0**)**

**{**

perror**(**"Thread creation failed"**);**

exit**(**EXIT\_FAILURE**);**

**}**

//获取最大优先级别

int max\_priority **=**sched\_get\_priority\_max**(**SCHED\_OTHER**);**

//获取最小优先级

int min\_priority**=**sched\_get\_priority\_min**(**SCHED\_OTHER**);**

//重新设置优先级别

scheduling\_value**.**sched\_priority**=**min\_priority**+**5**;**

//设置优先级别

res**=**pthread\_attr\_setschedparam**(&**thread\_attr**,&**scheduling\_value**);**

pthread\_attr\_destroy**(&**thread\_attr**);**

**while(!**thread\_finished**)**

**{**

printf**(**"Waiting for thread to say it's finished...\n"**);**

sleep**(**1**);**

**}**

printf**(**"Other thread finished,bye!\n"**);**

exit**(**EXIT\_SUCCESS**);**

**}**

void**\***thread\_function**(**void **\***arg**)**

**{**

printf**(**"thread\_function is running. Argument was%s\n"**,(**char**\*)**arg**);**

sleep**(**4**);**

printf**(**"Second thread setting finishedflag,andexiting now\n"**);**

thread\_finished**=**1**;**

pthread\_exit**(NULL);**

**}**

# LINUX 网络编程

## 1 TCP/IP模型

### 1.1 TCP/IP 协议概述

协议 protocol：通信双方必须遵循的规矩由iso规定rpc 文档osi参考模型：（应-表-会-传-网-数-物）应用层、表示层、会话层、传输层、网络层、数据链路层、物理层。

tcp/ip 模型 4 层:

应用层{http超文本传输协议；ftp文件传输协议；telnet远程登录；ssh安全外壳协议；stmp简单邮件发送；pop3收邮件}

传输层{tcp 传输控制协议；udp 用户数据包协议}

网络层{ip 网际互联协议； icmp 网络控制消息协议； igmp 网络组管理协议}

网络接口层{arp 地址转换协议；rarp 反向地址转换协议；mpls 多协议标签交换}

TCP 协议：传输控制协议，面向连接的协议，能保证传输安全可靠， 速度慢（有 3 次握手）。

UDP 协议：用户数据包协议，非面向连接，速度快，不可靠。

通常是 ip 地址后面跟上端口号：ip 用来定位主机 port 区别应用（进程）

http 的端口号 80 ssh-->22 telnet-->23 ftp-->21 用户自己定义的通常要大于 1024

### 1.2 OSI 参考模型及 TCP/IP 参考模型
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TCP/IP 协议族的每一层的作用：

·网络接口层：负责将二进制流转换为数据帧，并进行数据帧的发送和接收。要注意的是数据帧是 独立的网络信息传输单元。

·网络层：负责将数据帧封装成IP 数据报，并运行必要的路由算法。

·传输层：负责端对端之间的通信会话连接和建立。传输协议的选择根据数据传输方式而定。

·应用层：负责应用程序的网络访问，这里通过端口号来识别各个不同的进程

TCP/IP 协议族的每一层协议的相关注解：

·ARP：（地址转换协议）用于通过ip获得同一物理网络中的硬件主机mac地址。

·MPLS：（多协议标签交换）很有发展前景的下一代网络协议。

·IP：（网际互联协议）负责在主机和网络之间寻址和路由数据包。

·ICMP：（网络控制消息协议）用于发送报告有关数据包的传送错误的协议。

·IGMP：（网络组管理协议）被IP主机用来向本地多路广播路由器报告主机组成员的协议。

·TCP：（传输控制协议）为应用程序提供可靠的通信连接。适合于一次传输大批数据的情况。并适用于要求得到响应的应用程序。

·UDP：（用户数据包协议）提供了无连接通信，且不对传送包进行可靠的保证。适合于一次传输 少量数据。
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### 1.3 TCP 协议

#### 1.3.1 概述

TCP是TCP/IP 体系中面向连接的运输层协议，它提供全双工和可靠交付的服务。它采用许多机制来确保端到端结点之间的可靠数据传输，如采用序列号、确认重传、滑动窗口等。

首先，TCP 要为所发送的每一个报文段加上序列号，保证每一个报文段能被接收方接收，并只被正 确的接收一次。

其次，TCP 采用具有重传功能的积极确认技术作为可靠数据流传输服务的基础。这里“确认”是指 接收端在正确收到报文段之-后向发送端回送一个确认（ACK）信息。发送方将每个已发送的报文段备份 在自己的缓冲区里，而且在收到相应的确认之前是不会丢弃所保存的报文段的。“积极”是指发送发在每一个报文段发送完毕的同时启动一个定时器，加入定时器的定时期满而关于报文段的确认信息还没有达到，则发送发认为该报文段已经丢失并主动重发。为了避免由于网络延时引起迟到的确认和重复的确 认，TCP规定在确认信息中捎带一个报文段的序号，使接收方能正确的将报文段与确认联系起来。

最后，采用可变长的滑动窗口协议进行流量控制，以防止由于发送端与接收端之间的不匹配而引起 的数据丢失。这里所采用的滑动窗口协议与数据链路层的滑动窗口协议在工作原理上完全相同，唯一的 区别在于滑动窗口协议用于传输层是为了在端对端节点之间实现流量控制，而用于数据链路层是为了在相邻节点之间实现流量控制，大小是动态改变的。TCP 采用可变长的滑动窗口，使得发送端与接收端可根据自己的 CPU 和 数据缓存资源对数据发送和接收能力来进行动态调整，从而灵活性更强，也更合理。

#### 1.3.2 三次握手

在利用 TCP 实现源主机和目的主机通信时，目的主机必须同意，否则 TCP 连接无法建立。为了确 保 TCP 连接的成功建立，TCP 采用了一种称为三次握手的方式，三次握手方式使得“序号/确认号”系 统能够正常工作，从而使它们的序号达成同步。如果三次握手成功，则连接建立成功，可以开始传送数 据信息。

其三次握手分别为：

1）源主机A 的 TCP 向主机B 发送连接请求报文段，其首部中的 SYN（同步）标志位应置为1，表 示想跟目标主机 B 建立连接，进行通信，并发送一个同步序列号 X（例：SEQ=100）进行同步，表明在 后面传送数据时的第一个数据字节的序号为 X+1（即 101）。

2）目标主机 B 的 TCP 收到连接请求报文段后，如同意，则发回确认。再确认报中应将 ACK 位和 SYN 位置为 1.确认号为 ack为X+1，同时也为自己选择一个序号Y。

3）源主机 A 的 TCP 收到目标主机 B 的确认后要向目标主机 B 给出确认。其 ACK 置为1，确认号 为 Y+1，而自己的序号为 X+1。TCP 的标准规定，SYN 置 1的报文段要消耗掉一个序号。

运行客户进程的源主机 A 的 TCP 通知上层应用进程，连接已经建立。当源主机 A 向目标主机 B 发 送第一个数据报文段时，其序号仍为 X+1，因为前一个确认报文段并不消耗序号。

当运行服务进程的目标主机 B 的 TCP 收到源主机 A 的确认后，也通知其上层应用进程，连接已经 建立。至此建立了一个全双工的连接。

三次握手：为应用程序提供可靠的通信连接。适合于一次传输大批数据的情况。并适用于要求得到

响应的应用程序。
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采用三次握手的原因是：因为信道不可靠，了防止已失效的连接请求报文段突然又传送到了服务端，因而产生错误。

#### 1.3.3 TCP 数据报头

TCP 头信息
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·源端口、目的端口：16位长。标识出远端和本地的端口号。

·序号：32 位长。标识发送的数据报的顺序。

·确认号：32 位长。希望收到的下一个数据报的序列号。

·TCP 头长：4 位长。表明 TCP 头中包含多少个 32 位字。最小5\*4B=20B，最大为16\*4B=60B。

·6 位未用。

·ACK：ACK 位置 1 表明确认号是合法的。如果 ACK 为 0，那么数据报不包含确认信息，确认字段被省略。

·PSH：表示是带有 PUSH 标志的数据。接收方因此请求数据报一到便可送往应用程序而不必等到缓冲 区装满时才发送。

·RST：用于复位由于主机崩溃或其他原因而出现的错误的连接。还可以用于拒绝非法的数据报或拒绝 连接请求。

·SYN：用于建立连接。

·FIN：用于释放连接。

·URG ：紧急位，表示应该优先传输

·窗口大小：16位长。窗口大小字段表示在确认了字节之后还可以发送多少个字节。

·校验和：16 位长。是为了确保高可靠性而设置的。它校验头部、数据和伪 TCP 头部之和。

·可选项：0 个或多个 32位字。包括最大 TCP 载荷，窗口比例、选择重复数据报等选项。

#### 1.3.4 四次挥手

由于TCP连接是全双工的，因此每个方向都必须单独进行关闭。这原则是当一方完成它的数据发送任务后就能发送一个FIN来终止这个方向的连接。收到一个 FIN只意味着这一方向上没有数据流动，一个TCP连接在收到一个FIN后仍能发送数据。首先进行关闭的一方将执行主动关闭，而另一方执行被动关闭。

（1） TCP客户端发送一个FIN，用来关闭客户到服务器的[数据传送](http://baike.baidu.com/item/%E6%95%B0%E6%8D%AE%E4%BC%A0%E9%80%81)。

（2） 服务器收到这个FIN，它发回一个ACK，确认序号为收到的序号加1。和SYN一样，一个FIN将占用一个序号。

（3） 服务器关闭客户端的连接，发送一个FIN给客户端。

（4） 客户端发回ACK[报文](http://baike.baidu.com/item/%E6%8A%A5%E6%96%87)确认，并将确认序号设置为收到序号加1。

### 1.4 UDP 协议

#### 1.4.1 概述

UDP 即用户数据报协议，它是一种无连接协议，因此不需要像 TCP 那样通过三次握手来建立一个 连接。同时，一个 UDP 应用可同时作为应用的客户或服务器方。由于 UDP 协议并不需要建立一个明确 的连接，因此建立 UDP 应用要比建立TCP 应用简单得多。

它比TCP 协议更为高效，也能更好地解决实时性的问题。如今，包括网络视频会议系统在内的众多 的客户/服务器模式的网络应用都使用UDP 协议。

#### 1.4.2 Udp 数据包头格式
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### 1.5 协议的选择

（1）对数据可靠性的要求 对数据要求高可靠性的应用需选择 TCP 协议，如验证、密码字段的传送都是不允许出错的，而对数 据的可靠性要求不那么高的应用可选择 UDP 传送。

（2）应用的实时性 TCP 协议在传送过程中要使用三次握手、重传确认等手段来保证数据传输的可靠性。使用 TCP 协议 会有较大的时延，因此不适合对实时性要求较高的应用，如 VOIP、视频监控等。相反，UDP 协议则在这 些应用中能发挥很好的作用。

（3）网络的可靠性 由于 TCP 协议的提出主要是解决网络的可靠性问题，它通过各种机制来减少错误发生的概率。因此， 在网络状况不是很好的情况下需选用 TCP 协议（如在广域网等情况），但是若在网络状况很好的情况下 （如局域网等）就不需要再采用 TCP 协议，而建议选择 UDP 协议来减少网络负荷。

## 2 网络相关概念

### 2.1 套接口的概念

套接口，也叫“套接字”。是操作系统内核中的一个数据结构，它是网络中的节点进行相互通信的 门户。它是网络进程的 ID。网络通信，归根到底还是进程间的通信（不同计算机上的进程间通信）。在每一个节点（计算机或路由）都有一个网络地址，也就是 IP 地址。两个进程通信时，首先要 确定各自所在的网络节点的网络地址。但是，网络地址只能确定进程所在的计算机，而一台计算机上很 可能同时运行着多个进程，所以仅凭网络地址还不能确定到底是和网络中的哪一个进程进行通信，因此 套接口中还需要包括其他的信息，也就是端口号（PORT）。在一台计算机中，一个端口号一次只能分配 给一个进程，也就是说，在一台计算机中，端口号和进程之间是一一对应关系。所以，使用端口号和网 络地址的组合可以唯一的确定整个网络中的一个网络进程。

例如，如网络中某一台计算机的 IP 为 10.92.20.160，操作系统分配给计算机中某一应用程序进程 的端口号为 1500，则此时 10.92.20.160 1500 就构成了一个套接口。

### 2.2 端口号的概念

在网络技术中，端口大致有两种意思：一是物理意义上的端口，如集线器、交换机、路由器等用于 连接其他网络设备的接口。二是指 TCP/IP 协议中的端口，端口号的范围从 0~65535，一类是由互联网指派名字和号码公司ICANN负责分配给一些常用的应用程序固定使用的“周知的端口”， 其值一般为0~1023. 例如 http 的端口号是 80，ftp 为 21，ssh 为 22，telnet 为 23 等。还有一类是用户自己定义的，通常 是大于 1024 的整型值。

### 2.3 ip地址的表示

通常用户在表达 IP 地址时采用的是点分十进制表示的数值（或者是为冒号分开的十进制 Ipv6 地 址），而在通常使用的 socket 编程中使用的则是二进制值，这就需要将这两个数值进行转换。 ipv4 地址：32bit, 4 字节，通常采用点分十进制记法。

例如对于：10000000 00001011 00000011 00011111

点分十进制表示为：128.11.3.31
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0.0.0.0已经不是一个真正意义上的IP地址了。它表示的是这样一个集合：所有不清楚的主机和目的网络。这里的“不清楚”是指在本机的路由表里没有特定条目指明如何到达。对本机来说，它就是一个“收容所”，所有不认识的“三无”人员，一律送进去。如果你在网络设置中设置了缺省网关，那么Windows系统会自动产生一个目的地址为0.0.0.0的缺省路由。

255.255.255.255 指的是本网段的所有节点（可以是主机或路由）。边路由器在接收到到目的地址为255.255.255.255的数据时不会进行转发。又叫做限制广播地址。

### 2.4 socket 概念

Linux 中的网络编程是通过socket 接口来进行的。 socket 是一种特殊的 I/O 接口，既是管道，也是一种文件描述符。它是一种常用的进程之间通信机制，通过它不仅能实现本地机器上的进程之间的通信，而且通过网络能够在不同机器上的进程之间进行通信。 每一个socket 都用一个半相关描述{协议、本地地址、本地端口}来表示；一个完整的套接字则用一个相关描述{协议、本地地址、本地端口、远程地址、远程端口}来表示。socket 也有一个类似于打开文件的函数调用，该函数返回一个整型的 socket 描述符，随后的连接建立、数据传输等操作都是通过 socket 来实现的；

### 2.5 socket 类型

（1）stream socket（SOCK\_STREAM） 也叫流式套接字，用于TCP 通信

流式套接字提供可靠的、面向连接的通信流；它使用 TCP 协议，从而保证了数据传输的正确性和顺 序性。用于可靠性要求高，非实时，网络不好，或者一次传输数据较大。

（2）datagram socket（SOCK\_DGRAM）也叫数据报套接字 ，用于UDP 通信

数据报套接字定义了一种无连接的服务，数据通过相互独立的报文进行传输，是无序的，并且不保 证是可靠、无差错的。它使用数据报协议 UDP。 用于可靠性要求不高，实时，网络好，或者一次传输数据较小。

（3）原始socket（SOCK\_RAW） 用于新的网络协议实现的测试等

原始套接字允许对底层协议如 IP 或ICMP 进行直接访问，它功能强大但使用较为不便，主要用于一 些协议的开发。

### 2.6 socket信息数据结构

**ipv4 socket:**

struct sockaddr

{

unsigned short sa\_family; /\*地址族\*/

char sa\_data[14]; /\*14 字节的协议地址，包含该 socket 的 IP 地址和端口号。\*/

};

一共16字节，此结构体使用较为不便，一般使用下面的结构体，但需要强制转换。

struct sockaddr\_in

{

short int sin\_family; /\*地址族\*/

unsigned short int sin\_port; /\*端口号\*/

struct in\_addr sin\_addr; /\*IP 地址\*/

unsigned char sin\_zero[8]; /\*填充0 以保持与 struct sockaddr 同样大小\*/

};

struct in\_addr

{

unsigned int s\_addr; /\*32 位IPv4 地址，网络字节序 \*/

};

头文件<netinet/in.h>

sa\_family: AF\_INET IPv4 协议； AF\_INET6 IPv6 协议。

**ipv6 socket:**

struct sockaddr\_in6

{

\_\_SOCKADDR\_COMMON (sin6\_); /\* 家族协议 \*/

in\_port\_t sin6\_port; /\* Transport layer port # 端口号 \*/

uint32\_t sin6\_flowinfo; /\* IPv6 flow information ipv6中的流标签字段 \*/

struct in6\_addr sin6\_addr; /\* IPv6 address ipv6的地址信息 \*/

uint32\_t sin6\_scope\_id; /\* IPv6 scope-id ipv6的接口范围 \*/

};

struct in6\_addr

{

union

{

uint8\_t \_\_u6\_addr8[16]; // 128 bit

#if defined \_\_USE\_MISC || defined \_\_USE\_GNU

uint16\_t \_\_u6\_addr16[8]; // 64 bit

uint32\_t \_\_u6\_addr32[4]; // 32 bit

#endif

} \_\_in6\_u;

#define s6\_addr \_\_in6\_u.\_\_u6\_addr8

#if defined \_\_USE\_MISC || defined \_\_USE\_GNU

# define s6\_addr16 \_\_in6\_u.\_\_u6\_addr16

# define s6\_addr32 \_\_in6\_u.\_\_u6\_addr32

#endif

};

结构体中的unit8\_t,unit16\_t,unit32\_t这三个数据类型如下：

typedef unsigned char uint8\_t;

typedef unsigned short int uint16\_t;

#ifndef \_\_uint32\_t\_defined

typedef unsigned int uint32\_t;

# define \_\_uint32\_t\_defined

#endif

### 2.4 数据存储优先顺序的转

计算机数据存储有两种字节优先顺序：高位字节优先（称为大端模式）和低位字节优先（称为小端模式）。内存的低地址存储数据的低位，高地址存储数据的高位的方式叫小端模式。内存的高地址 存储数据的低位，低地址存储数据高位的方式称为大端模式。

列入:对于内存中存放的数 0x12345678 来说。

注：十六进制每位表示4个二进制位，两个十六进制表示一个字节

如果是采用大端模式存放的，则其真实的数是：0x12345678 （相反），与平时书写相同

如果是采用小端模式存放的，则其真实的数是：0x78563412 （相同），与平时书写相反

如果称某个系统所采用的字节序为主机字节序，则它可能是小端模式的，也可能是大端模式的。而端口号IP 地址都是以网络字节序存储的，不是主机字节序，网络字节序都是大端模式。要把主机字 节序和网络字节序相互对应起来，需要对这两个字节存储优先顺序进行相互转化。这里用到四个函数： htons(),ntohs(),htonl()和 ntohl().这四个地址分别实现网络字节序和主机字节序的转化，这里的 h 代表 host,n 代表 network，s 代表 short，l 代表 long。通常 16 位的端口号用 s 代表，而32位的 IP 地址用 l 来代表。

#include <arpa/inet.h>

uint32\_t htonl(uint32\_t hostlong);

uint16\_t htons(uint16\_t hostshort);

uint32\_t ntohl(uint32\_t netlong);

uint16\_t ntohs(uint16\_t netshort);

成功返回要转换的字节序列，

### 2.5 地址格式转化

通常用户在表达地址时采用的是点分十进制表示的数值（或者是为冒号分开的十进制 Ipv6 地址）， 而在通常使用的 socket 编程中使用的则是 32 位的网络字节序的二进制值，这就需要将这两个数值进行 转换。这里在 Ipv4 中用到的函数有 inet\_aton()、inet\_addr()和 inet\_ntoa()，而 IPV4 和 Ipv6 兼容的函数有 inet\_pton()和 inet\_ntop()。

IPv4 的函数原型：

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

int inet\_aton(const char \*straddr, struct in\_addr \*addrptr);

char \*inet\_ntoa(struct in\_addr inaddr);

in\_addr\_t inet\_addr(const char \*straddr); //in\_addr\_t就是 unsigned int,代表 s\_addr

函数 inet\_aton()：将点分十进制数的 IP 地址转换成为网络字节序的 32 位二进制数值。返回 值：成功返回1，不成功返回 0。没有设置了标准错误描述，不可使用perror函数查看。

参数 straddr：存放输入的点分十进制数 IP 地址字符串。

参数 addrptr：传出参数，保存网络字节序的 32 位二进制数值。

函数inet\_ntoa()：将网络字节序的32位二进制数值转换为点分十进制的 IP 地址。

成功返回地址，出错返回NULL。

函数 inet\_addr()：功能与 inet\_aton 相同，但是结果传递的方式不同。inet\_addr()若成功则返回 32 位二进制的网络字节序ip地址,与in\_addr.s\_addr相同,出错返回INADDR\_NONE一般为-1。由于计算机中存放的-1的补码与255.255.255.255相同，而后者是一个合法地址。有可能出现bug。

IPv4 和 IPv6 的函数原型：

#include<arpa/inet.h>

int inet\_pton(int family,const char\*src, void\*dst);

const char\*inet\_ntop(int family, const void \*src,char\*dst,socklen\_t len);

函数 inet\_pton 跟 inet\_aton 实现的功能类似，。成功返回1，出错返回-1；字符串地址与协议类型不匹配返回0, 设置了标准错误描述，可使用perror函数查看。

参数family，该参数指定为 AF\_INET，表 示是 IPv4 协议，如果是 AF\_INET6，表示 IPv6 协议其中

参数src指向字符串形式的地址；

参数dst指向sockaddr\_in6的in6\_addr结构体或sockaddr\_in的in\_addr结构体；

函数 inet\_ntop跟inet\_ntoa 类似，成功返回指向字符串的指针，出错返回NULL,设置了标准错误描述，可使用perror函数查看。

参数family，该参数指定为 AF\_INET，表 示是 IPv4 协议，如果是 AF\_INET6，表示 IPv6 协议其中

参数dst指向字符串形式的地址；

参数src指向in6\_addr结构体或in\_addr结构体，成员为网络字节序；

参数len表示表示转换之后的字符串ip的长度（字符串的长度）。

### 2.6 名字地址转化

通常，人们在使用过程中都不愿意记忆冗长的 IP 地址，尤其到 Ipv6 时，地址长度多达 128 位，那 时就更加不可能一次性记忆那么长的 IP 地址了。因此，使用主机名或域名将会是很好的选择。

主机名与域名的区别：主机名通常在局域网里面使用，通过/etc/hosts 文件，主机名可以解析到对应的 ip； 域名通常是再 internet 上使用。

注意：https://mail.163.com和https://[www.163.com](http://www.163.com)中，163.com时域名，www和mail是主机名，https://是协议。

众所周知，百度的域名为：www.baidu.com，而这个域名其实对应了一个百度公司的 IP 地址，那么 百度公司的 IP 地址是多少呢？我们可以利用 ping www.baidu.com 来得到百度公司的 ip 地

在linux中，有一些函数可以实现主机名和ip或者主机名与域名的转化，最常见的有 gethostbyname()、 gethostbyaddr()等，它们都可以实现 IPv4 和 IPv6 的地址和主机名之间的转化。其中 gethostbyname() 是通过域名或主机名获取主机信息，gethostbyaddr()则是通过ip地址获取主机信息，是将 IP 地址转化为主机名。

函数原型：

#include <netdb.h>

struct hostent\* gethostbyname(const char\* hostname);

struct hostent\* gethostbyaddr(const void\* addr, socklen\_t len, int family);

struct hostent

{

char \*h\_name; /\*正式主机名\*/

char \*\*h\_aliases; /\*主机别名\*/

int h\_addrtype; /\*主机 IP 地址类型 IPv4 为 AF\_INET\*/

int h\_length; /\*主机 IP 地址字节长度，对于 IPv4 是 4 字节，即 32 位\*/

char \*\*h\_addr\_list; /\*主机的 IP 地址列表,网络字节序，ipv4为struct in\_addr可用inet\_ntoa或者inet\_ntop,ipv6 为 struct in6\_addr只能用inet\_ntop\*/

}

#define h\_addr h\_addr\_list[0] /\*保存的是 ip 地址\*/

函数 gethostbyname()：用于将域名（www.baidu.com）或主机名转换为 IP 地址。成功返回指针，出错返回NULL。

参数 hostname 指向存放域名或主机名的字符串。

函数 gethostbyaddr()：用于将 IP 地址转换为域名或主机名。成功返回指针，出错返回NULL。

参数 addr 是一个网络字节序的ip，此时这个 ip 地址不是普通的字符串，而是要通过函数inet\_aton()转换。

参数len 为 IP 地址的长度，AF\_INET 为 4。

参数family 可用 AF\_INET：Ipv4 或 AF\_INET6：Ipv6。必须在/etc/hosts 中有配置

Example1：将百度的www.baidu.com 转换为 ip 地址 #include <netdb.h>

#include <sys/socket.h>

#include <stdio.h>

int main**(**int argc**,**char**\*\***argv**)**

**{**

char**\***ptr**,\*\***pptr**;**

struct hostent **\***hptr**;**

char str**[**40**]={**'\0'**};** /\* 取得命令后第一个参数，即要解析的域名或主机名 \*/

ptr**=**argv**[**1**];** //如www.baidu.com /\* 调用gethostbyname()。结果存在hptr 结构中 \*/

**if((**hptr**=**gethostbyname**(**ptr**))==NULL)**

**{**

printf**(**"gethostbyname error for host:%s\n"**,**ptr**);**

**return** 0**;**

**}**

/\* 将主机的规范名打出来 \*/

printf**(**"official host name:%s\n"**,**hptr**->**h\_name**);**

/\* 主机可能有多个别名，将所有别名分别打出来 \*/

**for(**pptr**=**hptr**->**h\_aliases**;\***pptr **!=NULL;** pptr**++)**

printf**(**"alias:%s\n"**,\***pptr**);**

/\* 根据地址类型，将地址打出来 \*/

/\* 将刚才得到的所有地址都打出来。其中调用了inet\_ntop()函数 \*/

**switch(**hptr**->**h\_addrtype**)**

**{**

**case** AF\_INET**:**

**for(**pptr**=**hptr**->**h\_addr\_list**;\***pptr**!=NULL;**pptr**++)**

printf**(**"address:%s\n"**,**inet\_ntop**(**hptr**->**h\_addrtype**,\***pptr**,**str**,**16**));**

**break;**

caseAF\_INET6**:**

**for(**pptr**=**hptr**->**h\_addr\_list**;;\***pptr**!=NULL;**pptr**++)**

printf**(**"address:%s\n"**,**inet\_ntop**(**hptr**->**h\_addrtype**,\***pptr**,**str**,**40**));**

**break;**

**default:**

printf**(**"unknown address type\n"**);**

**break;**

**}**

**return** 0**;**

**}**

注意：这两个函数是不可重入函数，在posix标准中已经被废弃；用下面两个函数替代：

int getnameinfo(const struct sockaddr \*sa, socklen\_t salen, char \*host, socklen\_t hostlen, char \*serv,

socklen\_t servlen, int flags);

int getaddrinfo(const char \*node, const char \*service, const struct addrinfo \*hints, struct addrinfo \*\*res);

这两个函数都是成功返回0，出错返回错误码。

struct addrinfo

{

int ai\_flags;

int ai\_family;

int ai\_socktype;

int ai\_protocol;

socklen\_t ai\_addrlen;

struct sockaddr \*ai\_addr;

char \*ai\_canonname;

struct addrinfo \*ai\_next;

};

### 2.7 获取当前地址和远程地址

int getsockname(int sockfd, struct sockaddr \*addr, socklen\_t \*addrlen);

int getpeername(int sockfd, struct sockaddr \*addr, socklen\_t \*addrlen);

getsockname获取sockfd绑定的本地地址

getpeername获取sockfd绑定的远程地址

成功返回0，出错返回-1，设置了标准错误描述，可使用perror查看。

## 3 socket 编程

### 3.1 使用 TCP 协议的流程图

TCP 通信的基本步骤如下：

服务端：socket---bind---listen---while(1){---accept---recv---send---close---}---close

客户端：socket-------------------------------connect---send---recv--------------close
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#### 3.1.1 服务器端

（1）头文件包含：

#include<sys/types.h>

#include<sys/socket.h>

#include<netinet/in.h>

#include<arpa/inet.h>

#include<unistd.h>

#include<string.h>

#include<stdio.h>

#include<stdlib.h>

（2）socket 函数：生成一个套接口描述符。

原型：

int socket(int domain,int type,int protocol);

返回值：成功则返回套接口描述符，出错返回-1。设置了标准错误描述，可使用perror函数查看。

参数：domain{AF\_INET：Ipv4 网络协议 AF\_INET6：IPv6 网络协议}

参数type｛tcp：SOCK\_STREAM udp：SOCK\_DGRAM}

参数protocol指定socket 所使用的传输协议编号。通常为0.

常用实例：

int sfd**=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**);**

**if(**sfd **==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

（3）bind 函数：用来绑定一个端口号和IP 地址，使套接口与指定的端口号和 IP 地址相关联。

原型：

int bind(int sockfd,struct sockaddr\*my\_addr, socklen\_t addrlen);

返回值：成功则返回0，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数sockfd为前面 socket 的返回值。

参数my\_addr：为结构体指针变量 对于不同的socket domain 定义了一个通用的数据结构

struct sockaddr //此结构体不常用

{

unsigned short int sa\_family; //调用socket（）时的 domain 参数，即 AF\_INET 值。

charsa\_data[14]; //最多使用 14 个字符长度

};

此sockaddr 结构会因使用不同的 socket domain 而有不同结构定义， 例如使用 AF\_INET domain，其 socketaddr 结构定义便为

struct sockaddr\_in //常用的结构体

{

unsigned shortintsin\_family; //即为 sa\_family AF\_INET

uint16\_t sin\_port; //为使用的 port 编号

struct in\_addr sin\_addr; //为 IP 地址

unsigned charsin\_zero[8]; //未使用

};

struct in\_addr

{

uint32\_t s\_addr;

};

参数addrlen为sockaddr的结构体长度。通常是计算 sizeof(struct sockaddr);

常用实例：

struct sockaddr\_in my\_addr**;** //定义结构体变量

memset**(&**my\_addr**,**0**,sizeof(**struct sockaddr**));**//将结构体清空

//或bzero(&my\_addr, sizeof(struct sockaddr));

my\_addr**.**sin\_family **=**AF\_INET**;** //表示采用 Ipv4 网络协议

my\_addr**.**sin\_port**=**htons**(**8888**);** //表示端口号为 8888，通常是大于 1024的一个值。

//htons()用来将参数指定的16位 host short 转换成网络字符顺序

my\_addr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**"192.168.0.101"**);**

//inet\_addr()用来将IP地址字符串转

//换成网络所使用的二进制数字，如果为INADDR\_ANY，这表示服务器自动填充本机IP 地址。

**if(**bind**(**sfd**,** **(**struct sockaddr**\*)&**my\_str**,sizeof(**struct sockaddr**))==-**1**)**

**{**

perror**(**"bind"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

注：通过将 my\_addr.sin\_port 置为 0，函数会自动为你选择一个未占用的端口来使用。同样，通过将 my\_addr.sin\_addr.s\_addr 置为INADDR\_ANY，系统会自动填入本机IP 地址。

（4）listen 函数：使服务器的这个端口和 IP 处于监听状态，等待网络中某一客户机的连接请求。如果客户端有连接请求，端口就会接受这个连接。

原型：

int listen(int sockfd,int backlog);

返回值：成功则返回0，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数：sockfd为前面 socket 的返回值.即 sfd

参数backlog指定同时能处理的最大连接要求，通常为10 或者5。最大值可设至 128

常用实例：

if(listen(sfd,10)==-1)

{

perror("listen");

close(sfd);

exit(-1);

}

（5）accept 函数：接受远程计算机的连接请求，建立起与客户机之间的通信连接。服务器处于监听状态时， 如果某时刻获得客户机的连接请求，此时并不是立即处理这个请求，而是将这个请求放在等待队列中， 当系统空闲时再处理客户机的连接请求。当accept 函数接受一个连接时，会返回一个新的 socket 标识符，以后的数据传输和读取就要通过这个新的 socket 编号来处理，原来参数中的socket标识符 也可以继续使用，继续监听其它客户机的连接请求。（也就是说，类似于移动营业厅，如果有客户打电话给 10086，此时服务器就会请求连接，处理一些事务之后，就通知一个话务员接听客户的电话，也就是说，后面的所有操作，此时已经于服务器没有关系，而是话务员跟客户的交流。对应过来，客户请求连接我们的服务器， 我们服务器先做了一些绑定和监听等等操作之后，如果允许连接，则调用 accept 函数产生一个新的套接字，然后用这个新的套接字跟我们的客户进行收发数据。也就是说，服务器跟一个客户端连接成功，会有两个套接字。）

原型：

int accept(int s,struct sockaddr\*addr, socklen\_t \*addrlen);

返回值：成功则返回新的 socket 处理代码new\_fd，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数s为前面 socket 的返回值.即sfd

参数addr为结构体指针变量，和 bind 的结构体是同种类型的，系统会把远程主机的信息（远程主机的地址和端口号信息）保存到这个指针所指的结构体中。

参数addrlen表示结构体的长度，为整型指针

常用实例：

struct sockaddr\_in clientaddr**;**

memset**(&**clientaddr**,**0**,sizeof(**struct sockaddr**));**

int addrlen **=sizeof(**struct sockaddr**);**

int new\_fd **=**accept**(**sfd**,** **(**struct sockaddr**\*)&**clientaddr**,&**addrlen**);**

**if(**new\_fd **==-**1**)**

**{**

perror**(**"accept"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

printf**(**"%s%dsuccess connect\n"**,**inet\_ntoa**(**clientaddr**.**sin\_addr**),**ntohs**(**clientaddr**.**sin\_port**));**

（6）recv 函数：用新的套接字来接收远端主机传来的数据，并把数据存到由参数 buf 指向的内存空间

原型：

int recv(int sockfd,void\*buf,int len,int flags);

返回值：成功则返回实际接收到的字符数，可能会少于你所指定的接收长度。出错返回-1，返回0，对端断开。, 设置了标准错误描述，可使用perror函数查看。

参数：sockfd为前面 accept 的返回值.即 new\_fd，也就是新的套接字。

参数buf表示缓冲区

参数len表示缓冲区的长度

参数flags通常为0或者以下组合

MSG\_DONTROUTE--不查找路由表

MSG\_OOB--接受或发送带外数据

MSG\_PEEK--查看数据,并不从系统缓冲区移走数据

MSG\_WAITALL--等待任何数据

如果flags为0，则和read,write一样的操作

常用实例：

charbuf**[**512**]={**0**};**

**if(**recv**(**new\_fd**,** buf**,** **sizeof(**buf**),**0**)==-**1**)**

**{**

perror**(**"recv"**);**

close**(**new\_fd**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

puts**(**buf**);**

（7）send 函数：用新的套接字发送数据给指定的远端主机

原型：

int send(int s,const void \*msg,int len,unsigned int flags);

返回值：成功则返回实际传送出去的字符数，可能会少于你所指定的发送长度。返回0，则对端关闭，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数：s为前面 accept 的返回值.即new\_fd

参数msg一般为常量字符串

参数len表示长度

参数flags通常为 0

常用实例：

**if(**send**(**new\_fd**,**"hello"**,** 6**,**0**)==-**1**)**

**{**

perror**(**"send"**);**

close**(**new\_fd**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

（8）close 函数：当使用完文件后若已不再需要则可使用close()关闭该文件，并且close()会让数据写回磁盘， 并释放该文件所占用的资源

原型：

int close(int fd);

int shutdown(int fd, int how)

返回值：若文件顺利关闭则返回0，发生错误时返回-1。主动调用close函数的一端将进入timewait时间段。, 设置了标准错误描述，可使用perror函数查看。

参数：fd为前面的 sfd,new\_fd.

参数how 为关闭方式，SHUT\_RD关闭读端，SHUT\_WR关闭写端， SHUT\_RDWR关闭读端和写端。

常用实例：

close(new\_fd);

close(sfd);

#### 3.1.2 客户端

（1）用socket 函数：生成一个套接口描述符。

（2）connect 函数：用来请求连接远程服务器，将参数 sockfd 的 socket 连至参数 serv\_addr 指定的服务器 IP 和端口号上去。

原型：

int connect (int sockfd,struct sockaddr\*serv\_addr,int addrlen);

返回值：成功则返回0，出错返回-1。, 设置了标准错误描述，可使用perror函数查看。

参数：sockfd为前面 socket 的返回值，即 sfd

参数：serv\_addr为结构体指针变量，存储着远程服务器的 IP 与端口号信息。

参数addrlen表示结构体变量的长度

常用实例：

将上面的头文件以及各个函数中的代码全部拷贝就可以形成一个完整的例子，此处省略。

Example：将一些通用的代码全部封装起来，以后要用直接调用函数即可。如下，通用网络封装代码头文件：tcp\_net\_socket.h

#ifndef \_\_TCP\_\_NET\_\_SOCKET\_\_H

#define \_\_TCP\_\_NET\_\_SOCKET\_\_H

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

#include<sys/types.h>

#include<sys/socket.h>

#include<netinet/in.h>

#include<arpa/inet.h>

#include<unistd.h>

#include<signal.h>

extern int tcp\_init**(**const char**\***ip**,**int port**);**

extern int tcp\_accept**(**int sfd**);**

extern int tcp\_connect**(**constchar**\***ip**,**int port**);**

extern void signalhandler**(**void**);**

#endif

具体的通用函数封装如下： tcp\_net\_socket**.**c

#include"tcp\_net\_socket.h"

int tcp\_init**(**const char**\***ip**,** int port**)** //用于初始化操作

**{**

int sfd**=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**);**//首先创建一个 socket，向系统申请

**if(**sfd**==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in serveraddr**;**

memset**(&**serveraddr**,**0**,sizeof(**struct sockaddr**));**

serveraddr**.**sin\_family **=**AF\_INET**;**

serveraddr**.**sin\_port**=**htons**(**port**);**

serveraddr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**ip**);**//或 INADDR\_ANY ，自动获取

**if(**bind**(**sfd**,** **(**struct sockaddr**\*)&**serveraddr**,sizeof(**struct sockaddr**))==-**1**)**

//将新的 socket 与制定的 ip、port 绑定

**{**

perror**(**"bind"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

**if(**listen**(**sfd**,** 10**)==-**1**)**//监听它，并设置其允许最大的连接数为10 个

**{**

perror**(**"listen"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

**return** sfd**;**

**}**

int tcp\_accept**(**int sfd**)** //用于服务端的接收

**{**

struct sockaddr\_in clientaddr**;**

memset**(&**clientaddr**,**0**,sizeof(**struct sockaddr**));**

int addrlen**=sizeof(**struct sockaddr**);**

int new\_fd**=**accept**(**sfd**,(**struct sockaddr**\*)&**clientaddr**,&**addrlen**);**

//sfd 接受客户端连接，并创建新的 socket 为 new\_fd，

//将请求连接的客户端的 ip、port 保存在结构体 clientaddr 中

**if(**new\_fd**==-**1**)**

**{**

perror**(**"accept"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

printf**(**"%s %d success connect\n"**,**inet\_ntoa**(**clientaddr**.**sin\_addr**),**ntohs**(**clientaddr**.**sin\_port**));**

**return** new\_fd**;**

**}**

int tcp\_connect**(**const char**\***ip**,**int port**)** //用于客户端的连接

**{**

int sfd**=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**);**//向系统注册申请新的

socket **if(**sfd**==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in serveraddr**;**

memset**(&**serveraddr**,**0**,sizeof(**struct sockaddr**));**

serveraddr**.**sin\_family **=**AF\_INET**;**

serveraddr**.**sin\_port**=**htons**(**port**);**

serveraddr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**ip**);**

**if(**connect**(**sfd**,(**struct sockaddr**\*)&**serveraddr**,sizeof(**struct sockaddr**))==-**1**)**

//将 sfd 连接至制定的服务器网络地址serveraddr

**{**

perror**(**"connect"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

**return** sfd**;**

**}**

void signalhandler**(**void**)** //用于信号处理，让服务端在按下Ctrl+c或Ctrl+\的时候不会退出

**{**

sigset\_t sigSet**;**

sigemptyset**(&**sigSet**);**

sigaddset**(&**sigSet**,**SIGINT**);**

sigaddset**(&**sigSet**,**SIGQUIT**);**

sigprocmask**(**SIG\_BLOCK**,&**sigSet**,NULL);**

**}**

服务器端：tcp\_net\_server**.**c

#include"tcp\_net\_socket.h"

int main**(**intargc**,** char**\***argv**[])**

**{**

**if(**argc**<**3**)**

**{**

printf**(**"usage:./server tcp ip port\n"**);**

exit**(-**1**);**

**}**

signalhandler**();**

int sfd**=**tcp\_init**(**argv**[**1**],**atoi**(**argv**[**2**]));**

//或int sfd=tcp\_init("192.168.0.164",8888);

**while(**1**)** //用 while 循环表示可以与多个客户端接收和发送，但仍是阻塞模式的

**{**

int cfd **=**tcp\_accept**(**sfd**);**

char buf**[**512**]={**0**};**

**if(**recv**(**cfd**,**buf**,sizeof(**buf**),**0**)==-**1**)**//从 cfd 客户端接收数据存于buf 中

**{**

perror**(**"recv"**);**

close**(**cfd**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

puts**(**buf**);**

**if(**send**(**cfd**,** "hello world"**,**12**,**0**)==-**1**)**//从buf 中取向 cfd 客户端发送数据

**{**

perror**(**"send"**);**

close**(**cfd**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

close**(**cfd**);**

**}**

close**(**sfd**);**

**}**

客户端： tcp\_net\_client**.**c

#include"tcp\_net\_socket.h"

int main**(**intargc**,** char**\***argv**[])**

**{**

**if(**argc**<**3**)**

**{**

printf**(**"usage:./clienttcp ip port\n"**);**

exit**(-**1**);**

**}**

int sfd**=**tcp\_connect**(**argv**[**1**],**atoi**(**argv**[**2**]));**

char buf**[**512**]={**0**};**

send**(**sfd**,** "hello"**,**6**,**0**);** //向 sfd 服务端发送数据

recv**(**sfd**,**buf**,sizeof(**buf**),**0**);**//从sfd 服务端接收数据

puts**(**buf**);**

close**(**sfd**);**

**}**

#gcc–o tcp\_net\_server tcp\_net\_server.c tcp\_net\_socket.c

#gcc–o tcp\_net\_client tcp\_net\_client.c tcp\_net\_socket.c

#./tcp\_net\_server 192.168.0.1648888

#./tcp\_net\_client 192.168.0.1648888

/\* 备注 可以通过

gcc –fpic–c tcp\_net\_socket.c –o tcp\_net\_socket.o

gcc –shared tcp\_net\_socket.o–o libtcp\_net\_socket.so

cp lib\*.so/lib //这样以后就可以直接使用该库了

cpt cp\_net\_socket.h /usr/include/ //这样头文件包含可以用include <tcp\_net\_socket.h>了

以后再用到的时候就可以直接用：

gcc–o main main.c–ltcp\_net\_socket //其中 main.c 要包含头文件:include<tcp\_net\_socket.h>

./main

\*/

注：上面的虽然可以实现多个客户端访问，但是仍然是阻塞模式（即一个客户访问的时候会阻塞不让另外的客户访问）。解决办法有：

（1） 多进程（因为开销比较大，所以不常用）

int main**(**intargc**,** char**\***argv**[])**

**{**

**if(**argc**<**3**)**

**{**

printf**(**"usage:./servertcp ip port\n"**);**

exit**(-**1**);**

**}**

int sfd**=**tcp\_init**(**argv**[**1**],**atoi**(**argv**[**2**]));**

charbuf**[**512**]={**0**};**

**while(**1**)**

**{**

int cfd **=**tcp\_accept**(**sfd**);**

**if(**fork**()==**0**)**

**{**

recv**(**cfd**,**buf**,sizeof(**buf**),**0**);**

puts**(**buf**);**

send**(**cfd**,**"hello"**,**6**,**0**);**

close**(**cfd**);**

**}**

**else**

**{**

close**(**cfd**);**

**}**

**}**

close**(**sfd**);**

**}**

（2）多线程 将服务器上文件的内容全部发给客户端

/\*TCP 文件服务器演示代码 \*/

#include<stdio.h>

#include<stdlib.h>

#include<errno.h>

#include<string.h>

#include<sys/types.h>

#include<sys/fcntl.h>

#include<netinet/in.h>

#include<sys/socket.h>

#include<sys/wait.h>

#include<pthread.h>

#define DEFAULT\_SVR\_PORT 2828

#define FILE\_MAX\_LEN 64

char filename**[**FILE\_MAX\_LEN**+**1**];**

static void **\***handle\_client**(**void**\***arg**)**

**{**

int sock**=(**int**)**arg**;**

char buff**[**1024**];**

int len **;**

printf**(**"begin send\n"**);**

FILE **\***file **=**fopen**(**filename**,**"r"**);**

**if(**file **==NULL)**

**{**

close**(**sock**);**

exit**;**

**}** //发文件名

**if(**send**(**sock**,**filename**,**FILE\_MAX\_LEN**,**0**)==-**1**)**

**{**

perror**(**"sendfile name\n"**);**

**goto** EXIT\_THREAD**;**

**}**

printf**(**"begin send file%s....\n"**,**filename**);** //发文件内容

**while(!**feof**(**file**))**

**{**

len**=**fread**(**buff**,**size**(**char**),sizeof(**buff**),**file**);**

printf**(**"server read%s,len%d\n"**,**filename**,**len**);**

**if(**send**(**sock**,**buff**,**len**,**0**)<**0**)**

**{**

perror**(**"send file:"**);**

**goto** EXIT\_THREAD**;**

**}**

**}**

EXIT\_THREAD**:**

**if(**file**)**

fclose**(**file**);**

close**(**sock**);**

**}**

int main**(**int argc**,**char**\***argv**[])**

**{**

int sockfd**,**new\_fd**;** //第 1.定义两个pv4 地址

struct sockaddr\_in my\_addr**;**

struct sockaddr\_in their\_addr**;**

int sin\_size**,**numbytes**;**

pthread\_t cli\_thread**;**

unsigned short port**;**

**if(**argc**<**2**)**

**{**

printf**(**"need a filename without path\n"**);**

exit**;**

**}**

strncpy**(**filename**,**argv**[**1**],**FILE\_MAX\_LEN**);**

port**=**DEFAULT\_SVR\_PORT**;**

**if(**argc**>=**3**)**

**{**

port**=(**unsigned short**)**atoi**(**argv**[**2**]);** **}**

//第一步:建立TCP 套接字 Socket

//AF\_INET-->ip通讯

//SOCK\_STREAM-->TCP

**if((**sockfd **=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

//第二步:设置侦听端口

//初始化结构体，并绑定 2828端口

memset**(&**my\_addr**,**0**,sizeof(**struct sockaddr**));**

//memset(&my\_addr,0,sizeof(my\_addr));

my\_addr**.**sin\_family **=**AF\_INET**;** /\*ipv4 \*/

my\_addr**.**sin\_port**=**htons**(**port**);** /\* 设置侦听端口是 2828, 用 htons 转成网络序\*/

my\_addr**.**sin\_addr**.**s\_addr**=**INADDR\_ANY**;**

/\*INADDR\_ANY 来表示任意IP地址可能其通讯 \*/

//bzero(&(my\_addr.sin\_zero),8);

//第三步:绑定套接口,把socket 队列与端口关联起来.

**if(**bind**(**sockfd**,(**struct sockaddr**\*)&**my\_addr**,sizeof(**struct sockaddr**))==-**1**)**

**{**

perror**(**"bind"**);**

**goto** EXIT\_MAIN**;**

**}**

//第四步:开始在 2828 端口侦听,是否有客户端发来联接

**if(**listen**(**sockfd**,**10**)==-**1**)**

**{**

perror**(**"listen"**);**

**goto** EXIT\_MAIN**;**

**}**

printf**(**"#@listen port%d\n"**,**port**);**

//第五步:循环与客户端通讯

**while(**1**)**

**{**

sin\_size **=sizeof(**struct sockaddr\_in**);**

printf**(**"server waiting...\n"**);**

//如果有客户端建立连接，将产生一个全新的套接字 new\_fd,专门用于跟这个客户端通信

**if((**new\_fd **=**accept**(**sockfd**,(**struct sockaddr**\*)&**their\_addr**,&**sin\_size**))==-**1**)**

**{**

perror**(**"accept:"**);**

**goto** EXIT\_MAIN**;**

**}**

printf**(**"---client(ip=%s:port=%d)request\n"**,**inet\_ntoa**(**their\_addr**.**sin\_addr**),**ntohs**(**their\_addr**.**sin\_port**));**

//生成一个线程来完成和客户端的会话，父进程继续监听

pthread\_create**(&**cli\_thread**,NULL,**handle\_client**,(**void**\*)**new\_fd**);**

**}**

//第六步:关闭 socket

EXIT\_MAIN**:**

close**(**sockfd**);**

**return** 0**;**

**}**

/\*TCP 文件接收客户端 \*/

#include<stdio.h>

#include<stdlib.h>

#include<errno.h>

#include<string.h>

#include<sys/types.h>

#include<netinet/in.h>

#include<sys/socket.h>

#include<sys/wait.h>

#define FILE\_MAX\_LEN 64

#define DEFAULT\_SVR\_PORT 2828

int main**(**int argc**,**char**\***argv**[])**

**{**

int sockfd**,**numbytes**;**

char buf**[**1024**],**

filename**[**FILE\_MAX\_LEN**+**1**];**

char ip\_addr**[**64**];**

struct hostent **\***he**;**

struct sockaddr\_intheir\_addr**;**

int i**=**0**,**len**,**total**;**

unsigned short port**;**

FILE**\***file**=NULL;**

**if(**argc**<**2**)**

**{**

printf**(**"need a server ip\n"**);**

exit**;**

**}**

strncpy**(**ip\_addr**,**argv**[**1**],sizeof(**ip\_addr**));**

port**=**DEFAULT\_SVR\_PORT**;**

**if(**argc**>=**3**)**

**{**

port**=(**unsigned short**)**atoi**(**argv**[**2**]);**

**}**

//做域名解析(DNS)

//he=gethostbyname(argv[1]);

//第一步:建立一个 TCP 套接字

**if((**sockfd **=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**))==-**1**)**

**{**

perror**(**"socket"**);**

exit**(**1**);**

**}**

//第二步:设置服务器地址和端口2828

memset**(&**their\_addr**,**0**,sizeof(**their\_addr**));**

their\_addr**.**sin\_family **=**AF\_INET**;**

their\_addr**.**sin\_port**=**htons**(**port**);**

their\_addr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**ip\_addr**);**

//their\_addr.sin\_addr=\*((struct in\_addr\*)he->h\_addr);

//bzero(&(their\_addr.sin\_zero),8);

printf**(**"connect server%s:%d\n"**,**ip\_addr**,**port**);**

/\*第三步:用 connect 和服务器建立连接 ,注意,这里没有使用本地端口,将由协议栈自动分配一个端口\*/

**if(**connect**(**sockfd**,(**struct sockaddr**\*)&**their\_addr**,sizeof(**struct sockaddr**))==-**1**)**

**{**

perror**(**"connect"**);**

exit**(**1**);**

**}**

**if(**send**(**sockfd**,**"hello"**,**6**,**0**)<**0**)**

**{**

perror**(**"send"**);**

exit**(**1**);**

**}**

/\* 接收文件名,为编程简单,假设前 64字节固定是文件名,不足用 0 来增充 \*/

total**=**0**;**

**while(**total**<**FILE\_MAX\_LEN**)**

**{**

/\* 注意这里的接收 buffer 长度,始终是未接收文件名剩下的长度,\*/

len**=**recv**(**sockfd**,**filename**+**total**,(**FILE\_MAX\_LEN**-**total**),**0**);**

**if(**len**<=**0**)**

**break;**

total**+=**len**;**

**}**

/\* 接收文件名出错 \*/

**if(**total**!=**FILE\_MAX\_LEN**)**

**{**

perror**(**"failurefilename"**);**

exit**(-**3**);**

**}**

printf**(**"recvfile%s.....\n"**,**filename**);**

file**=**fopen**(**filename**,**"wb"**);**

//file=fopen("/home/hxy/abc.txt","wb");

**if(**file **==NULL)**

**{**

printf**(**"create file %sfailure"**,**filename**);**

perror**(**"create:"**);**

exit**(-**3**);**

**}**

//接收文件数据

printf**(**"recvbegin\n"**);**

total**=**0**;**

**while(**1**)**

**{**

len**=**recv**(**sockfd**,**buf**,sizeof(**buf**),**0**);**

**if(**len**==-**1**)**

**break;**

total**+=**len**;**

//写入本地文件

fwrite**(**buf**,**1**,**len**,**file**);**

**}**

fclose**(**file**);**

printf**(**"recvfile%ssuccess totallenght %d\n"**,**filename**,**total**);**

//第六步:关闭socket

close**(**sockfd**);**

**}**

/\* 备注

读写大容量的文件时，通过下面的方法效率很高

ssize\_treadn(int fd,char\*buf,int size)//读大量内容

{

char\*pbuf=buf;

int total,nread;

for(total=0;total<size;)

{

nread=read(fd,pbuf,size-total);

if(nread==0)

return total;

if(nread==-1)

{

if(errno ==EINTR)

continue;

else

return -1;

}

total+=nread;

pbuf+=nread;

}

return total;

}

ssize\_twriten(int fd,char\*buf,intsize)//写大量内容

{

char\*pbuf=buf;

int total,nwrite;

for(total=0;total<size;)

{

nwrite=write(fd,pbuf,size-total);

if(nwrite<=0)

{

if(nwrite==-1&&errno ==EINTR )

continue;

else

return -1;

}

total+=nwrite;

pbuf+=nwrite;

}

return total;

}

\*/

（3） 调用 fcntl 将sockfd 设置为非阻塞模式。

#include<unistd.h>

#include<fcntl.h>

……

sockfd **=**socket**(**AF\_INET**,**SOCK\_STREAM**,**0**);**

**if** lags**=**fcntl**(**sockfd**,**F\_GETFL**,**0**);**

fcntl**(**sockfd**,**F\_SETFL**,**O\_NONBLOCK**|**iflags**);**

……

（4）多路选择 select

#include<sys/select.h>

#include"tcp\_net\_socket.h"

#define MAXCLIENT 10

main**()**

**{**

int sfd**=**tcp\_init**(**"192.168.0.164"**,**8888**);**

int fd**=**0**;**

charbuf**[**512**]={**0**};**

fd\_setrdset**;**

**while(**1**)**

**{**

FD\_ZERO**(&**rdset**);**

FD\_SET**(**sfd**,&**rdset**);**

**if(**select**(**MAXCLIENT**+**1**,&**rdset**,NULL,NULL,** **NULL)<**0**)**

**continue;**

**for(**fd**=**0**;**fd **<**MAXCLIENT**;** fd**++)**

**{**

**if(**FD\_ISSET**(**fd**,&**rdset**))**

**{**

**if(**fd**==**sfd**)**

**{**

int cfd**=**tcp\_accept**(**sfd**);**

FD\_SET**(**cfd**,&**rdset**);** //……

**}**

**else**

**{**

bzero**(**buf**,** **sizeof(**buf**));**

recv**(**fd**,**buf**,sizeof(**buf**),**0**);**

puts**(**buf**);**

send**(**fd**,** "java"**,**5**,**0**);**

// FD\_CLR(fd, &rdset);

close**(**fd**);**

**}**

**}**

**}**

**}**

close**(**sfd**);**

**}**

具体例子请参考《网络编程之select**.**doc》或《tcp\_select》

### 3.2 使用 UDP 协议的流程图

UDP 通信流程图如下：

服务端：socket---bind---recvfrom---sendto---close

客户端：socket----------sendto---recvfrom---close
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·sendto()函数原型：

int sendto(int sockfd,const void\*msg,int len,unsigned int flags,const struct sockaddr\*to, int tolen);

参数：sockfd为前面socket返回值

参数msg一般为常量字符串

参数len表示长度

参数flags通常为 0

参数to 表示目地机的 IP 地址和端口号信息。

参数tolen 常常被赋值为 sizeof(struct sockaddr)。

sendto 函数也返回实际发送的数据字节长度或在出现发送错误时返回-1, 设置了标准错误描述，可使用perror函数查看。

·recvfrom()函数原型：

int recvfrom(int sockfd,void\*buf,int len,unsigned int flags,struct sockaddr\*from,int \*fromlen);

参数from是一个struct sockaddr类型的变量，该变量保存连接机的IP地址及端口号。

参数fromlen常置为sizeof (struct sockaddr)。

当 recvfrom()返回时，fromlen 包含实际存入 from 中的数据字节数。

Recvfrom()函数返回接收到的字节数或当出现错误时返回-1，并置相应的 errno, 设置了标准错误描述，可使用perror函数查看。

Example：UDP的基本操作

服务器端：

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <unistd.h>

#include <string.h>

#include <stdio.h>

#include <stdlib.h>

void main**()**

**{**

int sfd **=**socket**(**AF\_INET**,** SOCK\_DGRAM**,**0**);**

**if(**sfd **==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in saddr**;**

bzero**(&**saddr**,** **sizeof(**saddr**));**

saddr**.**sin\_family **=**AF\_INET**;** s

addr**.**sin\_port**=**htons**(**8888**);**

saddr**.**sin\_addr**.**s\_addr**=**INADDR\_ANY**;**

**if(**bind**(**sfd**,(**struct sockaddr**\*)&**saddr**,sizeof(**struct sockaddr**))==-**1**)**

**{**

perror**(**"bind"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

char buf**[**512**]={**0**};**

**while(**1**)**

**{**

struct sockaddr\_in fromaddr**;**

bzero**(&**fromaddr**,sizeof(**fromaddr**));**

int fromaddrlen**=sizeof(**struct sockaddr**);**

**if(**recvfrom**(**sfd**,**buf**,sizeof(**buf**),**0**,(**struct sockaddr**\*)&**fromaddr**,&**fromaddrlen**)==-**1**)**

**{**

perror**(**"recvfrom"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

printf**(**"receive from %s %d,the message is:%s\n"**,** \

inet\_ntoa**(**fromaddr**.**sin\_addr**),** ntohs**(**fromaddr**.**sin\_port**),**buf**);**

sendto**(**sfd**,**"world"**,**6**,**0**,(**struct sockaddr**\*)&**fromaddr**,sizeof(**struct sockaddr**));**

**}**

close**(**sfd**);**

**}**

客户端：

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <unistd.h>

#include <string.h>

#include <stdio.h>

#include <stdlib.h>

int main**(**int argc**,**char**\***argv**[])**

**{**

int sfd **=**socket**(**AF\_INET**,** SOCK\_DGRAM**,**0**);**

**if(**sfd **==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in toaddr**;**

bzero**(&**toaddr**,** **sizeof(**toaddr**));**

toaddr**.**sin\_family **=**AF\_INET**;**

toaddr**.**sin\_port**=**htons**(**atoi**(**argv**[**2**]));**//此处的端口号要跟服务器一样

toaddr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**argv**[**1**]);**//此处为服务器的 ip

sendto**(**sfd**,**"hello"**,**6**,**0**,(**struct sockaddr**\*)&**toaddr**,sizeof(**struct sockaddr**));**

charbuf**[**512**]={**0**};**

structsockaddr\_infromaddr**;**

bzero**(&**fromaddr**,sizeof(**fromaddr**));**

intfromaddrlen**=sizeof(**structsockaddr**);**

**if(**recvfrom**(**sfd**,**buf**,sizeof(**buf**),**0**,(**struct sockaddr**\*)&**fromaddr**,&**fromaddrlen**)==-**1**)**

**{**

perror**(**"recvfrom"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

printf**(**"receive from %s %d,the message is:%s\n"**,** \

inet\_ntoa**(**fromaddr**.**sin\_addr**),** ntohs**(**fromaddr**.**sin\_port**),**buf**);**

close**(**sfd**);**

**}**

Example：UDP 发送文件先发文件大小再发文件内容

服务器端

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <unistd.h>

#include <fcntl.h>

#include <sys/stat.h>

#include <string.h>

#include <stdio.h>

#include <stdlib.h>

main**()**

**{**

int sfd **=**socket**(**AF\_INET**,** SOCK\_DGRAM**,**0**);**

**if(**sfd **==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in saddr**;**

bzero**(&**saddr**,** **sizeof(**saddr**));**

saddr**.**sin\_family **=**AF\_INET**;** saddr**.**sin\_port**=**htons**(**8888**);**

saddr**.**sin\_addr**.**s\_addr**=**INADDR\_ANY**;**

**if(**bind**(**sfd**,(**struct sockaddr**\*)&**saddr**,sizeof(**struct sockaddr**))==-**1**)**

**{**

1perror**(**"bind"**);**

close**(**sfd**);**

exit**(-**1**);**

**}**

char buf**[**512**]={**0**};**

struct sockaddr\_in fromaddr**;**

bzero**(&**fromaddr**,sizeof(**fromaddr**));**

int fromaddrlen**=sizeof(**structsockaddr**);**

**if(**recvfrom**(**sfd**,**buf**,sizeof(**buf**),**0**,(**struct sockaddr**\*)&**fromaddr**,&**fromaddrlen**)==-**1**)**

**{**

perror**(**"recvfrom"**);**

close**(**sfd**);** exit**(-**1**);**

**}**

printf**(**"receive from %s %d,the message is:%s\n"**,** \

inet\_ntoa**(**fromaddr**.**sin\_addr**),** ntohs**(**fromaddr**.**sin\_port**),**buf**);**

FILE**\***fp **=**fopen**(**"1.txt"**,**"rb"**);**

struct statst**;** //用于获取文件内容的大小

stat**(**"1.txt"**,&**st**);**

int filelen **=**st**.**st\_size**;**

sendto**(**sfd**,(**void**\*)&**filelen**,** **sizeof(**int**),**0**,(**struct sockaddr**\*)&**fromaddr**,sizeof(**struct sockaddr**));**

**while(!**feof**(**fp**))** //表示没有到文件尾

**{**

int len**=**fread**(**buf**,**1**,sizeof(**buf**),**fp**);**

sendto**(**sfd**,**buf**,**len**,**0**,(**struct sockaddr**\*)&**fromaddr**,sizeof(**struct sockaddr**));**

**}**

close**(**sfd**);**

**}**

客户端

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <unistd.h>

#include <string.h>

#include <stdio.h>

#include <stdlib.h>

#define BUFSIZE 512

int main**(**int argc**,**char**\***argv**[])**

**{**

intsfd **=**socket**(**AF\_INET**,** SOCK\_DGRAM**,**0**);**

**if(**sfd **==-**1**)**

**{**

perror**(**"socket"**);**

exit**(-**1**);**

**}**

struct sockaddr\_in toaddr**;**

bzero**(&**toaddr**,** **sizeof(**toaddr**));**

toaddr**.**sin\_family **=**AF\_INET**;**

toaddr**.**sin\_port**=**htons**(**atoi**(**argv**[**2**]));**

toaddr**.**sin\_addr**.**s\_addr**=**inet\_addr**(**argv**[**1**]);**

sendto**(**sfd**,**"hello"**,**6**,**0**,(**struct sockaddr**\*)&**toaddr**,sizeof(**struct sockaddr**));**

charbuf**[**BUFSIZE**]={**0**};**

struct sockaddr\_in fromaddr**;**

bzero**(&**fromaddr**,sizeof(**fromaddr**));**

int fromaddrlen**=sizeof(**structsockaddr**);**

int filelen **=**0**;** //用于保存文件长度

FILE**\***fp **=**fopen**(**"2.txt"**,**"w+b"**);** //接收文件的长度

recvfrom**(**sfd**,** **(**void**\*)&**filelen**,sizeof(**int**),**0**,(**struct sockaddr**\*)&**fromaddr**,&**fromaddrlen**);**

printf**(**"the lengthof fileis%d\n"**,**filelen**);**

printf**(**"Create a new file!\n"**);**

printf**(**"begin to reveive file content!\n"**);** //接收文件的内容

**while(**1**)**

**{**

int len**=**recvfrom**(**sfd**,**buf**,sizeof(**buf**),**0**,(**structsockaddr**\*)&**fromaddr**,** **&**fromaddrlen**);**

**if(**len**<**BUFSIZE**)**

//如果接收的长度小于 BUFSIZE，则表示最后一次接收，此时要用 break退出循环

**{**

fwrite**(**buf**,sizeof(**char**),**len**,**fp**);**

**break;**

**}**

fwrite**(**buf**,sizeof(**char**),**len**,**fp**);**

**}**

printf**(**"receive filefinished!\n"**);**

close**(**sfd**);**

**}**

注意：操作系统的 UDP 接收流程如下：收到一个 UDP 包后，验证没有错误后，放入一个包队列中，队列中的每一个元素就是一个完整的 UDP 包。当应用程序通过 recvfrom()读取时， OS 把相应的一个完整 UDP 包取出，然后拷贝到用户提供的内存中，无论物理用户提供的内存大小是多少，OS 都会完整取出一个 UDP 包。如果用户提供的内存小于这个 UDP 包的大小，那么在填充慢内存后，UDP包剩余的部分就会被丢弃，以后再也无法取回。

这与 TCP 接收完全不同，TCP 没有完整包的概念，也没有边界，OS 只会取出用户要求的大小，剩余的仍然保留在 OS 中，下次还可以继续取出。

### 3.3 设置套接口的属性 setsockopt 的用法

函数原型：

#include<sys/types.h>

#include <sys/socket.h>

int getsockopt(int sockfd, int level, int optname, void \*optval, socklen\_t \*optlen);

int setsockopt(int sockfd, int level, int optname,const void\*optval,socklen\_t optlen);

获取或者设置套接字的属性,成功返回0，出错返回-1，设置了标准错误描述，可使用perror函数查看。

参数sockfd：标识一个套接口的描述字

参数level：指定选项代码的类型；支持 SOL\_SOCKET: 基本套接口、IPPROTO\_IP: IPv4套接口、IPPROTO\_IPV6: IPv6套接口、IPPROTO\_TCP: TCP套接口

参数optname：需设置的选项

SO\_DEBUG，bool，打开或关闭调试信息。当option\_value不等于0时，打开调试信息，否则，关闭调试信息。它实际所做的工作是在sock->sk->sk\_flag中置 SOCK\_DBG(第10)位，或清SOCK\_DBG位。

SO\_REUSEADDR，bool，打开或关闭地址复用功能。当option\_value不等于0时，打开，否则，关闭。它实际所做的工作是置sock->sk->sk\_reuse为1或0。

SO\_REUSEPORT，bool，打开或关闭端口复用功能。允许多个套接字 bind()/listen() 同一个TCP/UDP端口,每一个线程拥有自己的服务器套接字,在服务器套接字上没有了锁的竞争,内核层面实现负载均衡。安全层面，监听同一个端口的套接字只能位于同一个用户下面。

SO\_DONTROUTE，bool，打开或关闭路由查找功能。当option\_value不等于0时，打开，否则，关闭。它实际所做的工作是在sock->sk->sk\_flag中置或清 SOCK\_LOCALROUTE位。

SO\_BROADCAST，bool，允许或禁止发送广播数据。当option\_value不等于0时，允许，否则，禁止。它实际所做的工作是在sock->sk->sk\_flag中置或清 SOCK\_BROADCAST位。

SO\_SNDBUF，int，设置发送缓冲区的大小。发送缓冲区的大小是有上下限的，其上限为256 \* (sizeof(struct sk\_buff) + 256)，下限为2048字节。该操作将sock->sk->sk\_sndbuf设置为val \* 2，之所以要乘以2，是防止大数据量的发送，突然导致缓冲区溢出。最后，该操作完成后，因为对发送缓冲的大小 作了改变，要检查sleep队列，如果有进程正在等待写，将它们唤醒。

SO\_RCVBUF，int，设置接收缓冲区的大小。接收缓冲区大小的上下限分别是：256 \* (sizeof(struct sk\_buff) + 256)和256字节。该操作将sock->sk->sk\_rcvbuf设置为val \* 2。

SO\_KEEPALIVE，bool，套接字保活。如果协议是TCP，并且当前的套接字状态不是侦听(listen)或关闭(close)，那么，当option\_value不是零时，启用TCP保活定时 器，否则关闭保活定时器。对于所有协议，该操作都会根据option\_value置或清 sock->sk->sk\_flag中的 SOCK\_KEEPOPEN位。

SO\_OOBINLINE ，bool，当接收到OOB 数据时会马上送至标准输入设备。该操作根据option\_value的值置或清sock->sk->sk\_flag中的SOCK\_URGINLINE位。

SO\_NO\_CHECK，打开或关闭校验和。该操作根据option\_value的值，设置sock->sk->sk\_no\_check。

SO\_PRIORITY，设置在套接字发送的所有包的协议定义优先权。Linux通过这一值来排列网络队列。这个值在0到6之间（包括0和6），由option\_value指定。赋给sock->sk->sk\_priority。

SO\_LINGER，struct linger FAR\*，安全发送或接收。如果选择此选项, close或 shutdown将等到所有套接字里排队的消息成功发送或到达延迟时间后才会返回. 否则, 调用将立即返回。该选项的参数（option\_value)是一个linger结构：

struct linger

{

int l\_onoff;

int l\_linger;

};

如果linger.l\_onoff值为0(关闭），则清 sock->sk->sk\_flag中的SOCK\_LINGER位；否则，置该位，并赋sk->sk\_lingertime值为 linger.l\_linger。

SO\_DONTLINER， bool ，不要因为数据未发送就阻塞关闭操作。设置本选项相当于将SO\_LINGER的l\_onoff元素置为零

SO\_PASSCRED，允许或禁止SCM\_CREDENTIALS 控制消息的接收。该选项根据option\_value的值，清或置sock->sk->sk\_flag中的SOCK\_PASSCRED位。

SO\_TIMESTAMP，打开或关闭数据报中的时间戳接收。该选项根据option\_value的值，清或置sock->sk->sk\_flag中的SOCK\_RCVTSTAMP位，如果打开，则还需 设sock->sk->sk\_flag中的SOCK\_TIMESTAMP位，同时，将全局变量netstamp\_needed加1。

SO\_BINDTODEVICE，将套接字绑定到一个特定的设备上。该选项最终将设备赋给sock->sk->sk\_bound\_dev\_if。

SO\_ATTACH\_FILTER和SO\_DETACH\_FILTER。关于数据包过滤，它们最终会影响sk->sk\_filter。

TCP\_NODELAY， bool 禁止发送合并的Nagle算法

setsockopt ()不支持的BSD选项有：

SO\_ACCEPTCONN ，bool，套接口在监听。

SO\_ERROR， int， 获取错误状态并清除。

SO\_RCVLOWAT ，int，设置接收数据前的缓冲区内的最小字节数。在Linux中，缓冲区内的最小字节数是固定的，为1。即将sock->sk->sk\_rcvlowat固定赋值为1。

SO\_SNDLOWAT ，int，设置发送数据前的缓冲区内的最小字节数。在Linux中，缓冲区内的最小字节数是固定的，为1。即将sock->sk->sk\_sndlowat固定赋值为1。

SO\_RCVTIMEO，int,设置接收超时时间。该选项最终将接收超时时间赋给sock->sk->sk\_rcvtimeo。

SO\_SNDTIMEO，int,设置发送超时时间。该选项最终将发送超时时间赋给sock->sk->sk\_sndtimeo。

SO\_TYPE ，int，套接口类型。

IP\_OPTIONS ，在IP头中设置选项。

参数optval：指针，指向存放选项值的缓冲区，类型：整形，套接口结构， 其他结构类型:linger{}, timeval{ }

参数optlen：optval 的缓冲区长度

全部都必须要放在 bind 之前，通常是用于UDP 的。

（1）如果在已经处于 ESTABLISHED 状态下的 socket(一般由端口号和标志符区分）调用 close socket（一般不会立即关闭而经历 TIME\_WAIT 的过程）后想继续重用该 socket：

int reuse=1;

setsockopt(s,SOL\_SOCKET,SO\_REUSEADDR,(const char\*)&reuse,sizeof(int));

**作用**：

a.允许忽略套接字的timewait状态，立即重用该套接字bind的端口和ip

b.允许同一进程或不同进程bind相同端口不同IP地址

c.允许完全重复的bind，即端口和IP相同，此时需要传输协议的支持，一般只支持UDP。

所有的服务器端都应该启用此选项，以便重启时能够立刻使用这个端口号而不必等待timewait的时间。

**与SO\_REUSEPORT不同点在于**：

a. SO\_REUSEPORT是允许多个socket绑定到同一个ip+port上。SO\_REUSEADDR用于对TCP套接字处于TIME\_WAIT状态下的socket，才可以重复绑定使用。

b.两者使用场景完全不同。SO\_REUSEADDR这个套接字选项通知内核，如果端口忙，但TCP状态位于TIME\_WAIT，可以重用端口。这个一般用于当你的程序停止后想立即重启的时候，如果没有设定这个选项，会报错EADDRINUSE，需要等到TIME\_WAIT结束才能重新绑定到同一个ip+port上。而SO\_REUSEPORT用于多核环境下，允许多个线程或者进程绑定和监听同一个ip+port，而每个线程或进程有自己的套接字，内核只会激活一个accpt，无论UDP、TCP（以及TCP是什么状态），以达到负载均衡。

c.对于多播，两者意义相同。

**使用SO\_REUSEPORT的原因：**

单线程listen/accept，多个工作线程接收任务分发，虽CPU的工作负载不再是问题，但会存在：

单线程listener，在处理高速率海量连接时，一样会成为瓶颈

CPU缓存行丢失套接字结构(socket structure)现象严重

所有工作线程都accept()在同一个服务器套接字上呢，一样存在问题：

多线程访问server socket锁竞争严重

高负载下，线程之间处理不均衡，有时高达3:1不均衡比例

导致CPU缓存行跳跃(cache line bouncing)

在繁忙CPU上存在较大延迟

（2）如果要已经处于连接状态的 soket 在调用 close socket 后强制关闭，不经历 TIME\_WAIT 的过程：

int reuse=0;

setsockopt(s,SOL\_SOCKET,SO\_REUSEADDR,(const char\*)&reuse,sizeof(int));

（3）在 send(),recv()过程中有时由于网络状况等原因，发收不能预期进行,而设置收发时限：

int nNetTimeout=1000;//1 秒

// 发送时限

setsockopt(socket，SOL\_S0CKET,SO\_SNDTIMEO，(char\*)&nNetTimeout,sizeof(int));

// 接收时限

setsockopt(socket，SOL\_S0CKET,SO\_RCVTIMEO，(char\*)&nNetTimeout,sizeof(int));

（4）在 send()的时候，返回的是实际发送出去的字节(同步)或发送到 socket 缓冲区的字节(异步),系统默认的 状态发送和接收一次为 8688字节(约为 8.5K)；在实际的过程中发送数据和接收数据量比较大，可以设置 socket 缓冲区，而避免了 send(),recv()不断的循环收发：

// 接收缓冲区

int nRecvBuf=32\*1024; // 设置为 32K

setsockopt(s,SOL\_SOCKET,SO\_RCVBUF,(const char\*)&nRecvBuf,sizeof(int));

// 发送缓冲区

int nSendBuf=32\*1024; // 设置为 32K

setsockopt(s,SOL\_SOCKET,SO\_SNDBUF,(const char\*)&nSendBuf,sizeof(int));

（5）如果在发送数据时，希望不经历由系统缓冲区到 socket 缓冲区的拷贝而影响程序的性能：

int nZero=0;

setsockopt(socket，SOL\_SOCKET,SO\_SNDBUF，(char\*)&nZero,sizeof(int));

（6）如果在接收数据时，希望不经历由socket 缓冲区到系统缓冲区的拷贝而影响程序的性能：

int nZero=0;

setsockopt(socket，SOL\_SOCKET,SO\_RCVBUF，(char\*)&nZero,sizeof(int));

（7）一般在发送 UDP 数据报的时候，希望该 socket 发送的数据具有广播特性：

int bBroadcast=1;

setsockopt(s,SOL\_SOCKET,SO\_BROADCAST,(const char\*)&bBroadcast,sizeof(int));

### 3.4 单播、广播、组播（多播）

多播广播是用于建立分步式系统：例如网络游戏、ICQ 聊天构建、远程视频会议系统的重要工具。 使用多播广播的程序和 UDP 的单播程序相似。区别在于多播广播程序使用特殊的IP 地址。

对于单播而言，单播用于两个主机之间的端对端通信。

对于广播而言，广播用于一个主机对整个局域网上所有主机上的数据通信。广播只能用于客户机向 服务器广播，因为客户机要指明广播的IP 地址“192.168.0.255”和广播的端口号。服务器端 bind 的时候， 绑定的端口号要跟广播的端口号是同一个。这样才能收到广播消息。实例请参考《udp\_广播》。

对于多播而言，也称为“组播”，将网络中同一业务类型主机进行了逻辑上的分组，进行数据收发的时候其数据仅仅在同一分组中进行，其他的主机没有加入此分组不能收发对应的数据。

单播和广播是两个极端，要么对一个主机进行通信，要么对整个局域网上的主机进行通信。实际情况下，经常需要对一 组特定的主机进行通信，而不是整个局域网上的所有主机，这就是多播的用途。

例如，我们通常所说的讨论组。IPv4 多播地址采用 D 类 IP 地址确定多播的组。在 Internet 中，多播地址范围是从 224.0.0.0 到 234.255.255.255。

多播的程序设计也要使用 setsockopt()函数和getsockopt()函数来实现。其中对于setsockopt 的第二个 参数 level 不再是 SOL\_SOCKET，而是 IPPROTO\_IP；而且第三个参数 optname 常见的选项有：

Optname 含义

IP\_ADD\_MEMBERSHIP 在指定接口上加入组播组

IP\_DROP\_MEMBERSHIP 退出组播组

选项 IP\_ADD\_MEMBERSHIP 和 IP\_DROP\_MEMBERSHIP 加入或者退出一个组播组，通过选项IP\_ADD\_MEMBERSHIP 和 IP\_DROP\_MEMBERSHIP，对一个结构 struct ip\_mreq 类型的变量进行控制。 struct ip\_mreq 原型如下：

structip\_mreq

{

struct in\_addr imr\_multiaddr; /\*加入或者退出的多播组 IP 地址\*/

struct in\_addr imr\_interface; /\*加入或者退出的网络接口 IP 地址，本机 IP\*/

};

选项IP\_ADD\_MEMBERSHIP 用于加入某个多播组，之后就可以向这个多播组发送数据或者从多播组接收数据。此选项的值为mreq结构，成员imr\_multiaddr是需要加入的多播组IP地址，成员imr\_interface 是本机需要加入多播组的网络接口 IP 地址。例如：

struct ip\_mreq mreq**;**

memset**(&**mreq**,**0**,sizeof(**struct ip\_mreq**));**

mreq**.**imr\_interface**.**s\_addr**=**INADDR\_ANY**;**

mreq**.**imr\_multiaddr**.**s\_addr**=**inet\_addr**(**"224.1.1.1"**);**

**if(-**1**==**setsockopt**(**sfd**,**IPPROTO\_IP**,**IP\_ADD\_MEMBERSHIP**,&**mreq**,sizeof(**structip\_mreq**)))**

**{**

perror**(**"setsockopt"**);**

exit**(-**1**);**

**}**

接下来再绑定组播的port 号（如 65000），就可以接收组播消息了。实例请参考《udp\_多播》

选项IP\_ADD\_MEMBERSHIP 每次只能加入一个网络接口的 IP 地址到多播组，但并不是一个多播组仅允许一个主机 IP 地址加入，可以多次调用 IP\_ADD\_MEMBERSHIP 选项来实现多个IP 地址加入同一 个广播组，或者同一个 IP 地址加入多个广播组。

选项IP\_DROP\_MEMBERSHIP 用于从一个多播组中退出。例如：

if(-1==setsockopt(sfd,IPPROTP\_IP,IP\_DROP\_MEMBERSHIP,&mreq,sizeof(structip\_mreq)))

{

perror("setsockopt");

exit(-1);

}

# Linux下的描述符传递

## 1 概述

Linux 系统系下，创建子进程时，子进程会自动继承父进程已打开的描述符，但实际应用中，可能父进程需要向子进程传递“后打开的描述符”，或者子进程需要向父进程传递；或者两个进程可能是无关的，显然这需要一套传递机制。

简单的说，首先需要在这两个进程之间建立一个 Unix 域套接字接口作为消息传递的通道（ Linux 系统上使用 socketpair 函数可以很方面便的建立起传递通道），然后发送进程调用 send\_msg 向通道发送一个特殊的消息，内核将对这个消息做特殊处理，从而将打开的描述符传递到接收进程。然后接收方调用 recv\_msg 从通道接收消息，从而得到打开的描述符。然而实际操作起来并不像看起来那样单纯。

先来看几个注意点：

(1)需要注意的是传递描述符并不是传递一个 int型的描述符编号，而是在接收进程中创建一个新的描述符，并且在内核的文件表中，它与发送进程发送的描述符指向相同的项。

(2)在进程之间可以传递任意类型的描述符，比如可以是 pipe ， open ， mkfifo 或 socket ， accept等函数返回的描述符，而不限于套接字。

(3)一个描述符在传递过程中（从调用 sendmsg 发送到调用 recvmsg 接收），内核会将其标记为“在飞行中”（ in flight ）。在这段时间内，即使发送方试图关闭该描述符，内核仍会为接收进程保持打开状态。发送描述符会使其引用计数加 1 。

(4) 描述符是通过辅助数据发送的（结构体 msghdr 的 msg\_control 成员），在发送和接收描述符时，总是发送至少 1 个字节的数据，即使这个数据没有任何实际意义。否则当接收返回 0 时，接收方将不能区分这意味着“没有数据”（但辅助数据可能有套接字）还是“文件结束符”。

(5)具体实现时， msghdr 的 msg\_control 缓冲区必须与 cmghdr 结构对齐，可以看到后面代码的实现使用了一个 union 结构来保证这一点。

## 2 msghdr和cmsghdr结构体

上面说过，描述符是通过结构体 msghdr 的 msg\_control 成员送的，因此在继续向下进行之前，有必要了解一下 msghdr 和 cmsghdr 结构体，先来看看 msghdr 。

struct msghdr

{

void \*msg\_name;

socklen\_t msg\_namelen;

struct iovec \*msg\_iov;

size\_t msg\_iovcount;

void \*msg\_control;

socklen\_t msg\_controllen;

int msg\_flags;

};

结构成员可以分为下面的四组，这样看起来就清晰多了：

（1）套接口地址成员 msg\_name 与 msg\_namelen ；

只有当通道是UDP数据报套接口时才需要； msg\_name 指向要发送或是接收信息的套接口地址。 msg\_namelen 指明了这个套接口地址的长度。

msg\_name 在调用 recvmsg 时指向接收地址，在调用 sendmsg 时指向目的地址。注意， msg\_name 定义为一个 (void \*) 数据类型，因此并不需要将套接口地址显示转换为 (struct sockaddr \*) 。

（2）I/O 向量引用 msg\_iov 与 msg\_iovcount

它是实际的数据缓冲区，从下面的代码能看到，我们的1个字节就交给了它；这个msg\_iovlen 是 msg\_iov 的个数，不是什么长度。

msg\_iov 成员指向一个 struct iovec 数组， iovec 结构体在 sys/uio.h 头文件定义。

struct iovec

{

void \*iov\_base; /\*Starting address \*/

size\_t iov\_len; /\*Number of bytes to transfer \*/

};

iov\_base指向要发送的验证数据buf；

iov\_len要发送验证数据大小

有了 iovec ，就可以使用 readv 和 writev 函数在一次函数调用中读取或是写入多个缓冲区，显然比多次read ，write 更有效率。 readv 和 writev 的函数原型如下：

#include <sys/uio.h>

int readv(int fd, const struct iovec \*vector, int count);

int writev(int fd, const struct iovec \*vector, int count);

成功返回写入或读取的字节，出错返回-1，, 设置了标准错误描述，可使用perror函数查看。

（3）附属数据缓冲区成员 msg\_control 与 msg\_controllen ，描述符就是通过它发送的，后面将会看到， msg\_control 指向附属数据缓冲区，而 msg\_controllen 指明了附属数据缓冲区大小。

（4）接收信息标记位 msg\_flags ；忽略

轮到 cmsghdr 结构了，附属信息可以包括若干个单独的附属数据对象。在每一个对象之前都有一个 struct cmsghdr 结构。头部之后是填充字节，然后是对象本身。最后，附属数据对象之后，下一个 cmsghdr 之前也许要有更多的填充字节。

struct cmsghdr

{

socklen\_t cmsg\_len;

int cmsg\_level;

int cmsg\_type;

/\* u\_char cmsg\_data[]; \*/

};

cmsg\_len 附属数据的字节数，这包含结构头的尺寸，这个值是由 CMSG\_LEN() 宏计算的；

cmsg\_level 表明了原始的协议级别 ( 例如， SOL\_SOCKET) ；

cmsg\_type 表明了控制信息类型 ( 例如， SCM\_RIGHTS ，附属数据对象是文件描述符； SCM\_CREDENTIALS ，附属数据对象是一个包含证书信息的结构 ) ；

被注释的 cmsg\_data 用来指明实际的附属数据的位置，帮助理解。

对于 cmsg\_level 和 cmsg\_type ，当下我们只关心 SOL\_SOCKET 和 SCM\_RIGHTS 。

## 3 msghdr和cmsghdr辅助宏

这些结构还是挺复杂的， Linux 系统提供了一系列的宏来简化我们的工作，这些宏可以在不同的 UNIX 平台之间进行移植。这些宏是由 cmsg(3) 的 man 手册页描述的，先来认识一下：

#include <sys/socket.h>

struct cmsghdr \*CMSG\_FIRSTHDR(struct msghdr \*msgh);

struct cmsghdr \*CMSG\_NXTHDR(struct msghdr \*msgh, struct cmsghdr \*cmsg);

size\_t CMSG\_ALIGN(size\_t length);

size\_t CMSG\_SPACE(size\_t length);

size\_t CMSG\_LEN(size\_t length);

void \*CMSG\_DATA(struct cmsghdr \*cmsg);

CMSG\_LEN() 宏

输入参数：附属数据缓冲区中的对象大小；如果是传递描述符，则为sizeof（int）。

功能：计算 cmsghdr 头结构加上附属数据大小，包括必要的对齐字段，这个值用来设置 cmsghdr 对象的 cmsg\_len 成员。

CMSG\_SPACE() 宏

输入参数：附属数据缓冲区中的对象大小；

功能：计算 cmsghdr 头结构加上附属数据大小，并包括对齐字段和可能的结尾填充字符，注意 CMSG\_LEN() 值并不包括可能的结尾填充字符。 CMSG\_SPACE() 宏对于确定所需的缓冲区尺寸是十分有用的。

注意：如果在缓冲区中有多个附属数据，一定要同时添加多个 CMSG\_SPACE() 宏调用来得到所需的总空间。

下面的例子反映了二者的区别：

printf("CMSG\_SPACE(sizeof(short))=%d/n", CMSG\_SPACE(sizeof(short))); // 返回16

printf("CMSG\_LEN(sizeof(short))=%d/n", CMSG\_LEN(sizeof(short))); // 返回14

CMSG\_DATA() 宏

输入参数：指向 cmsghdr 结构的指针 ;

功能：返回附属数据缓冲区每个对象中跟随在头部以及填充字节之后的附属数据的第一个字节 ( 如果存在 ) 的地址，等比如传递描述符时，代码接收将是如下的形式：

struct cmsghdr \*pcmsg;

接收端：int fd = \*(int \*)CMSG\_DATA(pcmsg);

发送端：\*(int \*)CMSG\_DATA(pcmsg) = fd;

CMSG\_FIRSTHDR() 宏

输入参数：指向 struct msghdr 结构的指针；

功能：返回指向附属数据缓冲区内的第一个附属对象的 struct cmsghdr 指针。如果不存在附属数据对象则返回的指针值为 NULL 。

CMSG\_NXTHDR() 宏

输入参数：指向当前 struct cmsghdr 的指针；

功能：这个用于返回下一个附属数据对象的 struct cmsghdr 指针，如果没有下一个附属数据对象，这个宏就会返回 NULL 。

通过这两个宏可以很容易遍历所有的附属数据，像下面的形式：

struct msghdr msgh;

struct cmsghdr \*cmsg;

for (cmsg = CMSG\_FIRSTHDR(&msgh); cmsg != NULL; cmsg = CMSG\_NXTHDR(&msgh,cmsg)

{

// 得到了cmmsg，就能通过CMSG\_DATA()宏取得辅助数据了

｝

## 4 sendmsg和recvmsg

函数原型如下：

#include <sys/types.h>

#include <sys/socket.h>

int sendmsg(int s, const struct msghdr \*msg, unsigned int flags);

int recvmsg(int s, struct msghdr \*msg, unsigned int flags);

sendmsg 系统调用，从一个套接字发送消息，recvmsg用于从一个套接字接收消息，函数的返回值为实际发送 / 接收的字节数。否则返回 -1 表明发生了错误, 设置了标准错误描述，可使用perror函数查看。

参数s套接字通道，对于sendmsg 是发送套接字，对于 recvmsg 则对应于接收套接字；

参数msg 信息头msghdr结构指针；

参数flags 可选的标记位， 这与 send /recv或是 sendto/recvfrom 函数调用的标记相同

## 5 Socketpair 函数简介

socketpair创建了一对匿名的套接字描述符（只能在AF\_LOCAL域中使用），描述符存储于一个二元数组,如 s[2] .这对套接字可以进行双工通信，每一个描述符既可以读也可以写。这个在同一个进程中也可以进行通信，类似于管道，只能从一端写入，从另一端读取，如：向s[0]中写入，只能从s[1]中读取，也可以在s[1]中写入，然后从s[0]中读取；但是，若没有在0端写入，而从1端读取，则1端的读取操作会阻塞，即使在1端写入，也不能从1读取，仍然阻塞；反之亦然......

#include <sys/types.h>

#include <sys/socket.h>

int socketpair(int domain, int type, int protocol, int sv[2]);

socketpair在指定的网域中创建一对匿名套接字描述符，创建的套接字对存放在sv [0]和sv [1]中返回。 两个套接字没有区别,都指向同一个sockket文件。成功返回0出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数：domain这里 AF\_LOCAL

参数type｛tcp：SOCK\_STREAM udp：SOCK\_DGRAM}

参数protocol指定socket 所使用的传输协议编号。通常为0.

参数sv[2],用于存放建立的fd[2]

这对套接字可以进行双工通信，每一个描述符既可以读也可以写。这个在同一个进程中也可以进行通信，向s[0]中写入，就可以从s[1]中读取（只能从s[1]中读取），也可以在s[1]中写入，然后从s[0]中读取；但是，若没有在0端写入，而从1端读取，则1端的读取操作会阻塞，即使在1端写入，也不能从1读取，仍然阻塞；反之亦然......

## 6 writev和readv

#include <sys/uio.h>

ssize\_t writev(int fd,const struct iovec\*iov, int iovcnt)

ssize\_t readv(int fd, const struct iovec\*iov,int iovcnt);

函数writev一次写入多个buf 内容，函数readv一次读取多个buf 内容。成功返回读写字节数，出错返回-1， 设置了标准错误描述，可使用perror函数查看。

参数iovcnt为iovec指向的struct iovec结构体的个数

struct iovec

{

void \*iov\_base; /\*Starting address \*/

size\_t iov\_len; /\*Number of bytes to transfer \*/

};

## 7 进程发送文件描述符

第一步，初始化 socketpair 类型描述符

int fds[2];

socketpair(AF\_LOCAL,SOCK\_STREAM,0,fds);

第二步：sendmsg 发送描述符

（1）用sockfd 即sockpair 初始化的后的描述符 fds[1];

（2）定义结构体 struct msghdrmsg; Sendmsg ，并初始化 msghdr 结构体

struct msghdr

{

void \*msg\_name; /\*optional address \*/ 没用 ，报文包采用

socklen\_t msg\_namelen; /\*sizeofaddress\*/ 没用 ，报文包才用

struct iovec \*msg\_iov; /\*scatter/gatherarray\*/ 没用 ，但是必须写

size\_t msg\_iovcount; /\*#elementsinmsg\_iov \*/ 没用 ，但是必须填

void \*msg\_control; /\* ancillarydata,seebelow\*/ 关键，即下面的cmsghdr结构体地址

size\_t msg\_controllen; /\* ancillary data buffer len \*/ cmsghdr 结构 体的长度

int msg\_flags; /\*flags(unused)\*/ 没用

};

msg\_iov为iovec数组指针，必须赋值 ，msg\_iovcount为数组的元素个数；

struct iovec

{

void \*iov\_base; /\*Starting address \*/ 为msg\_iov所指的数组的个元素（也是数组）的地址

size\_t iov\_len; /\*Number of bytes to transfer \*/ ，为各元素的大小

};

Cmsg 构造结构体 cmsghdr mancmsg

struct cmsghdr

{

socklen\_t cmsg\_len; /\*databytecount,including header\*/

int cmsg\_level; /\*originatingprotocol \*/

int cmsg\_type; /\*protocol-specific type \*/

/\*followed byunsigned charcmsg\_data[];\*/

};

首先定义 struct cmsghdr\*cmsg 指针

cmsg\_len 为，cmsghdr 结构体的长度，通过 CMSG\_LEN 进行计算，我们传递的fd 的大 小为整型四个字节，所以Int len =CMSG\_LEN(sizeof(int));

然后为结构体申请空间： cmsg=(struct cmsghdr\*)calloc(1,len);

最后初始化cmsghar结构体，

Cmsg->cmsg\_len=len;

cmsg->cmsg\_level =SOL\_SOCKET;

Cmsg->cmsg\_type =SCM\_RIGHTS;

\*(int\*) CMSG\_DATA(cmsg)=fd；

第三步：

int sendmsg(int s, const struct msghdr \*msg, unsigned int flags);

## 8 fcntl函数简介

fcntl 函数可以改变已打开的文件描述符性质

函数原型：

#include <sys/types.h>

#include <unistd.h>

#include <fcntl.h>

int fcntl(int fd, int cmd);

int fcntl(int fd, int cmd, long arg);

int fcntl(int fd, int cmd, struct flock \*lock);

fcntl()针对(文件)描述符提供控制. 成功返回文件描述符或相应的flags，出错返回-1

参数fd 是被参数 cmd 操作(如下面的描述)的描述符. 针对cmd 的值,fcntl能够接受第三个参数 arg 或lock。

参数fd 代表欲设置的文件描述符。

参数cmd 代表打算操作的指令。有以下几种情况:

（1）拷贝文件描述符

F\_DUPFD 用来查找大于或等于参数 arg 的最小且仍未使用的文件描述词，并且复制参数 fd 的文件 描述词。执行成功则返回新复制的文件描述词。新描述符与fd 共享同一文件表项，但是新描述符有它自己的一套文件描述符标志，其中 FD\_CLOEXEC 文件描述符标志被清除。这不同于dup2函数，它使用指定的描述符。

F\_DUPFD\_CLOEXEC 和F\_DUPFD功能一样，但是会设置FD\_CLOEXEC标志位，以便在子进程中执行exec族函数时自动关闭文件描述符。

（2）获取或设置文件描述符标志位

F\_GETFD 取得文件描述符的标志位，参数arg被忽略。

F\_SETFD 设置文件描述符的标志位。该旗标以参数arg决定。

注意：在多线程程序中，使用fcntl（）的F\_SETFD设置close-on-exec标志同时另一个线程执行fork和xecve，容易泄漏文件描述符影响程序在子进程中执行。

（3）获取或这是文件状态标志位

F\_GETFL，获取文件访问模式和文件状态标志; arg被忽略。

F\_SETFL，将文件状态标志设置为由arg指定的值。 arg中的文件访问模式（O\_RDONLY，O\_WRONLY，O\_RDWR）和文件创建标志（即O\_CREAT，O\_EXCL，O\_NOCTTY，O\_TRUNC）被忽略。 在Linux上这个   命令只能更改O\_APPEND，O\_ASYNC，O\_DIRECT，O\_NOATIME和O\_NONBLOCK标志。 无法更改O\_DSYNC和O\_SYNC标志; 见下面的BUGS。

出错返回-1，设置了标准错误描述，可使用perror函数查看。成功依照cmd命令不同而有不同情况：

F\_DUPFD 返回新描述符

F\_GETFD 返回描述符标志位

F\_GETFL 返回描述符打开方式

F\_GETLEASE 返回文件描述符持有的租约类型

F\_GETOWN 返回描述符所有者的值

F\_GETSIG 返回可读可写时发出的信号值，对SIGIO 返回0.

F\_GETPIPE\_SZ, F\_SETPIPE\_SZ 返回管道容量

F\_GET\_SEALS A bit mask identifying the seals that have been set for the inode referred to by fd.

其余返回0

## 9 进程接收描述符

第一步：与发送描述第二步一样，唯一的区别在于

int recvmsg(int s, struct msghdr \*msg, unsigned int flags);

fd=\*(int\*) CMSG\_DATA(cmsg)

# EPOLL 模型

在linux的网络编程中，很长的时间都在使用 select来做事件触发。在linux新的内核中， 有了一种替换它的机制，就是 epoll。 相比于 select，epoll 最大的好处在于它不会随着监听 fd 数目的增长而降低效率。因为在内核中的 select 实现中，它是采用轮询来处理的，轮询的 fd 数目越多，自然耗时越多。select模型中，一旦监听对象发生变化，并不能知道究竟时那个对象的状态变化了，需要通过轮询才能直到，这就使得对大多状态为改变的对象的轮询操作变得毫无意义。而epoll则是采用事件响应，当某个对象状态改变，可以直接知道是哪一个发生了改变。此外 linux/posix\_types.h 头文件有这样的声明：

#define \_\_FD\_SETSIZE 1024

表示 select 最多同时监听 1024 个 fd，当然，可以通过修改头文件再重编译内核来扩大这个数目，但这似乎并不治本。

epoll 的接口非常简单，一共就三个函数：

## 1 创建epoll句柄

#include <sys/epoll.h>

int epoll\_create(int size);

epoll\_create创建一个 epoll 的句柄，成功返回描述符，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数size 用来告诉内核这个监听的数目一共有多大。(内核3.0以上这个参数被忽略但是必须大于0)这个参数不同于 select()中的第一个参数是给出最大监听的描述符 fd+1 的值。需要注意的是，当创建好 epoll 句柄后， 它就是会占用一个fd值，在 linux下如果查看/proc/进程 id/fd/，是能够看到这个 fd 的，所以在使用完 epoll 后，必须调用 close()关闭，否则可能导致 fd 被耗尽。

## 2 epoll 事件注册函数

#include <sys/epoll.h>

int epoll\_ctl(int epfd, int op, int fd, struct epoll\_event \*event);

epoll事件注册函数，它不同与 select()是在监听事件时告诉内核要监听什么类型的事件， 而是在这里先注册要监听的事件类型。成功返回0，出错返回-1, 设置了标准错误描述，可使用perror函数查看。

参数epfd是 epoll\_create()的返回值。

参数op表示动作，用三个宏来表示：

EPOLL\_CTL\_ADD：注册新的 fd 到 epfd 中；

EPOLL\_CTL\_MOD：修改已经注册的 fd 的监听事件；

EPOLL\_CTL\_DEL：从 epfd 中删除一个 fd；

参数fd是需要监听的 fd，

参数event是告诉内核需要监听什么事，struct epoll\_event 结构如下：

struct epoll\_event

{

\_\_uint32\_t events; /\* Epoll events \*/

epoll\_data\_t data; /\* User data variable \*/

};

events 可以是以下几个宏的集合：

EPOLLIN ：表示对应的文件描述符可以读（包括对端 SOCKET 正常关闭）；

EPOLLOUT：表示对应的文件描述符可以写；

EPOLLPRI：表示对应的文件描述符有紧急的数据可读（这里应该表示有带外数据到来）；

EPOLLERR：表示对应的文件描述符发生错误；

EPOLLHUP：表示对应的文件描述符被挂断；

EPOLLET：将 EPOLL设为边缘触发(ET)模式，这是相对于水平触发(Level Triggered)来说的。

EPOLLONESHOT：只监听一次事件，当监听完这次事件之后，如果还需要继续监听这个 socket 的话，需要再次把这个 socket 加入到 EPOLL 队列里

data为一个结构体，成员为fd。

## 3 等待事件

#include <sys/epoll.h>

int epoll\_wait(int epfd, struct epoll\_event \* events, int maxevents, int timeout);

epoll\_wait等待事件的产生，类似于 select()调用。该函数返回需要处理的事件数目，如返回 0 表示已超时。-1表示错误, 设置了标准错误描述，可使用perror函数查看。

参数 events 用来从内核得到事件的集合，是一个数组或者一个元素。每次循环都需要清空。

参数maxevents 告之内核这个 events 有多大，这个 maxevents必须大于0，参数events的元素个数。否则就就可能装不下那么多事件。

参 数 timeout 是超时时间（毫秒，0 会立即返回，-1 将不确定，也有说法说是永久阻塞）。

## 4 EPOLL 两种事件模型

事件有两种模型：

Edge Triggered (ET) 边缘触发：只有当有数据到来，才触发，不管缓存区中是否还有数据。

Level Triggered (LT) 水平触发 ：只要缓冲区有数据都会触发。

假如有这样一个例子：

（1）我们已经把一个用来从管道中读取数据的文件句柄(RFD)添加到 epoll 描述符

（2）这个时候从管道的另一端被写入了 2KB 的数据

（3）调用 epoll\_wait(2)，并且它会返回 RFD，说明它已经准备好读取操作

（4）然后我们读取了 1KB 的数据

（5）调用 epoll\_wait(2)......

Edge Triggered 工作模式： 如果我们在第 1 步将 RFD 添加到 epoll 描述符的时候使用了 EPOLLET 标志，那么在第 5 步调 用 epoll\_wait(2)之后将有可能会挂起，因为剩余的数据还存在于文件的输入缓冲区内，而数据发出端还在等待一个针对已经发出数据的反馈信息。但ET模式下，只有在监视的文件句柄上发生了某个事件的时候 ET工作模式才会汇报事件。因此在第 5 步的时候，调用者可能会放弃等待仍在存在于文件输入缓冲区内的剩余数据。

在上面的例子中，会有一个事件产生在 RFD 句柄 上，因为在第 2 步执行了一个写操作，事件将会在第 3 步汇报后被销毁。因为第 4 步的读取操作没有读完文件输入缓冲区内的数据，因此我们在第 5 步调用 epoll\_wait(2)完成后，是否挂起是不确定的。epoll 工作在 ET 模式的时候，必须使用非阻塞套接口，以避免由于一个文件句柄的阻塞读/阻塞写操作把处理多个文件描述符的任务饿死。最好以下面的方式调用 ET 模式的 epoll 接口，在后面会介绍避免可能的缺陷。

i 基于非阻塞文件句柄 (O\_NONBLOCK )

ii 只有当 read(2)或者 write(2)返回 EAGAIN 时才需要挂起，等待。但并不是说每次 read()时都需要循环读，直到读到产生一个 EAGAIN 才认为此次事件处理完成，只需判断read()返回的读到的数据长度小于请求的数据长度时，就可以确定此时缓冲中已没有数据了，也就可以认为此事读事件已处理完成。

Level Triggered 工作模式相反的，以 LT 方式调用 epoll 接口的时候，它就相当于一个速度比较快的 poll(2)，并且无论后面的数据是否被使用，因此他们具有同样的职能。因为即使使用ET模式的 epoll，在收到 chunk的数据的时候仍然会产生多个事件。调用者可以设定 EPOLLONESHOT 标志，在 epoll\_wait(2)收到事件后 epoll 会将关联的文件句柄从 epoll 描述符中禁止掉。因此当 EPOLLONESHOT 设定后，使用带有 EPOLL\_CTL\_MOD 标志的 epoll\_ctl(2)处理文件句柄就成为调用者必须作的事情。

LT(level triggered)是缺省的工作方式，并且同时支持 block 和 no-block socket.在这种做法 中，内核告诉你一个文件描述符是否就绪了，然后你可以对这个就绪的 fd 进行 IO 操作。如果你不作任何操作，内核还是会继续通知你的，所以，这种模式编程出错误可能性要小一点。 传统的 select/poll 都是这种模型的代表．

ET(edge-triggered)是高速工作方式，只支持 no-block socket。在这种模式下，仅当描述符从未就绪变为就绪时，内核通过 epoll 告诉你。然后它会假设你知道文件描述符已经就绪， 并且不会再为那个文件描述符发送更多的就绪通知，直到你做了某些操作导致那个文件描述符不再为就绪状态了(比如，你在发送，接收或者接收请求，或者发送接收的数据少于一定量时导致了一个 EWOULDBLOCK 错误）。但是请注意，如果一直不对这个 fd 作 IO 操作(从而 导致它再次变成未就绪)，内核不会发送更多的通知(only once),不过在 TCP 协议中，ET模式的加速效用仍需要更多的 benchmark 确认（这句话不理解）。

在许多测试中我们会看到如果没有大量的 idle -connection 或者 dead-connection，epoll 的效率并不会比 select/poll 高很多，但是当我们遇到大量的 idle- connection(例如 WAN 环境 中存在大量的慢速连接)，就会发现 epoll 的效率大大高于 select/poll。（未测试）

另外，当使用 epoll 的 ET 模型来工作时，当产生了一个 EPOLLIN 事件后， 读数据的时候需要考虑的是当 recv()返回的大小如果等于请求的大小，那么很有可能是缓冲区还有数据未读完，也意味着该次事件还没有处理完，所以还需要再次读取：

while(rs)

{

buflen = recv(activeevents[i].data.fd, buf, sizeof(buf), 0);

if(buflen < 0)

{

// 由于是非阻塞的模式,所以当 errno 为 EAGAIN 时,表示当前缓冲区已无数据可读

// 在这里就当作是该次事件已处理处.

if(errno == EAGAIN)

break;

else

return;

}

else if(buflen == 0)

{

// 这里表示对端的 socket 已正常关闭.

}

if(buflen == sizeof(buf)

rs = 1; // 需要再次读取

else

rs = 0;

}

还有，假如发送端流量大于接收端的流量(意思是 epoll 所在的程序读比转发的 socket 要 快),由于是非阻塞的socket,那么send()函数虽然返回,但实际缓冲区的数据并未真正发给接收端,这样不断的读和发，当缓冲区满后会产生 EAGAIN 错误(参考 man send),同时,不理会（忽略）这次请求发送的数据.所以,需要封装socket\_send()的函数用来处理这种情况,该函数会尽量将数据写完再返回，返回-1 表示出错。在 socket\_send()内部,当写缓冲已满(send()返回-1,且 errno 为 EAGAIN),那么会等待后再重试.这种方式并不很完美,在理论上可能会长时间的阻塞在 socket\_send()内部,但暂没有更好的办法。

ssize\_t socket\_send**(**int sockfd**,** const char**\*** buffer**,** size\_t buflen**)**

**{**

ssize\_t tmp**;**

size\_t total **=** buflen**;**

const char **\***p **=** buffer**;**

**while(**1**)**

**{**

tmp **=** send**(**sockfd**,** p**,** total**,** 0**);**

**if(**tmp **<** 0**)**

**{**

// 当 send 收到信号时,可以继续写,但这里返回-1.

**if(**errno **==** EINTR**)**

**return** **-**1**;**

// 当 socket 是非阻塞时,如返回此错误,表示写缓冲队列已满,

// 在这里做延时后再重试.

**if(**errno **==** EAGAIN**)**

**{**

usleep**(**1000**);**

**continue;**

**}**

**return** **-**1**;**

**}**

**if((**size\_t**)**tmp **==** total**)**

**return** buflen**;**

total **-=** tmp**;**

p **+=** tmp**;**

**}**

**return** tmp**;**

**}**

# EAGAIN错误和EINTR错误

## 1 EAGIN错误

在linux环境下开发经常会碰到很多错误(设置errno)，其中EAGAIN是其中比较常见的一个错误(比如用在非阻塞操作中)。

从字面上来看，是提示再试一次。这个错误经常出现在当应用程序进行一些非阻塞(non-blocking)操作(对文件或socket)的时候。例如，以O\_NONBLOCK的标志打开文件/socket/FIFO，如果你连续做read操作而没有数据可读。此时程序不会阻塞起来等待数据准备就绪返回，read函数会返回一个错误EAGAIN，提示你的应用程序现在没有数据可读请稍后再试。

又例如，当一个系统调用(比如fork)因为没有足够的资源(比如虚拟内存)而执行失败，返回EAGAIN提示其再调用一次(也许下次就能成功)。

Linux - 非阻塞socket编程处理EAGAIN错误

在linux进行非阻塞的socket接收数据时经常出现Resource temporarily unavailable，errno代码为11(EAGAIN)，这是什么意思？

这表明你在非阻塞模式下调用了阻塞操作，在该操作没有完成就返回这个错误，这个错误不会破坏socket的同步，不用管它，下次循环接着recv就可以。对非阻塞socket而言，EAGAIN不是一种错误。在VxWorks和Windows上，EAGAIN的名字叫做EWOULDBLOCK。

## **2 EINTR错误**

慢系统调用(slow system call)：此术语适用于那些可能永远阻塞的系统调用。永远阻塞的系统调用是指调用有可能永远无法返回，多数网络支持函数都属于这一类。如：若没有客户连接到服务器上，那么服务器的accept调用就没有返回的保证。

EINTR错误的产生：当阻塞于某个慢系统调用的一个进程捕获某个信号且相应信号处理函数返回时，该系统调用可能返回一个EINTR错误。例如：在socket服务器端，设置了信号捕获机制，有子进程，当在父进程阻塞于慢系统调用时由父进程捕获到了一个有效信号时，内核会致使accept返回一个EINTR错误(被中断的系统调用)。

当碰到EINTR错误的时候，可以采取有一些可以重启的系统调用要进行重启，而对于有一些系统调用是不能够重启的。例如：accept、read、write、select、和open之类的函数来说，是可以进行重启的。不过对于套接字编程中的connect函数我们是不能重启的，若connect函数返回一个EINTR错误的时候，我们不能再次调用它，否则将立即返回一个错误。针对connect不能重启的处理方法是，必须调用select来等待连接完成。

对于socket接口(指connect/send/recv/accept..等等后面不重复，不包括不能设置非阻塞的如select)，在阻塞模式下有可能因为发生信号，返回EINTR错误，由用户做重试或终止。

**但是，在非阻塞模式下，是否出现这种错误呢？**

对此，重温了系统调用、信号、socket相关知识，得出结论是：不会出现。

首先，

1）信号的处理是在用户态下进行的，也就是必须等待一个系统调用执行完了才会执行进程的信号函数，所以就有了信号队列保存未执行的信号

2）用户态下被信号中断时，内核会记录中断地址，信号处理完后，如果进程没有退出则重回这个地址继续执行

socket接口是一个系统调用，也就是即使发生了信号也不会中断，必须等socket接口返回了，进程才能处理信号。

也就是，EINTR错误是socket接口主动抛出来的，不是内核抛的。socket接口也可以选择不返回，自己内部重试之类的..

**那阻塞的时候socket接口是怎么处理发生信号的?**

举例

socket接口，例如recv接口会做2件事情，

1）检查buffer是否有数据，有则复制清除返回

2）没有数据，则进入睡眠模式，当超时、数据到达、发生错误则唤醒进程处理

socket接口的实现都差不了太多，抽象说

1）资源是否立即可用，有则返回

2）没有，就等...

对于

1）这个时候不管有没信号，也不返回EINTR，只管执行自己的就可以了

2）采用睡眠来等待，发生信号的时候进程会被唤醒，socket接口唤醒后检查有无未处理的信号(signal\_pending)会返回EINTR错误。

所以

socket接口并不是被信号中断，只是调用了睡眠，发生信号睡眠会被唤醒通知进程，然后socket接口选择主动退出，这样做可以避免一直阻塞在那里，有退出的机会。非阻塞时不会调用睡眠。

# 进程池流程

第一步： make\_child 初始化子进程 循环创建子进程，并初始化父进程的子进程管理结构体数组 parr，通过socket\_pair 将 socket 描述符一端放入数组

子进程流程

Recv\_fd 等待父进程发送任务 Hand\_request 发送文件数据 Write 向父进程发送完成任务 第二步： 父进程 epoll 监控 fd\_listen 描述符。 父进程 epoll 监控 parr 结构体数组的 socket 描述符

第三步： While1 启动epoll\_wait，等待是否有客户端连接 有客户端连接后，accept 获得描述符，循环找到非忙碌的子进程，并发送给子进程，标记对 应子进程忙碌。 当子进程完成任务后，父进程一旦监控 socket 描述符可读，代表子进程非忙碌，然后标记子 进程非忙碌。

难点： 1.子进程采用变长结构体发送文件（比较新）

不要把内存申请放在锁中

# 类型对照表

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 新类型 | 原始类型 | 新类型 | 原始类型 | 新类型 | 原始类型 |
| size\_t | unsigned long | ssize\_t | long | socklen\_t | unsigned int |
| off\_t | long |  |  |  |  |