回溯

**【The Settlers of Catan】**

Nubia的苏丹没有子女，所以她决定，在她去世的时候，把她的国家分成*k*个不同的部分，每个部分将由在一些测试中表现最好的人来继承，有可能某个人继承多个部分或者全部。为了确保最终只有智商最高的人成为她的继承者，苏丹设计了一个巧妙的测试。在一个喷泉飞溅和充满异香的大厅里，放着*k*个国际象棋棋盘。每一个棋盘的方格用从1到99范围内的数字进行编号，并提供8个宝石做的皇后棋子。每一个潜在的继承人的任务是将8个皇后放置在棋盘上，使得没有一个皇后可以攻击另一个皇后，并且对于棋盘上所选择的皇后所占据的方格，要求方格内的数字的总和要和苏丹选择的数字一样高。（如果您不熟悉国际象棋的规则，这就是说，在棋盘上的每一行和每一列只能有一个皇后，并且在每条对角线上，最多只能由一个皇后。）

请您编写一个程序，输入棋盘的数量以及每个棋盘的详细情况，并确定在这些条件下每个棋盘可能的最高得分。（苏丹是一个好的棋手，也是一个优秀的数学家，她给出的数字是最高的。）

**输入**

输入首先在一行中给出棋盘的数量*k*，然后给出*k*个64个数字组成的集合，每个集合由8行组成，每行8个数字，每个数字是小于100的正整数。棋盘的数量不会多于20。

**输出**

输出给出*k*个数字，表示你的*k*个得分，每个得分一行，向右对齐，5个字符的宽度。

|  |  |
| --- | --- |
| **样例输入** | **样例输出** |
| 1  1 2 3 4 5 6 7 8  9 10 11 12 13 14 15 16  17 18 19 20 21 22 23 24  25 26 27 28 29 30 31 32  33 34 35 36 37 38 39 40  41 42 43 44 45 46 47 48  48 50 51 52 53 54 55 56  57 58 59 60 61 62 63 64 | 260 |

**试题来源：ACM South Pacific Regionals 1991**

**在线测试：UVA 167**

试题解析

对8\*8的棋盘来说，八皇后的置放方案有多种（共92种）。每种方案中置放八皇后的位置不尽相同，由于在每个棋盘的数据中，各个格中的数字不同，因此每种置放方案的得分也不尽相同。所以，在输入棋盘数据前，应该先离线计算出八皇后在棋盘上所有可能的放置方式。然后对每一个棋盘数据，计算每种置放方式中的得分，找出其中的最高得分。

1、回溯搜索8个皇后在棋盘上的所有可能放置方式

我们从上而下搜索每一行。由于棋盘上每一行和每一列只能有一个皇后，并且在每条对角线上，最多只能由一个皇后，因此需要标志每一列、每一条对角线是否被皇后选中。8\*8的棋盘共有8列、16条左对角线和16条右对角线。设：

*col*[*i*]为*i*列选中的标志（*0*≤*i*≤7）；

*left*[*ld*]为左对角线*ld*选中的标志（0≤*ld*≤15）；*right*[*rd*]为右对角线*rd*选中的标志（0≤*rd*≤15）。

经过（*r*，*c*）的右对角线序号*rd=r+c*，左对角线序号*ld=c-r*+7(见图3.4-1)，这样做，可使得16条左对角线和16条右对角线的序号互不相同。
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图3.4-1

当前皇后在*r*行的列位置为*tmp*[*r*]（0≤*r*≤7）；

*p*[*n*][*i*]存储第*n*种方式中8皇后的列位置（0≤*n*≤91，0≤*i*≤7）；

我们采用回溯法计算8皇后的所有可能放置方式。考虑的因素：

1. **状态：**当前行序号*r*作为递归过程的值参；*col*[*c*]、*left*[*ld*]和*right*[*rd*]亦反映了求解过程中每一步的状况，但这些参数的存储量大，为避免内存溢出，则将其设为全局变量，回溯时需恢复其递归前的值。

②**边界条件*r* *==* 8：**若搜索了所有行，则记下第*n*种方式中8个皇后的列位置（*P*[*n*][*i*]*= tmp*[*i*]，0≤*i*≤7），方式序号*n*+1，回溯；

③**搜索范围0≤*c*≤7：**若当前状态不满足边界条件，则依次搜索*r*行的每一列*c*，计算（*r*，*c*)的左右对角线序号（*ld=*(*c-r*)*+*7，*rd=c+r*）；

④**约束条件（!*col*[*c*] && !*left*[*ld*] && !*right*[*rd*]）：**若满足约束条件，则选中*c*列和左对角线*ld*和右对角线*rd*（*col*[*c*]=1,*left*[*ld*]=1,*right*[*rd*]=1），(*r*, *c*)置放皇后（*tmp*[*r*]=*c*），递归（*r*+1）。千万注意，递归回溯时需恢复递归前的参数（*col*[*c*] *=* 0, *left*[*ld*] = 0, *right*[*rd*] = 0）。

显然，从0行出发递归，便可计算出所有方案中8皇后的位置。

2、主程序

递归计算8个皇后的*n*种放置方式*P*[*i*][*j*]（0≤*i*≤*n*-1，0≤*j*≤7）；

依次处理*k*个棋盘：

读入当前棋盘数据*board*[ ][ ]；

计算和输出当前棋盘的最高得分*![](data:image/x-wmf;base64,183GmgAAAAAAAOAUYAQACQAAAACRTgEACQAAA0kCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYATgFBIAAAAmBg8AGgD/////AAAQAAAAwP///7L///+gFAAAEgQAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AwPAYANiUbHSAAXB0kA1mBQQAAAAtAQAACAAAADIKgAIJFAEAAAB9eQgAAAAyCoACKxMCAAAAXV0IAAAAMgqAAlgRAgAAAF1bCAAAADIKgAJcEAEAAABbWwgAAAAyCoACaA4CAAAAXVsIAAAAMgqAAhYNAQAAAFtbCAAAADIKgALxBgEAAAB7WwkAAAAyCoACLwQDAAAAbWF4ZRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDA8BgA2JRsdIABcHSQDWYFBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvgAKwgBAAAAN24IAAAAMgrxA6wIAQAAADBhCAAAADIKZQOjBgEAAAAxYQgAAAAyCmUD8wMBAAAAMGEcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAdE4NCg0oKjMAwPAYANiUbHSAAXB0kA1mBQQAAAAtAQAABAAAAPABAQAIAAAAMgrYAp0HAQAAAOVhHAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHRyDQrHaCozAMDwGADYlGx0gAFwdJANZgUEAAAALQEBAAQAAADwAQAACAAAADIK8QMrCAEAAAA9YQgAAAAyCmUDMwYBAAAALWEIAAAAMgplAzAFAQAAAKNhCAAAADIKZQNmBAEAAACjYRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB0Tg0KDigqMwDA8BgA2JRsdIABcHSQDWYFBAAAAC0BAAAEAAAA8AEBAAgAAAAyCoACugIBAAAAPW4cAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AwPAYANiUbHSAAXB0kA1mBQQAAAAtAQEABAAAAPABAAAIAAAAMgrxA9wHAQAAAGphCAAAADIKZQO0BQEAAABuYQgAAAAyCmUD5AQBAAAAaWEcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AwPAYANiUbHSAAXB0kA1mBQQAAAAtAQAABAAAAPABAQAIAAAAMgqAAq0SAQAAAGphCAAAADIKgALaEAEAAABpYQgAAAAyCoACoA8BAAAAcGEIAAAAMgqAAuoNAQAAAGphCgAAADIKgAJjCQUAAABib2FyZAAJAAAAMgqAAjcAAwAAAGFucwAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAACGAQICIlN5c3RlbQAFkA1mBQAACgAuAIoDAAAAAAEAAADY8hgABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)*；

**参考程序**

#include <cstdio>

#include <vector>

using namespace std;

int P[1000][9]; //方式*i*中第*j*行皇后的列位置为*P*[*i*][*j*]

int tmp[8]; //当前方式中第*i*行皇后的列位置为*tmp*[*i*]

int n = 0; //方式数初始化

bool col[8] = {0}, left[15] = {0}, right[15] = {0}; //所有列和左右对角线未被选中

void func(int r) //从*r*行出发，递归计算所有方案中8皇后的位置

{

if (r == 8) { //若搜索了所有行

for (int i = 0; i < 8; ++i) //记下当前方式中8个皇后的列位置

P[n][i] = tmp[i];

++n; //方式数+1

return; //回溯

}

for (int c = 0; c < 8; ++c) { //依次搜索*r*行的每一列

int ld = (c - r) + 7; //计算(*r*, *c*)的左右对角线序号

int rd = c + r;

if (!col[c] && !left[ld] && !right[rd]) { //若第*c*列和左右对角线未选中，则选中*c*列和左右对角线

col[c] = 1, left[ld] = 1, right[rd] = 1;

tmp[r] = c; //(*r*, *c*)置放皇后

func(r + 1); //递归下一行

col[c]=0, left[ld]=0, right[rd]=0; //撤去第*c*列和左右对角线的选中标志

}

}

}

int main()

{

func(0); //从0行出发，自上而下递归计算所有方案中的8皇后位置

int Case;

int board[8][8];

scanf("%d", &Case); //输入棋盘数

while (Case--) {

for (int i = 0; i < 8; ++i) //输入当前棋盘中每格的数字

for (int j = 0; j < 8; ++j)

scanf("%d", &board[i][j]);

int ans = 0;

for (int i = 0; i < n; ++i) { //依次搜索每个方式

int sum = 0; //第*i*个方式的得分初始化

for (int j = 0; j < 8; ++j) //搜索每一行，累计第*i*个方式的得分

sum += board[j][P[i][j]];

if (sum>ans) ans=sum //若当前方式的得分目前最高，则调整棋盘最高得分

}

printf("%5d\n", ans); //输出当前棋盘的最高得分

}

}

**【The Settlers of Catan】**

在1995年，德国在Settlers of Catan举办了一场游戏，玩家们要在一座岛屿的未知的荒野上，通过构建道路、定居点和城市来控制这个岛屿。

您受雇于一家软件公司，公司刚刚决定开发这款游戏的电脑版，要求您实现这款游戏的一条特殊规则：

当游戏结束时，建造了最长的道路的玩家将获得额外的两分。

问题是，玩家通常建造复杂的道路网络，而不是一条线性的路径。因此，确定最长的路不是容易的（虽然玩家们通常可以马上看出）。

和原始的游戏相比，我们仅要解决一个简化了的问题：给出一个节点（城市）的集合和一个边（路段）的集合，这些连接节点的边的长度为1。

最长的道路被定义为网络中每条边都不会经过两次的最长的路径，虽然节点可以被经过超过一次。

例如，图3.4-2中的网络包含了一条长度为12的道路。
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图3.4-2

**输入**

输入包含一个或多个测试用例。

每个测试用例的第一行给出两个整数：节点数*n* (2≤*n*≤25) 和边数*m* (1≤*m*≤25)。接下来的*m*行描述*m*条边，每条边由这条边所连接的两个节点的编号表示，节点编号从0 到*n*-1。边是无向边。节点的度最多为3。道路网不一定是连通的。

输入以*n*和*m*取0为结束。

**输出**

对每个测试用例，在单独的一行中输出最长路的长度。

|  |  |
| --- | --- |
| **样例输入** | **样例输出** |
| 3 2  0 1  1 2  15 16  0 2  1 2  2 3  3 4  3 5  4 6  5 7  6 8  7 8  7 9  8 10  9 11  10 12  11 12  10 13  12 14  0 0 | 2  12 |

**试题来源：University of Ulm Local Contest 1998**

**在线测试：POJ 2258，ZOJ 1947，UVA 539**

试题解析

道路网络是一个无向图。由于最长的道路中的每条边仅允许经过一次，由此设定无向图的相邻矩阵*a*[*i*][*j*]=

由于试题并未规定路径的起始点，因此需要将每个节点设为路径起始点计算路长，从中调整最长路长*best*。那么，如何计算以*i*节点为首的路径长度，调整*best*呢？显然采用回溯法是比较适宜的。

**状态：**求解过程中每一步的状况为目前路径的尾节点*i*和路长*l*；各条边的访问标志*a*[ ][ ]。为了避免内存溢出，我们设递归过程的值参为(*i*，*l*)，将*a*[ ][ ]设为全局变量，但回溯时需恢复其递归前的未访问标志。

**注：**由于是求最长路，路径能长则长，因此不设边界条件。

**搜索范围0≤*j*≤*n*-1:**可能与*i*节点关联的所有节点。

**约束条件*a*[*i*][*j*]==1：**若(*i*，*j*)为未访问边，则撤去（*i*，*j*）的访问标志（*a*[*i*][*j*]= *a*[*j*][*i*]=0），递归(*j*，*l*+1)；回溯时恢复其递归前的未访问标志（*a*[*i*][*j*]= *a*[*j*][*i*]=1）。

搜索完与*i*节点关联的所有节点后，便得出以*i*节点为首的路径长度*l*。此时，调整最长路长*best=max*{*best*，*l*}。

显然，在主程序中设*best*=0，依次计算以每个节点为首的路径（即递归（*i*，0），0≤*i*≤*n*-1），便可以计算出最长路长*best*。

**参考程序**

#include <stdio.h>

#include <assert.h>

#define DBG(x)

FILE \*input;

int n,m,best; //节点数*n*，边数*m*，最长路的长度*best*

int a[32][32]; //无向图的邻接矩阵

int read\_case() //输入测试用例信息，构造无向图的邻接矩阵

{

int i,j;

fscanf(input,"%d %d",&n,&m); //输入节点数和边数

DBG(printf("%d nodes, %d edges\n",n,m));

if (m==0 && n==0) return 0; //输入以*n*和*m*取0为结束

for (i=0; i<n; i++) //邻接矩阵初始化为空

for (j=0; j<n; j++) a[i][j] = 0;

while (m--) //依次输入*m*条边信息， 构造无向图的邻接矩阵

{

fscanf(input,"%d %d",&i,&j);

a[i][j] = a[j][i] = 1;

}

return 1;

}

void visit (int i, int l) //递归计算当前路径（目前行至节点*i*，路长为*l*），调整最次路长

{

int j;

for (j=0; j<n; j++) //搜索*i*节点相关的未访问边

if (a[i][j]) //若（*i*, *j*）未访问，则设访问标志

{ a[i][j]= a[j][i]=0;

visit(j,l+1); //沿*j*节点递归下去

a[i][j] = a[j][i] = 1; //恢复（*i*, *j*）未访问标志

}

if (l>best) best=l; //若当前路长为最长，则调整最长路的长度

}

void solve\_case() //计算和输出当前测试用例的解

{

int i;

best = 0; //最长路长度初始化

for (i=0; i<n; i++) //依次递归以每个节点为首的路径，调整最长路长

visit(i,0);

printf("%d\n",best); //输出最长路长

}

int main()

{

input = fopen("catan.in","r"); //输入文件初始化

assert(input!=NULL);

while (read\_case()) solve\_case(); //反复输入测试用例，计算和输出解，直至程序结束

fclose(input); //关闭输入文件

return 0;

}

**【Transportation】**

Ruratania刚刚进入资本主义社会，在包括运输业在内的多个领域中，正在建立新型的企业化的运作机制。运输公司TransRuratania要开设从城市A到城市B的一趟新的特快列车，途中要停若干站。车站依次编号，城市A编号为0，城市B编号为*m*。公司要进行一项实验，以改进乘客的运输量，并增加其收入。这列火车乘客的最大容量为*n*位乘客。火车票的价格等于出发站和目的地站（包括目的地站）之间的停车次数（也就是站的数量）。在列车从城市A出发之前，从所有在线路上的站的订票信息已经被获取完毕。一份车站S的订票订单是从车站S出发，且到一个确定的目的地站的所有预订。如果因为乘客容量的限制，公司有可能不能接受所有的订单，在这种情况下，公司的策略是，对于每个站的每一份订票订单，要么完全接受，要么完全拒绝。

请您编写一个程序，基于城市A到城市B的路线上的车站给出的订单，确定TransRuratania公司最大可能的公司总收入。一个被接受订单的收入是订单中乘客的数量和他们的车票价格的乘积。公司总收入则是所有被接受的订单的收入的总和。

**输入**

输入被划分为若干个测试用例。每个测试用例的第一行包含3个整数：列车乘客的最大容量为*n*，城市B的编号，所有车站被预订的车票总数。下面的行给出订票订单。每份订单包含3个整数：出发站，目的地站，乘客数量。在每个测试用例中，最多22份订单。城市B编号最多为7。测试用例以第一行的3个整数全部取0作为输入结束。

**输出**

除输入结束标志以外，对每个测试用例，输出一行，每行给出最大可能的总的收入。

|  |  |
| --- | --- |
| **样例输入** | **样例输出** |
| 10 3 4  0 2 1  1 3 5  1 2 7  2 3 10  10 5 4  3 5 10  2 4 9  0 2 5  2 5 8  0 0 0 | 19  34 |

**试题来源：ACM Central European Regional Contest 1995**

**在线测试：POJ 1040，UVA 301**

提示

显而易见，本题应采用回溯法求解。

**1、回溯搜索前的预处理**

设最大收入为*best*，初始时为0；订单数，即所有车站被预订的车票总数为*count*；

订单序列*orders*[ ]，其中第*i*份订单的起始站为*orders*[*i*].*from*，目的地站为*orders*[*i*].*to*，旅客数为*orders*[*i*].*passangers*。若公司接受该订单，则收入为*orders*[*i*].*price*=(*orders*[*i*].*to- orders*[*i*].*from*) \**orders*[*i*].*passangers*（0≤*i*≤*count*-1）。

我们以*price*域为关键字，按递增顺序排列订单序列*orders*[ ]。计算接受剩余订单的收入总和*orders*[*i*].*remaining*=![](data:image/x-wmf;base64,183GmgAAAAAAACAMQAQBCQAAAABwVgEACQAAA68BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAQgDBIAAAAmBg8AGgD/////AAAQAAAAwP///7H////gCwAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAdS4XCjZoNScAGPESAJyNt3VAkbp1TgJm+AQAAAAtAQAACAAAADIK2QLYAAEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB1ThcKaog1JwAY8RIAnI23dUCRunVOAmb4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCvoAQgIBAAAALXkIAAAAMgrvA4MBAQAAAD15HAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuABjxEgCcjbd1QJG6dU4CZvgEAAAALQEAAAQAAADwAQEACAAAADIK+gCxAgEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAY8RIAnI23dUCRunVOAmb4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCoAC1AcCAAAAXS4IAAAAMgqAAn4GAQAAAFsuHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABjxEgCcjbd1QJG6dU4CZvgEAAAALQEAAAQAAADwAQEACgAAADIK+gA5AAUAAABjb3VudAAIAAAAMgrvAwQCAQAAAGlvCAAAADIK7wMCAQEAAABrbxwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAY8RIAnI23dUCRunVOAmb4BAAAAC0BAQAEAAAA8AEAAAoAAAAyCoAC1ggFAAAAcHJpY2UACAAAADIKgAIIBwEAAABrcgoAAAAyCoACoAIGAAAAb3JkZXJzCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0A+E4CZvgAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)，该域在回溯算法中列为最优性条件。回溯搜索时，我们按照*order*s[ ]的顺序枚举每份订单。

车站序列*train*[ ]，其中车站*i*的旅客数为*train*[*i*]，初始时*train*[ ] 清零。

**2、回溯搜索**

我们按照接受订单的收入递增顺序搜索每份订单：

**状态：**求解过程中每一步的状况为当前订单*start*；已接受的订单收入*earnings*；这两个参数列为递归过程的值参（*start*，*earnings*）。另外，各车站的人数*train*[ ]亦为状态，因为公司一旦接受订单，则需要累计途径火车站的人数，判断是否超载；回溯时需要恢复订单接受前途径火车站的人数。为了避免内存溢出，*train*[ ]列为全局变量。

**最优目标状态的条件*earnings > best*：**若当前收入最大，则调整最大收入(*best=earnings*)；

**搜索范围*start≤k≤count*-1。**

订单*k*是否被接受，需要同时满足约束条件和最优性要求：

**最优性要求*earnings+orders*[*k*].*remaining*<*best***：若即使按收入最大化要求，全部接受剩余订单，也不可能更优，则拒绝*k*订单，回溯；否则判断

**约束条件：**订单*k*途径的每个火车站*i*(*orders*[*k*].*from≤i≤orders*[*k*].*to*-1)增加了订单*k*的旅客后没有超载，即*train*[*i*] += *orders*[*k*].*passangers*)*≤n*。

若不满足约束条件，则拒绝订单*k*，恢复先前订单*k*途径的每个火车站人数（for( ; *i* >= *orders*[*k*].*from*; *i*--) *train*[*i*] -= *orders*[*k*].*passangers*）；

若满足约束条件，则接受订单*k*，递归子状态(*k* + 1, *earnings + orders*[*k*].*price*)。回溯时，恢复订单*start*接受前各车站的人数（for( ; *i >= orders*[*k*].*from*; *i*--) *train*[*i*] -= *orders*[*k*].*passangers*）。

显然，递归状态（0，0）后得出的*best*即为问题解。

**【Don't Get Rooked】**

在国际象棋中，车是一个可以纵向或横向移动任意个方格的棋子。本题我们仅考虑小棋盘（最多4× 4），棋盘上还设置了若干堵墙，车无法通过墙。本题的目标是要使得在棋盘上的车两两之间不能相互攻击对方。在棋盘上，一个合法的车的放置是没有两个车在同一水平行或垂直行，除非至少有一堵墙将它们分隔开。

图3.5-1给出了五张相同的棋盘。第一张图是空的棋盘，第二和第三张图给出了合法放置车的棋盘，而第四和第五张图则是非法放置车的棋盘。这张棋盘，可以合法放置的车的最大数量是5；第二张图给出了一种放置方法，当然还有一些其他的放置方法。

![](data:image/gif;base64,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)

图3.5-1

请您编写一个程序，给出一张棋盘，计算在棋盘上可以合法放置车的最大数量。

**输入**

输入给出一张或多张棋盘的描述，然后在一行中给出数字0表示输入结束。每张棋盘的描述先在一行中给出一个正整数***n***，表示棋盘的大小；***n***最多为4。接下来的***n***行每行描述棋盘的一行，一个‘.’表示一个可以放置车的方格，而大写字母‘X’表示墙。输入中没有空格。

**输出**

对于每一个测试用例，输出一行，给出在棋盘上可以合法放置的车的最大数量。

|  |  |
| --- | --- |
| **样例输入** | **样例输出** |
| 4  .X..  ....  XX..  ....  2  XX  .X  3  .X.  X.X  .X.  3  ...  .XX  .XX  4  ....  ....  ....  ....  0 | 5  1  5  2  4 |

**试题来源：ACM Mid-Central USA 1998**

**在线测试：POJ 1315，UVA 639**

提示

我们给每个棋格定义3个标志：

1. ‘.’标志；
2. 合法放置车的‘P’标志；
3. 墙标志‘X’。

在计算棋盘上合法放置的最大车的数量前，做一个预处理：在棋盘的外围（0行、*size*+1行和0列）添加一堵墙（见图3.5-2）。
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图3.5-2

按由上而下、由左而右的顺序搜索每个棋格。显然，若越过(*x*, *y*)左方和上方连续个‘.’格后遇到的第1个是‘X’格，则(*x*, *y*)是车的安全放置位置，标志(*x*, *y*)是‘P’格；否则(*x*, *y*)不是车的安全放置位置。

我们可以通过回溯法计算棋盘上可合法放置的最大车数。设*nPlaced*为当前合法放置的车数；*mostPlaced*为可放置的最多车数，初始时*mostPlaced*为0。

**状态：**求解过程中每一步的状况包括

1. 当前格(*x*, *y*)，该参数列为递归过程的值参；
2. 棋盘*board*[ ][ ]，为了避免溢出，将其设为全局变量，回溯时需恢复递归前的状态；

**搜索范围*x≤n*：**即按照自上而下顺序搜索*n*行

**约束条件(*x*, *y*)是‘.’格且为车的安全放置位置：**若满足该约束条件，则(*x*, *y*)置‘P’标志；递归(*x*, *y*+1)后得出的车数+1即为当前方案合法放置的车*nPlaced*。若该车数为目前最大（*nPlaced>mostPlaced*），则调整*mostPlaced=nPlaced*。回溯时，需恢复递归前的棋盘状态，即恢复(*x*, *y*)递归前的‘.’标志；

无论(*x*, *y*)是否满足约束条件，需要计算下一个搜索位置：若*y≥n*，则下一个搜索位置为(*x*+1,1)；否则下一个搜索位置为(*x*, *y*+1)。

显然，从(1, 1)格出发进行回溯搜索，便可计算出可放置的最多车数*mostPlaced*。

**【8 Queens Chess Problem】**

在国际象棋的棋盘上，可以放置8个皇后，使得没有一个皇后会被其他的皇后攻击。给出一个皇后的初始位置，请编写一个程序，确定所有可能的8个皇后的放置。

不要去试图写一个程序计算8个皇后在棋盘的每一个可能的8种放置。这将要进行88次的计算，会使得系统崩溃。对于您的程序，会有一个合理的运行时间约束。

**输入**

您的程序的输入是用一个空格分隔开的两个数字。这些数字表示在棋盘上，8个皇后中的一个所占据的位置。给出的棋盘是合法的，程序不需要对输入进行验证。

为了规范我们的表示，本题设定棋盘的最左上角的位置是(1, 1)。水平行的最上面的行是第1行，垂直列的最左边是第1列。如下图，方格(4,6)意味着第4行，第6列。

![](data:image/gif;base64,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)

**输出**

您的程序输出是一行一个解答。

每个解答是1…*N*的数字序列。每个解由8个数字组成。这8个数字每个都是解答的行坐标。列坐标按8个数字的顺序给出。也就是说，第1个数字是在第1列的皇后的行坐标，第2个数字是在第2列的皇后的行坐标，以此类推。

下述的样例输入产生4个解答，下面给出每个解答的完整的8×8的表示。

SOLUTION 1 SOLUTION 2 SOLUTION 3 SOLUTION 4

1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0

0 0 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0

0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 1

0 0 0 0 0 0 0 1 0 0 0 0 0 1 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0 0

0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 1 0 0 0 0 0

0 0 0 1 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 1 0

0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0

0 0 1 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 1 0 0 0 0

如上所述，每个解答仅输出一行，用8个数字表示。解答1将皇后放置在第1行，第1列；第5行，第2列；第8行，第3列；第6行，第4列；第3行，第5列；......，第4行，第8列。

按样例输出所示，输出两行列标题，并按字典序输出解答。

|  |  |
| --- | --- |
| **样例输入** | **样例输出** |
| 1 1 | SOLN COLUMN  # 1 2 3 4 5 6 7 8  1 1 5 8 6 3 7 2 4  2 1 6 8 3 7 4 2 5  3 1 7 4 6 8 2 5 3  4 1 7 5 8 2 4 6 3 |

**试题来源：ACM East Central 1988**

**在线测试：UVA 750**

提示

**1、离线计算八皇后的所有置放方案**

在确定一个皇后位置的情况下，其余七个皇后的置放方案有多个。我们不妨先离线计算出八皇后的所有置放方案，将这些方案存放在一个记录表中。以后，每输入一个皇后位置（*r*，*c*），就在记录表中查询所有含（*r*，*c*）的方案。设

方案数为*l*；

方案记录表*sol*[ ][ ]，其中*sol*[*k*][*j*]为第*k*个方案中位于第*j*列上皇后的行位置（0≤*k*≤*l*-1，0≤*j*≤7）；

当前方案*temp*[ ]，其中第*i*列上皇后的行位置为*temp* [*i*]（0≤*i*≤7）；

行标志*row*[ ]，其中*row*[*i*]=true标志第*i*行目前未置放皇后；

左对角线标志*leftDiag*[ ]，其中*leftDiag*[*k*]=true标志第*k*条左对角线目前未置放皇后。经过（*r*，*c*）的左对角线序号*k=r+c*；右对角线标志*rightDiag*[ ]，其中*rightDiag*[*k*] =true标志第k条右对角线目前未置放皇后。经过（*r*，*c*）的右对角线序号*k=c-r*+8。计算左右对角线序号的思想方法可参阅例题**【3.4.2 The Settlers of Catan】**。

我们采用回溯法计算八皇后的所有置放方案：

**状态：**求解过程中每一步的状况包括

1. 当前列*c*，该参数列为递归过程的值参；
2. 行标志*row*[ ]、左对角线标志*leftDiag*[ ]和右对角线标志*rightDiag*[ ]。为了避免溢出，将其设为全局变量，回溯时需恢复递归前的状态；

**边界条件c == 8：**若8列搜索完，则第9列皇后的行位置设为0（*temp*[8] = 0），当前方案记为第*l*个方案（strcpy (*sol*[*l*], *temp*)），下一个方案的序号*l*++，回溯（return）；

**搜索范围0≤*r*≤7：**若8列未搜索完，则按自上而下顺序搜索c列的每一格；

**约束条件（*row*[*r*] && *rightDiag*[*c-r*+8] && *leftDiag*[*c+r*])=true：**若*r*行和经过（*r*, *c*）的左右对角线目前没有皇后，则设定*r*行和经过（*r*，*c*）的左右对角线有皇后标志(*row*[*r*] = *rightDiag*[*c-r*+8] = *leftDiag*[*r+c*]=false)，（*r*，*c*）置放皇后(*temp*[*c*] =*r*)；递归*c*+1列。回溯时，恢复递归前*row*[ ]、*leftDiag*[ ]和*rightDiag*[ ]的值(*row*[*r*]=*rightDiag*[*c-r*+8]=*leftDiag*[*r+c*]=true)。

显然从0列出发进行递归，便可得出八皇后置放的方案记录表*sol*[ ][ ]。

**2、从方案记录表*sol*[ ][ ]中找出含皇后位置(r，c)的置放方案**

每输入1个皇后位置（*r*，*c*），则检索方案记录表*sol*[ ][ ]：

若*sol*[*i*]满足条件（*sol*[*i*][*c*-1] == *r*-1）=true，则*sol*[*i*][0]…*sol*[*i*][7]即为含皇后位置(*r*，*c*)的一个置放方案（0≤*i*≤*l*-1）。