![](data:image/png;base64,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)

2014-5-10

吕淑宝

东北林业大学ACM集训队

**ACM-ICPC算法模板**

# 图论

# [网络流 Dinic算法求最大流模板](http://blog.csdn.net/lvshubao1314/article/details/30030439)

1. #include<cstdio>
2. #include<iostream>
3. **using** **namespace** std;
4. **const** **int** oo=1e9;
5. /\*\*oo 表示无穷大\*/
6. **const** **int** mm=111111;
7. /\*\*mm 表示边的最大数量，记住要是原图的两倍，在加边的时候都是双向的\*/
8. **const** **int** mn=999;
9. /\*\*mn 表示点的最大数量\*/
10. **int** node,src,dest,edge;
11. /\*\*node 表示节点数，src 表示源点，dest 表示汇点，edge 统计边数\*/
12. **int** ver[mm],flow[mm],next[mm];
13. /\*\*ver 边指向的节点，flow 边的容量，next 链表的下一条边\*/
14. **int** head[mn],work[mn],dis[mn],q[mn];
15. /\*\*head 节点的链表头，work 用于算法中的临时链表头，dis 计算距离\*/
17. /\*\*初始化链表及图的信息\*/
18. **void** prepare(**int** \_node,**int** \_src,**int** \_dest)
19. {
20. node=\_node,src=\_src,dest=\_dest;
21. **for**(**int** i=0; i<node; ++i)head[i]=-1;
22. edge=0;
23. }
24. /\*\*增加一条u 到v 容量为c 的边\*/
25. **void** addedge(**int** u,**int** v,**int** c)
26. {
27. ver[edge]=v,flow[edge]=c,next[edge]=head[u],head[u]=edge++;
28. ver[edge]=u,flow[edge]=0,next[edge]=head[v],head[v]=edge++;
29. }
30. /\*\*广搜计算出每个点与源点的最短距离，如果不能到达汇点说明算法结束\*/
31. **bool** Dinic\_bfs()
32. {
33. **int** i,u,v,l,r=0;
34. **for**(i=0; i<node; ++i)dis[i]=-1;
35. dis[q[r++]=src]=0;
36. **for**(l=0; l<r; ++l)
37. **for**(i=head[u=q[l]]; i>=0; i=next[i])
38. **if**(flow[i]&&dis[v=ver[i]]<0)
39. {
40. /\*\*这条边必须有剩余容量\*/
41. dis[q[r++]=v]=dis[u]+1;
42. **if**(v==dest)**return** 1;
43. }
44. **return** 0;
45. }
46. /\*\*寻找可行流的增广路算法，按节点的距离来找，加快速度\*/
47. **int** Dinic\_dfs(**int** u,**int** exp)
48. {
49. **if**(u==dest)**return** exp;
50. /\*\*work 是临时链表头，这里用i 引用它，这样寻找过的边不再寻找\*/
51. **for**(**int** &i=work[u],v,tmp; i>=0; i=next[i])
52. **if**(flow[i]&&dis[v=ver[i]]==dis[u]+1&&(tmp=Dinic\_dfs(v,min(exp,flow[i])))>0)
53. {
54. flow[i]-=tmp;
55. flow[i^1]+=tmp;
56. /\*\*正反向边容量改变\*/
57. **return** tmp;
58. }
59. **return** 0;
60. }
61. **int** Dinic\_flow()
62. {
63. **int** i,ret=0,delta;
64. **while**(Dinic\_bfs())
65. {
66. **for**(i=0; i<node; ++i)work[i]=head[i];
67. **while**(delta=Dinic\_dfs(src,oo))ret+=delta;
68. }
69. **return** ret;
70. }

# [费用流模板 （最大最小费用流）](http://blog.csdn.net/lvshubao1314/article/details/30233851)

1. #include <iostream>
2. #include <cstdio>
4. **using** **namespace** std;
6. **const** **int** oo=1e9;//无穷大
7. **const** **int** maxm=1111111;//边的最大数量，为原图的两倍
8. **const** **int** maxn=2222;//点的最大数量
10. **int** node,src,dest,edge;//node节点数，src源点，dest汇点，edge边数
11. **int** head[maxn],p[maxn],dis[maxn],q[maxn],vis[maxn];//head链表头，p记录可行流上节点对应的反向边，dis计算距离
13. **struct** edgenode
14. {
15. **int** to;//边的指向
16. **int** flow;//边的容量
17. **int** cost;//边的费用
18. **int** next;//链表的下一条边
19. } edges[maxm];
21. **void** prepare(**int** \_node,**int** \_src,**int** \_dest);
22. **void** addedge(**int** u,**int** v,**int** f,**int** c);
23. **bool** spfa();
25. **inline** **int** min(**int** a,**int** b)
26. {
27. **return** a<b?a:b;
28. }
30. **inline** **void** prepare(**int** \_node,**int** \_src,**int** \_dest)
31. {
32. node=\_node;
33. src=\_src;
34. dest=\_dest;
35. **for** (**int** i=0; i<node; i++)
36. {
37. head[i]=-1;
38. vis[i]=**false**;
39. }
40. edge=0;
41. }
43. **void** addedge(**int** u,**int** v,**int** f,**int** c)
44. {
45. edges[edge].flow=f;
46. edges[edge].cost=c;
47. edges[edge].to=v;
48. edges[edge].next=head[u];
49. head[u]=edge++;
50. edges[edge].flow=0;
51. edges[edge].cost=-c;
52. edges[edge].to=u;
53. edges[edge].next=head[v];
54. head[v]=edge++;
55. }
57. **bool** spfa()
58. {
59. **int** i,u,v,l,r=0,tmp;
60. **for** (i=0; i<node; i++) dis[i]=oo;
61. dis[q[r++]=src]=0;
62. p[src]=p[dest]=-1;
63. **for** (l=0; l!=r; ((++l>=maxn)?l=0:1))
64. {
65. **for** (i=head[u=q[l]],vis[u]=**false**; i!=-1; i=edges[i].next)
66. {
67. **if** (edges[i].flow&&dis[v=edges[i].to]>(tmp=dis[u]+edges[i].cost))
68. {
69. dis[v]=tmp;
70. p[v]=i^1;
71. **if** (vis[v]) **continue**;
72. vis[q[r++]=v]=**true**;
73. **if** (r>=maxn) r=0;
74. }
75. }
76. }
77. **return** p[dest]>=0;
78. }
80. **int** spfaflow()
81. {
82. **int** i,ret=0,delta;
83. **while** (spfa())
84. {
85. //按记录原路返回求流量
86. **for** (i=p[dest],delta=oo; i>=0; i=p[edges[i].to])
87. {
88. delta=min(delta,edges[i^1].flow);
89. }
90. **for** (**int** i=p[dest]; i>=0; i=p[edges[i].to])
91. {
92. edges[i].flow+=delta;
93. edges[i^1].flow-=delta;
94. }
95. ret+=delta\*dis[dest];
96. }
97. **return** ret;
98. }

# [强连通分量+缩点（记录所缩点的个数）](http://blog.csdn.net/lvshubao1314/article/details/35797121)

1. </pre><pre name="code" **class**="cpp">#include <stdio.h>
2. #include <string.h>
3. #include <iostream>
4. #include <stack>
5. **using** **namespace** std;
6. #define M 10005
7. #define N 105
8. **struct** note
9. {
10. **int** v,next;
11. }edge[M];
12. **int** head[N],dfn[N],low[N],belong[N],index,ip,cnt\_tar,count[N],instack[N\*2];
13. stack <**int**> q;
14. **int** n;
15. **void** addedge(**int** u,**int** v)//新增一条边的操作
16. {
17. edge[ip].v=v,edge[ip].next=head[u],head[u]=ip++;
18. }
19. **void** tarjan(**int** u)
20. {
21. dfn[u]=low[u]=++index;//为节点u设定次序编号和low初值
22. q.push(u);//将节点u压入栈中
23. instack[u]=1;//点u在栈内
24. **for**(**int** i=head[u];i!=-1;i=edge[i].next)//枚举每一条边
25. {
26. **int** v=edge[i].v;
27. **if**(!dfn[v])//如果节点v未被访问过
28. {
29. tarjan(v);//继续向下找
30. low[u]=min(low[u],low[v]);
31. }
32. **else** **if**(instack[v])//如果节点还在栈内
33. low[u]=min(low[u],dfn[v]);
34. }
35. **if**(dfn[u]==low[u])//如果节点u是强连通分量的根
36. {
37. cnt\_tar++;//计数加一
38. **int** j;
39. **do**
40. {
41. j=q.top();//将v退栈
42. q.pop();
43. belong[j]=cnt\_tar;//该强连通分量的最后一个出栈的点作为一个缩点出现在新的待建的图中作为该强连通分量的代表
44. instack[j]=0;//点u出栈
45. count[cnt\_tar]++;//记录这一强连通分量中所包含的点的个数；
46. }**while**(j!=u);
47. }
48. }
49. **void** solve()
50. {
51. index=0,cnt\_tar=0;
52. memset(dfn,0,**sizeof**(dfn));
53. memset(low,0,**sizeof**(low));
54. memset(instack,0,**sizeof**(instack));
55. memset(count,0,**sizeof**(count));
56. **for**(**int** i=1;i<=n;i++)
57. {
58. **if**(!dfn[i])
59. tarjan(i);
60. }
61. }
62. //主函数里面调用solve函数就可以了

**无向图的缩点（缩点后所有的边为桥）**

1. /\*\*
2. hdu4612  连通性，求树的直径，加一边求最少桥
3. 题目大意：给定一个无向连通图加上一条边后所得到的图所含的桥的数目最少
4. 解题思路：tarjan缩点边树，求出树的直径m，则原有桥数-m即为所求。
5. 本题要注意考虑重边和注意求树的直径的方法（见代码注释）
6. \*直径:；任意两个节点之间的最长距离
7. \*/
8. #pragma comment(linker, "/STACK:1024000000,1024000000")///申请空间
9. #include <stdio.h>
10. #include <string.h>
11. #include <algorithm>
12. #include <iostream>
13. #include <vector>
14. **using** **namespace** std;
15. **const** **int** maxn=200010;
16. **const** **int** maxm=2000014;
18. **struct** note
19. {
20. **int** v,next;
21. **bool** cut,chong\_bian;
22. } edge[maxm];
24. **int** head[maxn],ip;
25. **int** n,m;
27. **void** init()
28. {
29. memset(head,-1,**sizeof**(head));
30. ip=0;
31. }
32. **void** addedge(**int** u,**int** v,**bool** chong\_bian)
33. {
34. edge[ip].v=v,edge[ip].cut=**false**,edge[ip].chong\_bian=chong\_bian,edge[ip].next=head[u],head[u]=ip++;
35. }
37. **int** dfn[maxn],low[maxn],dex,inst[maxn],st[maxn],top,cnt,belong[maxn];
39. **void** tarjan(**int** u,**int** pre,**bool** ff)///ff代表重边
40. {
41. dfn[u]=low[u]=++dex;
42. st[top++]=u;
43. inst[u]=1;
44. **for**(**int** i=head[u]; i!=-1; i=edge[i].next)
45. {
46. **int** v=edge[i].v;
47. **if**(v==pre&&(!ff))**continue**;///与没有重边的区别
48. **if**(!dfn[v])
49. {
50. tarjan(v,u,edge[i].chong\_bian);
51. **if**(low[u]>low[v])low[u]=low[v];
52. **if**(low[v]>dfn[u])
53. {
54. ///bridge++;
55. edge[i].cut=**true**;
56. edge[i^1].cut=**true**;
57. }
58. }
59. **else** **if**(inst[v]&&dfn[v]<low[u])
60. {
61. low[u]=dfn[v];
62. }
63. }
64. **if**(dfn[u]==low[u])
65. {
66. cnt++;
67. **int** v;
68. **do**
69. {
70. v=st[--top];
71. inst[v]=0;
72. belong[v]=cnt;
73. }
74. **while**(v!=u);
75. }
76. }
78. vector <**int**> vec[maxn];
79. **int** dep[maxn];
81. **void** dfs(**int** u)///dfs求每个节点的深度
82. {
83. **for**(**int** i=0; i<vec[u].size(); i++)
84. {
85. **int** v=vec[u][i];
86. **if**(dep[v]!=-1)**continue**;
87. dep[v]=dep[u]+1;
88. dfs(v);
89. }
90. }
92. **void** solve()
93. {
94. memset(dfn,0,**sizeof**(dfn));
95. memset(inst,0,**sizeof**(inst));
96. cnt=dex=top=0;
97. tarjan(1,0,**false**);
98. **for**(**int** i=1;i<=cnt;i++)
99. vec[i].clear();
100. **for**(**int** u=1; u<=n; u++)
101. {
102. **for**(**int** i=head[u]; i!=-1; i=edge[i].next)
103. {
104. **if**(edge[i].cut)
105. {
106. **int** v=edge[i].v;
107. vec[belong[u]].push\_back(belong[v]);
108. }
109. }
110. }
111. ///=======求直径=========
112. memset(dep,-1,**sizeof**(dep));
113. dep[1]=0;
114. dfs(1);
115. **int** k=1;
116. **for**(**int** i=1; i<=cnt; i++)
117. {
118. **if**(dep[i]>dep[k])
119. k=i;
120. }
121. memset(dep,-1,**sizeof**(dep));
122. dep[k]=0;
123. dfs(k);
124. **int** ans=0;
125. **for**(**int** i=1; i<=cnt; i++)
126. {
127. ans=max(ans,dep[i]);
128. }
129. ///=======================
130. printf("%d\n",cnt-1-ans);
131. }
133. **struct** note\_
134. {
135. **int** x,y;
136. } node[maxm];
138. **bool** cmp(note\_ a,note\_ b)
139. {
140. **if**(a.x==b.x)
141. **return** a.y<b.y;
142. **return** a.x<b.x;
143. }
145. **int** main()
146. {
147. **while**(~scanf("%d%d",&n,&m))
148. {
149. **if**(n==0&&m==0)**break**;
150. **for**(**int** i=0; i<m; i++)
151. {
152. **int** u,v;
153. scanf("%d%d",&u,&v);
154. **if**(u==v)**continue**;
155. **if**(u>v)swap(u,v);
156. node[i].x=u;
157. node[i].y=v;
158. }
159. sort(node,node+m,cmp);
160. init();
161. **for**(**int** i=0; i<m; i++)
162. {
163. **if**(i==0||(node[i].x!=node[i-1].x||node[i].y!=node[i-1].y))
164. {
165. **if**(i<m-1&&node[i].x==node[i+1].x&&node[i].y==node[i+1].y)
166. {
167. addedge(node[i].x,node[i].y,**true**);
168. addedge(node[i].y,node[i].x,**true**);
169. }
170. **else**
171. {
172. addedge(node[i].x,node[i].y,**false**);
173. addedge(node[i].y,node[i].x,**false**);
174. }
175. }
176. }
177. solve();
178. }
179. **return** 0;
180. }

**[2-SAT 模板](http://blog.csdn.net/lvshubao1314/article/details/36008829)**

1. </pre><pre name="code" **class**="cpp">/\*==============================================\*\
2. 方法一：即为大白书上的描述
3. \\*==============================================\*/
4. **struct** TwoSAT
5. {
6. **int** head[maxn\*2];
7. EdgeNode edges[maxm\*2];
8. **int** edge,n;
9. **bool** mark[maxn\*2];
10. **int** S[maxn\*2],c;
11. **void** init(**int** n)
12. {
13. **this**->n=n;
14. memset(mark,0,**sizeof**(mark));
15. memset(head,-1,**sizeof**(head));
16. edge=0;
17. }
18. **void** addedge(**int** u,**int** v)
19. {
20. edges[edge].to=v,edges[edge].next=head[u],head[u]=edge++;
21. }
22. // x = xval or y = yval
23. **void** add\_clause(**int** x,**int** xval,**int** y,**int** yval)
24. {
25. x=x\*2+xval;
26. y=y\*2+yval;
27. addedge(x^1,y);  //x^1可以推出y就建立一条对应的边，下同
28. addedge(y^1,x);
29. }
30. // x = xval
31. **void** add\_con(**int** x,**int** xval)
32. {
33. x=x\*2+xval;
34. addedge(x^1,x);
35. }
36. **bool** dfs(**int** x)
37. {
38. **if** (mark[x^1]) **return** **false**; //节点已被访问，下同
39. **if** (mark[x]) **return** **true**;
40. mark[x]=**true**;  //标记xi
41. S[c++]=x;
42. **for** (**int** i=head[x]; i!=-1; i=edges[i].next) //邻接边搜索
43. **if** (!dfs(edges[i].to)) **return** **false**;
44. **return** **true**;
45. }
46. **bool** solve()
47. {
48. **for** (**int** i=0; i<n\*2; i+=2)
49. **if** (!mark[i]&&!mark[i+1])
50. {
51. c=0;
52. **if** (!dfs(i))//如果标记xi为假不成立，则从头标记xi为真
53. {
54. **while** (c>0) mark[S[--c]]=**false**;//返回假设的起点
55. **if** (!dfs(i+1)) **return** **false**;//判断是否成立
56. }
57. }
58. **return** **true**;
59. }
60. };
61. /\*==============================================\*\
62. 方法二：利用连通性，xi和xj不能再一个强连通分量里面
63. \\*==============================================\*/
64. //=============================================================
65. //2-sat模板
66. **const** **int** maxn=505;
67. **const** **int** maxm=100005;
68. **int** n,m,a[maxm][3];
69. **struct** note
70. {
71. **int** to;
72. **int** next;
73. }edge[maxn\*2\*maxn];
74. **int** head[maxn];
75. **int** ip;
76. **int** dfn[maxn],low[maxn],sccno[maxn],cnt,scc,instack[maxn];
77. stack<**int**>stk;
78. **void** init()
79. {
80. memset(head,-1,**sizeof**(head));
81. ip=0;
82. }
83. **void** addedge(**int** u,**int** v)
84. {
85. edge[ip].to=v,edge[ip].next=head[u],head[u]=ip++;
86. }
87. // x = xval or y = yval
88. //表示[x][xal]和[y][yal]不可同时出现
89. **void** add\_cluse(**int** x,**int** xval,**int** y,**int** yval)
90. {
91. x=x\*2+xval;
92. y=y\*2+yval;
93. addedge(x,y^1);
94. addedge(y,x^1);
95. }
96. **void** dfs(**int** u)
97. {
98. dfn[u]=low[u]=++scc;
99. stk.push(u);
100. instack[u]=1;
101. **for** (**int** i=head[u]; i!=-1; i=edge[i].next)
102. {
103. **int** v=edge[i].to;
104. **if** (!dfn[v])
105. {
106. dfs(v);
107. low[u]=min(low[u],low[v]);
108. }
109. **else** **if** (instack[v])
110. low[u]=min(low[u],dfn[v]);
111. }
112. **if** (low[u]==dfn[u])
113. {
114. cnt++;
115. **int** x;
116. **do**
117. {
118. x=stk.top();
119. stk.pop();
120. sccno[x]=cnt;
121. instack[x]=0;
122. }**while** (x!=u);
123. }
124. }
125. **bool** solve()
126. {
127. scc=cnt=0;
128. memset(sccno,0,**sizeof**(sccno));
129. memset(dfn,0,**sizeof**(dfn));
130. memset(low,0,**sizeof**(low));
131. memset(instack,0,**sizeof**(instack));
132. **while** (!stk.empty()) stk.pop();
133. **for** (**int** i=0; i<2\*n; i++) **if** (!dfn[i]) dfs(i);
134. **for** (**int** i=0; i<2\*n; i+=2)
135. {
136. **if** (sccno[i]==sccno[i^1]) **return** **false**;
137. }
138. **return** **true**;
139. }
140. //solve返回true证明2-sat有解，否则没解
141. //=============================================

**[最小树形图（有向图的最小生成树）朱刘算法](http://blog.csdn.net/lvshubao1314/article/details/37994367)**

1. //======================================================================
2. //最小树形图（有向图的最小生成树）朱刘算法模板
3. **const** **int** N=101,M=10001,inf=2147483647;
4. **struct** edge
5. {
6. **int** u,v;
7. **double** w;
8. } e[M];
9. **struct** node
10. {
11. **double** x,y;
12. } p[N];
13. **int** n,m,id[N],pre[N],v[N];
14. **double** inw[N];
15. **double** ans;
16. **void** zhu\_liu(**int** root)
17. {
18. **int** s,t,idx=n;
19. ans=0;
20. **while** (idx)
21. {
22. **for** (**int** i=1; i<=n; ++i) inw[i]=inf,id[i]=-1,v[i]=-1;
23. **for** (**int** i=1; i<=m; ++i)
24. {
25. s=e[i].u;
26. t=e[i].v;
27. **if** (e[i].w>inw[t] || s==t) **continue**;
28. pre[t]=s;
29. inw[t]=e[i].w;
30. }
31. inw[root]=0;
32. pre[root]=root;
33. **for** (**int** i=1; i<=n; ++i)
34. {
35. **if** (inw[i]==inf)
36. {
37. printf("poor snoopy\n");
38. **return**;
39. }
40. ans+=inw[i];
41. }
42. idx=0;
43. **for** (**int** i=1; i<=n; ++i)
44. **if** (v[i]==-1)
45. {
46. t=i;
47. **while** (v[t]==-1) v[t]=i,t=pre[t];
48. **if** (v[t]!=i || t==root) **continue**;
49. id[t]=++idx;
50. **for** (s=pre[t]; s!=t; s=pre[s]) id[s]=idx;
51. }
52. **if** (idx==0) **continue**;
53. **for** (**int** i=1; i<=n; ++i)
54. **if** (id[i]==-1) id[i]=++idx;
55. **for** (**int** i=1; i<=m; ++i)
56. {
57. e[i].w-=inw[e[i].v];
58. e[i].u=id[e[i].u];
59. e[i].v=id[e[i].v];
60. }
61. n=idx;
62. root=id[root];
63. }
64. printf("%.2lf\n",ans);
65. }
66. //==============================================================

**[二分图的最大匹配的匈牙利算法](http://blog.csdn.net/lvshubao1314/article/details/39829217)**

1. /\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
2. //二分图匹配（匈牙利算法的DFS实现）
3. //初始化：g[][]两边顶点的划分情况
4. //建立g[i][j]表示i->j的有向边就可以了，是左边向右边的匹配
5. //g没有边相连则初始化为0
6. //uN是匹配左边的顶点数，vN是匹配右边的顶点数
7. //调用：res=hungary();输出最大匹配数
8. //优点：适用于稠密图，DFS找增广路，实现简洁易于理解
9. //时间复杂度:O(VE)
10. //\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
11. //顶点编号从0开始的
12. **const** **int** MAXN=220;
13. **int** uN,vN;//u,v数目
14. **int** g[MAXN][MAXN];
15. **int** linker[MAXN];
16. **bool** used[MAXN];
17. **bool** dfs(**int** u)//从左边开始找增广路径
18. {
19. **int** v;
20. **for**(v=0;v<vN;v++)//这个顶点编号从0开始，若要从1开始需要修改
21. **if**(g[u][v]&&!used[v])
22. {
23. used[v]=**true**;
24. **if**(linker[v]==-1||dfs(linker[v]))
25. {//找增广路，反向
26. linker[v]=u;
27. **return** **true**;
28. }
29. }
30. **return** **false**;//这个不要忘了，经常忘记这句
31. }
32. **int** hungary()
33. {
34. **int** res=0;
35. **int** u;
36. memset(linker,-1,**sizeof**(linker));
37. **for**(u=0;u<uN;u++)
38. {
39. memset(used,0,**sizeof**(used));
40. **if**(dfs(u)) res++;
41. }
42. **return** res;
43. }
44. //\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

**无向图的割点与桥**

1. /\*\*
2. \*  求 无向图的割点和桥
3. \*  可以找出割点和桥，求删掉每个点后增加的连通块。
4. \*  需要注意重边的处理，可以先用矩阵存，再转邻接表，或者进行判重
5. \*  调用solve输出割点数，全局变量bridge记录边的个数
6. \*/
7. #include <stdio.h>
8. #include <string.h>
9. #include <algorithm>
10. #include <iostream>
11. **using** **namespace** std;
12. **const** **int** maxn=10010;
13. **const** **int** maxm=100010;
15. **struct** note
16. {
17. **int** v,next;
18. **bool** cut;///是否为桥的标记
19. }edge[maxm];
21. **int** head[maxn],ip;
23. **void** init()
24. {
25. memset(head,-1,**sizeof**(head));
26. ip=0;
27. }
29. **int** low[maxn],dfn[maxn],st[maxn],dex,top;
30. **bool** in\_st[maxn],cut[maxn];
31. **int** add\_block[maxn];///删除一个点后增加的连通块
32. **int** bridge;
33. **int** n;
35. **void** addedge(**int** u,**int** v)
36. {
37. edge[ip].v=v,edge[ip].next=head[u],head[u]=ip++;
38. }
40. **void** tarjan(**int** u,**int** pre)
41. {
42. low[u]=dfn[u]=++dex;
43. st[top++]=u;
44. in\_st[u]=**true**;
45. **int** son=0;
46. **for**(**int** i=head[u];i!=-1;i=edge[i].next)
47. {
48. **int** v=edge[i].v;
49. **if**(v==pre)**continue**;
50. **if**(!dfn[v])
51. {
52. son++;
53. tarjan(v,u);
54. **if**(low[u]>low[v])low[u]=low[v];
55. ///桥
56. ///一条无向边(u,v)是桥，当且仅当(u,v)为树枝边，且满足DFS(u)<Low(v)。
57. **if**(low[v]>dfn[u])
58. {
59. bridge++;
60. edge[i].cut=**true**;
61. edge[i^1].cut=**true**;
62. }
63. ///割点
64. ///一个顶点u是割点，当且仅当满足(1)或(2) (1) u为树根，且u有多于一个子树。
65. ///(2) u不为树根，且满足存在(u,v)为树枝边(或称父子边，
66. ///即u为v在搜索树中的父亲)，使得DFS(u)<=Low(v)
67. **if**(u!=pre&&low[v]>=dfn[u])///不是树根
68. {
69. cut[u]=**true**;
70. add\_block[u]++;
71. }
72. }
73. **else** **if**(low[u]>dfn[v])
74. low[u]=dfn[v];
75. }
76. ///树根，需满足条件分支数大于1
77. **if**(u==pre&&son>1)cut[u]=**true**;
78. **if**(u==pre)add\_block[u]=son-1;
79. in\_st[u]=**false**;
80. top--;
81. }
83. **void** solve()
84. {
85. memset(dfn,0,**sizeof**(dfn));
86. memset(in\_st,**false**,**sizeof**(in\_st));
87. memset(add\_block,0,**sizeof**(add\_block));
88. memset(cut,**false**,**sizeof**(cut));
89. dex=top=0;
90. bridge=0;
91. **for**(**int** i=1;i<=n;i++)
92. {
93. **if**(!dfn[i])
94. tarjan(i,i);
95. }
96. **int** ans=0;
97. **for**(**int** i=1;i<=n;i++)
98. {
99. **if**(cut[i])
100. ans++;
101. }
102. printf("%d\n",ans);
103. }

**KM算法二分图的完美匹配**

1. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
2. \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
3. KM算法模板C++
4. 作用：
5. 求二分图的最佳匹配
6. 注意：
7. (1)nx=ny=n，for (i：1~n)for (j：1~n)scanf (w[i][j]);
8. w[i][j],表示左边第i点匹配右边第j点的价值。i，j：从1开始。
9. 主函数调用:ans=KM(); ans的值即为所求。
10. (2)所求为最大完备匹配，若是求最小，则把边的权值取相反数，跑一遍模板，
11. 最后结果再取相反数即可。
12. \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
13. \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
14. #include <stdio.h>
15. #include <string.h>
16. #define M 310
17. #define inf 0x3f3f3f3f
19. **int** n,nx,ny;
20. **int** link[M],lx[M],ly[M],slack[M];///lx,ly为顶标，nx,ny分别为x点集y点集的个数
21. **int** visx[M],visy[M],w[M][M];
23. **int** DFS(**int** x)
24. {
25. visx[x] = 1;
26. **for** (**int** y = 1; y <= ny; y ++)
27. {
28. **if** (visy[y]) ontinue;
29. **int** t = lx[x] + ly[y] - w[x][y];
30. **if** (t == 0)
31. {
32. visy[y] = 1;
33. **if** (link[y] == -1||DFS(link[y]))
34. {
35. link[y] = x;
36. **return** 1;
37. }
38. }
39. **else** **if** (slack[y] > t)  ///不在相等子图中slack 取最小的
40. slack[y] = t;
41. }
42. **return** 0;
43. }
44. **int** KM()
45. {
46. **int** i,j;
47. memset (link,-1,**sizeof**(link));
48. memset (ly,0,**sizeof**(ly));
49. **for** (i = 1; i <= nx; i ++)          ///lx初始化为与它关联边中最大的
50. **for** (j = 1,lx[i] = -inf; j <= ny; j ++)
51. **if** (w[i][j] > lx[i])
52. lx[i] = w[i][j];
54. **for** (**int** x = 1; x <= nx; x ++)
55. {
56. **for** (i = 1; i <= ny; i ++)
57. slack[i] = inf;
58. **while** (1)
59. {
60. memset (visx,0,**sizeof**(visx));
61. memset (visy,0,**sizeof**(visy));
62. **if** (DFS(x))     ///若成功（找到了增广轨），则该点增广完成，进入下一个点的增广
63. **break**;  ///若失败（没有找到增广轨），则需要改变一些点的标号，使得图中可行边的数量增加。
64. ///方法为：将所有在增广轨中（就是在增广过程中遍历到）的X方点的标号全部减去一个常数d，
65. ///所有在增广轨中的Y方点的标号全部加上一个常数d
66. **int** d = inf;
67. **for** (i = 1; i <= ny; i ++)
68. **if** (!visy[i]&&d > slack[i])
69. d = slack[i];
70. **for** (i = 1; i <= nx; i ++)
71. **if** (visx[i])
72. lx[i] -= d;
73. **for** (i = 1; i <= ny; i ++) ///修改顶标后，要把所有不在交错树中的Y顶点的slack值都减去d
74. **if** (visy[i])
75. ly[i] += d;
76. **else**
77. slack[i] -= d;
78. }
79. }
80. **int** res = 0;
81. **for** (i = 1; i <= ny; i ++)
82. **if** (link[i] > -1)
83. res += w[link[i]][i];
84. **return** res;
85. }

**最小生成树**

并查集的方式，链式前向星存储

1. #include <string.h>
2. #include <stdio.h>
3. #include <iostream>
4. #include <algorithm>
5. **using** **namespace** std;
6. **struct** note
7. {
8. **int** start;
9. **int** end;
10. **int** w;
11. }edge[1005];
12. **int** pa[1005];
13. **int** m,n,k,p;
14. **bool** cmp(note a,note b)
15. {
16. **if**(a.w<b.w)
17. **return** **true**;
18. **return** **false**;
19. }
20. **void** make\_set()
21. {
22. **for**(**int** x=0;x<n;x++)
23. pa[x]=x;
24. }
25. **int** find(**int** x)
26. {
27. **if**(x!=pa[x])
28. **return** pa[x]=find(pa[x]);
29. **return** pa[x];
30. }
31. **int** kruskal()
32. {
33. **int** i,ans=0;
34. make\_set();
35. sort(edge,edge+p,cmp);
36. **for**(i=0;i<p;i++)
37. {
38. **int** x=find(edge[i].start);
39. **int** y=find(edge[i].end);
40. **if**(x!=y)
41. {
42. pa[y]=x;
43. ans+=edge[i].w;
44. }
45. }
46. **return** ans;
47. }
48. **int** main()
49. {
50. **char** x,y;
51. **while**(cin >> n)
52. {
53. p=0;
54. **if**(n==0)
55. **break**;
56. **for**(**int** i=0;i<n-1;i++)
57. {
58. cin>>x>> m;
59. **for**(**int** j=0;j<m;j++)
60. {
61. cin >> y >> k;
62. edge[p].start=x-'A';
63. edge[p].end=y-'A';
64. edge[p].w=k;
65. p++;
66. }
67. }
68. printf("%d\n",kruskal());
69. }
70. **return** 0;
71. }

**最短路径**

**Floyd 算法求多源最短路径**

1. #include <string.h>
2. #include <stdio.h>
3. #include <iostream>
4. **using** **namespace** std;
5. **const** **int** INF=1e9;
6. **int** map[1005][1005];
7. **int** m,n;
8. **void** chuzhi()//初始化数组，令其值为无穷大
9. {
10. **for**(**int** i=0;i<=n;i++)
11. **for**(**int** j=0;j<=m;j++)
12. map[i][j]=INF;
13. }
14. **int** main()
15. {
16. **int** x,y,a,b,w;
17. **while**(~scanf("%d%d",&n,&m))//n为节点数，m为路径数
18. {
19. chuzhi();//初始化数组
20. **for**(**int** i=0;i<m;i++)
21. {
22. cin >> a>> b>> w;
23. map[a][b]=map[b][a]=w;//采用邻接矩阵的方式存储数据
24. }
25. **for**(**int** k=1;k<=n;k++)//Floyd算法的核心部分，值得一提的是要注意三个循环的前后顺序
26. **for**(**int** i=1;i<=n;i++)
27. **for**(**int** j=1;j<=n;j++)
28. map[i][j]=min(map[i][j],map[i][k]+map[k][j]);
29. **for**(**int** i=1;i<=n;i++)//任意给出n组数据，输出其最短路径
30. {
31. cin >> x>>y;
32. printf("%d\n",map[x][y]);
33. }
34. }
35. **return** 0;
36. }

**[单源最短路spfa模板（stl更新版）](http://blog.csdn.net/lvshubao1314/article/details/39474411)**

1. #include <iostream>
2. #include <cstdio>
3. #include <cmath>
4. #include <queue>
5. #include <string.h>
6. **using** **namespace** std;
8. **const** **int** INF=0x3f3f3f3f;
9. **const** **int** maxm=511111;
10. **const** **int** maxn=111111;
12. **struct** EdgeNode
13. {
14. **int** to;
15. **int** w;
16. **int** next;
17. };
19. EdgeNode edges[maxm];
20. **int** N,M;
21. **int** head[maxn],edge;
22. **bool** vis[maxn];
23. queue <**int**> que;
24. **int** dis[maxn];
26. **void** addedge(**int** u,**int** v,**int** c)
27. {
28. edges[edge].w=c,edges[edge].to=v,edges[edge].next=head[u],head[u]=edge++;
29. }
31. **void** init()
32. {
33. memset(head,-1,**sizeof**(head));
34. edge=0;
35. }
37. **void** spfa(**int** s,**int** n)//单源最短路(s为起点，n为节点总数)
38. {
39. **int** u;
40. **for** (**int** i=0; i<=n; i++)
41. dis[i]=INF;
42. memset(vis,0,**sizeof**(vis));
43. **while** (!que.empty()) que.pop();
44. que.push(s);
45. vis[s]=**true**;
46. dis[s]=0;
47. **while** (!que.empty())
48. {
49. u=que.front();
50. que.pop();
51. vis[u]=**false**;
52. **for** (**int** i=head[u]; i!=-1; i=edges[i].next)
53. {
54. **int** v=edges[i].to;
55. **int** w=edges[i].w;
56. **if** (dis[v]>dis[u]+w)
57. {
58. dis[v]=dis[u]+w;
59. **if** (!vis[v])
60. {
61. vis[v]=**true**;
62. que.push(v);
63. }
64. }
65. }
66. }
67. }

**拓扑排序**

1. #include <stdio.h>
2. #include <string.h>
3. #include <iostream>
4. #include <algorithm>
5. #include <queue>
6. **using** **namespace** std;
7. **const** **int** maxn=30;
9. **int** head[maxn],ip,indegree[maxn];
10. **int** n,m,seq[maxn];
12. **struct** note
13. {
14. **int** v,next;
15. } edge[maxn\*maxn];
17. **void** init()
18. {
19. memset(head,-1,**sizeof**(head));
20. ip=0;
21. }
23. **void** addedge(**int** u,**int** v)
24. {
25. edge[ip].v=v,edge[ip].next=head[u],head[u]=ip++;
26. }
28. **int** topo()///拓扑，可做模板
29. {
30. queue<**int**>q;
31. **int** indeg[maxn];
32. **for**(**int** i=0; i<n; i++)
33. {
34. indeg[i]=indegree[i];
35. **if**(indeg[i]==0)
36. q.push(i);
37. }
38. **int** k=0;
39. **bool** res=**false**;
40. **while**(!q.empty())
41. {
42. **if**(q.size()!=1)res=**true**;
43. **int** u=q.front();
44. q.pop();
45. seq[k++]=u;
46. **for**(**int** i=head[u]; i!=-1; i=edge[i].next)
47. {
48. **int** v=edge[i].v;
49. indeg[v]--;
50. **if**(indeg[v]==0)
51. q.push(v);
52. }
53. }
54. **if**(k<n)**return** -1;///存在有向环不能进行拓扑排序
55. **if**(res)**return** 0;///可以进行拓扑排序，并且只有唯一一种方式，seq数组即是排序完好的序列
56. **return** 1;///可以进行拓扑排序，有多种情况，seq数组是其中一种序列
57. }

**数据结构**

**并查集**

1. #include <stdio.h>
2. #include <iostream>
3. #include <string.h>
4. **using** **namespace** std;
5. **int** n,m,k,fa[30010],num[30010],x,y;
6. **void** initset()//初始状态树的所有父亲节点都是其本身，该树的所含元素为1；
7. {
8. **for**(**int** i=0;i<n;i++)
9. {
10. fa[i]=i;
11. num[i]=1;
12. }
13. }
14. **int** find(**int** x)//寻找该点的根节点
15. {
16. **if**(x==fa[x])
17. **return** x;
18. **return** fa[x]=find(fa[x]);
19. }
20. **void** un(**int** x,**int** y)//若二者的根节点不同，则连到一起作为一个集合，该集合所含元素为先前二者之和
21. {
22. x=find(x);
23. y=find(y);
24. **if**(x!=y)
25. {
26. fa[y]=x;
27. num[x]+=num[y];
28. }
29. }
31. **int** main()
32. {
33. **while**(~scanf("%d%d",&n,&m))
34. {
35. **if**(n==0&&m==0)
36. **break**;
37. initset();
38. **for**(**int** i=0;i<m;i++)
39. {
40. scanf("%d",&k);
41. scanf("%d",&x);//输入一组数该组数一定在同一棵树上
42. **for**(**int** j=1;j<k;j++)
43. {
44. scanf("%d",&y);
45. un(x,y);
46. }
47. }
48. printf("%d\n",num[find(0)]);//树出和0有共同节点的树（即与0同一棵树）里的元素的个数//此处用num[a[0]]就错，我不知道为什么
49. }
50. **return** 0;
51. }

**优先队列**

STL中的优先队列的含义就是在队列出队时首先出队的是数值最大的那个元素。优先队列的头文件在<queue>中，其基本操作有：

1，定义：priority\_queue<类型> 名称，eg：priority\_queue<int >que;   -> 定义了一个名为que的元素类型为基本整型的优先队列

2，插入元素：que.push(要插入的元素)；

3，出队：que.top();

4，删除队头元素 que.pop();

5，que.empty();队列为空返回真

6，返回队列中元素的个数  que.size();

另外：优先队列的优先级默认的是大的数优先，有时候需要自定义优先级。

1. **struct** cmp//小的数优先
2. {
3. **bool** operator ()(**int** x,**int** y)
4. {
5. **return** x>y;
6. }
7. };
8. priority\_queue<**int**,vector<**int**>,cmp>que;
9. **struct** node//结构体的优先顺序自定义
10. {
11. **int** x, y;
12. **friend** **bool** operator < (node a, node b)
13. {
14. **return** a.x > b.x; //结构体中，x小的优先级高
15. }
16. };
17. priority\_queue<node>q;
18. #include <stdio.h>
19. #include <string.h>
20. #include <iostream>
21. #include <algorithm>
22. #include <queue>
23. **using** **namespace** std;
24. **struct** note
25. {
26. **int** a,b;
27. }aa[10005];
28. **bool** cmp(note a,note b)
29. {
30. **return** a.a<b.a;
31. }
32. **int** n,l,p;
33. **void** solve()
34. {
35. aa[n].a=l;
36. aa[n++].b=0;
37. priority\_queue<**int**> que;
38. **int** pos=0,tank=p,ans=0;
39. **for**(**int** i=0;i<n;i++)
40. {
41. **int** d=aa[i].a-pos;
42. **while**(tank-d<0)
43. {
44. **if**(que.empty())
45. {
46. puts("-1");
47. **return**;
48. }
49. tank+=que.top();
50. que.pop();
51. ans++;
52. }
53. tank-=d;
54. pos=aa[i].a;
55. que.push(aa[i].b);
56. }
57. printf("%d\n",ans);
58. }
59. **int** main()
60. {
61. **while**(~scanf("%d",&n))
62. {
63. **for**(**int** i=0;i<n;i++)
64. scanf("%d%d",&aa[i].a,&aa[i].b);
65. scanf("%d%d",&l,&p);
66. **for**(**int** i=0;i<n;i++)
67. aa[i].a=l-aa[i].a;
68. sort(aa,aa+n,cmp);
69. solve();
70. }
71. **return** 0;
72. }

**next\_permutation（全排列）**

**如果存在a之后的排列，就返回true。如果a是最后一个排列没有后继，返回false，每执行一次，a就变成它的后继**

1. **bool** solve()
2. {
3. sort(a,a+4);
4. **do**
5. {
6. **//各种操作**
7. }**while**(next\_permutation(a,a+4));//生成全排列的函数

**LCA算法-最近公共祖先**

**1，在线算法**

1. #include <cstdio>
2. #include <iostream>
3. #include <cstring>
4. #include <algorithm>
6. **using** **namespace** std;
7. **const** **int** INF=0x3f3f3f;
8. **const** **int** maxn=111111;
9. **const** **int** maxm=111111;
10. **int** n,m;
12. **struct** EDGENODE{
13. **int** to;
14. **int** w;
15. **int** next;
16. };
17. **struct** SGRAPH{
18. **int** head[maxn];
19. EDGENODE edges[maxm];
20. **int** edge;
21. **void** init(){
22. memset(head,-1,**sizeof**(head));
23. edge=0;
24. }
25. **void** addedge(**int** u,**int** v,**int** c){
26. edges[edge].w=c,edges[edge].to=v,edges[edge].next=head[u],head[u]=edge++;
27. }
28. //------------
29. **int** d[maxn][20];
30. //元素从1编号到n
31. **void** makeRmqIndex(**int** A[],**int** n){
32. **for**(**int** i=1;i<=n;i++) d[i][0]=i;
33. **for**(**int** j=1;(1<<j)<=n;j++)
34. **for**(**int** i=1;i+(1<<j)-1<=n;i++)
35. d[i][j] = A[d[i][j-1]] < A[d[i+(1<<(j-1))][j-1]]? d[i][j-1]:d[i+(1<<(j-1))][j-1];
36. }
37. **int** rmqIndex(**int** L,**int** R,**int** A[])
38. {
39. **int** k=0;
40. **while** ((1<<(k+1))<=R-L+1) k++;
41. **return** A[d[L][k]]<A[d[R-(1<<k)+1][k]]? d[L][k]:d[R-(1<<k)+1][k];
42. }
43. //---------------------
44. **int** E[maxn\*2],R[maxn],D[maxn\*2],mn;
45. **void** dfs(**int** u,**int** p,**int** d){
46. E[++mn]=u;
47. D[mn]=d;
48. R[u]=mn;
49. **for** (**int** i=head[u];i!=-1;i=edges[i].next){
50. **int** v=edges[i].to;
51. **if** (v==p) **continue**;
52. dfs(v,u,d+1);
53. E[++mn]=u;
54. D[mn]=d;
55. }
56. }
57. **void** LCA\_init(){
58. mn=0;
59. memset(R,0,**sizeof**(R));
60. dfs(1,-1,1);
61. makeRmqIndex(D,mn);
62. getd(1,-1,0);
63. }
64. **int** LCA(**int** u,**int** v){
65. **if** (R[u]>=R[v]) **return** E[rmqIndex(R[v],R[u],D)];
66. **else** **return** E[rmqIndex(R[u],R[v],D)];
68. }
69. //--------------------
70. **int** deep[maxn];
71. **void** getd(**int** u,**int** p,**int** w){
72. deep[u]=w;
73. **for** (**int** i=head[u];i!=-1;i=edges[i].next){
74. **int** v=edges[i].to;
75. **if** (v==p) **continue**;
76. getd(v,u,w+edges[i].w);
77. }
78. }
79. **int** getDis(**int** u,**int** v){
80. **int** lca=LCA(u,v);
81. **return** deep[u]+deep[v]-deep[lca]\*2;
82. }
83. **int** done(**int** x,**int** y,**int** z){
84. **int** ans=INF,res=0;
85. **int** lca1,lca2;
87. lca1=LCA(x,y);
88. res=deep[x]+deep[y]-deep[lca1]\*2;
89. lca2=LCA(lca1,z);
90. res+=deep[lca1]+deep[z]-deep[lca2]\*2;
91. ans=min(ans,res);
93. lca1=LCA(x,z);
94. res=deep[x]+deep[z]-deep[lca1]\*2;
95. lca2=LCA(lca1,y);
96. res+=deep[lca1]+deep[y]-deep[lca2]\*2;
97. ans=min(ans,res);
99. lca1=LCA(y,z);
100. res=deep[y]+deep[z]-deep[lca1]\*2;
101. lca2=LCA(lca1,x);
102. res+=deep[lca1]+deep[x]-deep[lca2]\*2;
103. ans=min(ans,res);
105. **return** ans;
106. }
107. }solver;

**2，离线算法**

1. /\*\*
2. LCA（离线算法）
3. 主函数除建边外还应调用
4. init();
5. dir[1]=0;
6. tarjan(1);
7. \*/
8. #include <stdio.h>
9. #include <string.h>
10. #include <iostream>
11. #include <algorithm>
12. **using** **namespace** std;
13. **const** **int** maxn=40010;
15. **struct** note
16. {
17. **int** u,v,w,lca,next;
18. }edge[maxn\*2],edge1[805];
20. **int** head[maxn],ip,head1[maxn],ip1;///需要建两次边。1，该树的边2，需要查询的两点
21. **int** m,n;
22. **int** father[maxn],vis[maxn],dir[maxn];
23. ///依次表示u点的祖先、标记是否访问过，到根节点的距离
25. **void** init()
26. {
27. memset(vis,0,**sizeof**(vis));
28. memset(dir,0,**sizeof**(dir));
29. memset(head,-1,**sizeof**(head));
30. memset(head1,-1,**sizeof**(head1));
31. ip=ip1=0;
32. }
34. **void** addedge(**int** u,**int** v,**int** w)
35. {
36. edge[ip].v=v,edge[ip].w=w,edge[ip].next=head[u],head[u]=ip++;
37. }
39. **void** addedge1(**int** u,**int** v)
40. {
41. edge1[ip1].u=u,edge1[ip1].v=v,edge1[ip1].lca=-1,edge1[ip1].next=head1[u],head1[u]=ip1++;
42. }
44. **int**  Find(**int** x)
45. {
46. **if**(father[x]==x)
47. **return** x;
48. **return** father[x]=Find(father[x]);
49. }
51. **void** Union(**int** x,**int** y)
52. {
53. x=Find(x);
54. y=Find(y);
55. **if**(x!=y)
56. father[y]=x;
57. }
59. **void** tarjan(**int** u)
60. {
61. vis[u]=1;
62. father[u]=u;
63. **for**(**int** i=head[u];i!=-1;i=edge[i].next)
64. {
65. **int** v=edge[i].v;
66. **int** w=edge[i].w;
67. **if**(!vis[v])
68. {
69. dir[v]=dir[u]+w;
70. tarjan(v);
71. Union(u,v);
72. }
73. }
74. **for**(**int** i=head1[u];i!=-1;i=edge1[i].next)
75. {
76. **int** v=edge1[i].v;
77. **if**(vis[v])
78. {
79. edge1[i].lca=edge1[i^1].lca=father[Find(v)];
80. }
81. }
82. }

**树链剖分**

1. /\*\*
2. hdu3966  树链剖分（区间更新和单点求值）
3. 题目大意：给定一棵树，对指定的连点之间的点的权进行更新，过程中询问指定点的当前值
4. 解题思路：树链剖分，区间更新维护的题目
5. \*/
6. #include <stdio.h>
7. #include <string.h>
8. #include <algorithm>
9. #include <iostream>
10. **using** **namespace** std;
11. **const** **int** maxn=50005;
12. **typedef** **long** **long** LL;
13. **int** n,m,q,z;
14. LL a[maxn],sum[maxn\*4],col[maxn\*4];
15. **int** fa[maxn],Hash[maxn],dep[maxn],son[maxn],siz[maxn];
16. **int** num[maxn],top[maxn];
18. **int** head[maxn],ip;
20. **void** init()
21. {
22. memset(head,-1,**sizeof**(head));
23. memset(col,0,**sizeof**(col));
24. memset(sum,0,**sizeof**(sum));
25. ip=0;
26. }
28. **struct** note
29. {
30. **int** v,next;
31. }edge[maxn\*4];
33. **void** addedge(**int** u,**int** v)
34. {
35. edge[ip].v=v,edge[ip].next=head[u],head[u]=ip++;
36. }
38. **void** dfs(**int** u,**int** pre)
39. {
40. son[u]=0,siz[u]=1,dep[u]=dep[pre]+1,fa[u]=pre;
41. **for**(**int** i=head[u];i!=-1;i=edge[i].next)
42. {
43. **int** v=edge[i].v;
44. **if**(v==pre)**continue**;
45. dfs(v,u);
46. **if**(siz[son[u]]<siz[v])
47. {
48. son[u]=v;
49. }
50. siz[u]+=siz[v];
51. }
52. ///printf("%d fa,dep,siz,son %d %d %d %d\n",u,fa[u],dep[u],siz[u],son[u]);
53. }
55. **void** set\_que(**int** u,**int** tp)
56. {
57. top[u]=tp,num[u]=++z,Hash[z]=u;
58. **if**(son[u])
59. {
60. set\_que(son[u],tp);
61. }
62. **for**(**int** i=head[u];i!=-1;i=edge[i].next)
63. {
64. **int** v=edge[i].v;
65. **if**(v==fa[u]||v==son[u])**continue**;
66. set\_que(v,v);
67. }
68. ///  printf("%d top num %d %d\n",u,top[u],num[u]);
69. }
71. **void** push\_up(**int** root)
72. {
73. sum[root]=sum[root<<1]+sum[root<<1|1];
74. }
75. **void** build(**int** root,**int** l,**int** r)
76. {
77. col[root]=0;
78. **if**(l==r)
79. {
80. sum[root]=a[Hash[l]];
81. **return**;
82. }
83. **int** mid=(l+r)>>1;
84. build(root<<1,l,mid);
85. build(root<<1|1,mid+1,r);
86. push\_up(root);
87. }
89. **void** push\_down(**int** root,**int** len)
90. {
91. **if**(col[root])
92. {
93. col[root<<1]+=col[root];
94. col[root<<1|1]+=col[root];
95. sum[root<<1]+=col[root]\*(len-(len>>1));
96. sum[root<<1|1]+=col[root]\*(len>>1);
97. col[root]=0;
98. }
99. }
100. **void** update(**int** root,**int** l,**int** r,**int** x,**int** y,**int** z)
101. {
102. **if**(l>y||r<x)**return**;
103. **if**(x<=l&&r<=y)
104. {
105. col[root]+=z;
106. sum[root]+=(r-l+1)\*z;
107. **return**;
108. }
109. push\_down(root,r-l+1);
110. **int** mid=(l+r)>>1;
111. update(root<<1,l,mid,x,y,z);
112. update(root<<1|1,mid+1,r,x,y,z);
113. push\_up(root);
114. }
115. LL query(**int** root,**int** l,**int** r,**int** loc)
116. {
117. **if**(l>loc||r<loc)**return** 0;
118. **if**(l==r)
119. {
120. **return** sum[root];
121. }
122. push\_down(root,r-l+1);
123. **int** mid=(l+r)>>1;
124. **if**(loc<=mid)
125. **return** query(root<<1,l,mid,loc);
126. **else**
127. **return** query(root<<1|1,mid+1,r,loc);
128. }
129. **int** main()
130. {
131. //freopen("data.txt","r",stdin);
132. **while**(~scanf("%d%d%d",&n,&m,&q))
133. {
134. init();
135. **for**(**int** i=1;i<=n;i++)
136. {
137. scanf("%I64d",&a[i]);
138. }
139. **for**(**int** i=0;i<m;i++)
140. {
141. **int** u,v;
142. scanf("%d%d",&u,&v);
143. addedge(u,v);
144. addedge(v,u);
145. }
146. **int** root=(n+1)>>1;
147. z=0,dep[0]=0,siz[0]=0;
148. dfs(root,0);
149. set\_que(root,root);
150. build(1,1,z);
151. **while**(q--)
152. {
153. **char** s[20];
154. **int** x,y,zz;
155. scanf("%s",s);
156. **if**(s[0]=='Q')
157. {
158. scanf("%d",&x);
159. printf("%I64d\n",query(1,1,z,num[x]));
160. }
161. **else**
162. {
163. scanf("%d%d%d",&x,&y,&zz);
164. **if**(s[0]=='D')zz=-zz;
165. **int** f1=top[x],f2=top[y];
166. **while**(f1!=f2)
167. {
168. **if**(dep[f1]<dep[f2])
169. {
170. swap(f1,f2);
171. swap(x,y);
172. }
173. update(1,1,z,num[f1],num[x],zz);
174. x=fa[f1],f1=top[x];
175. }
176. **if**(dep[x]>dep[y])
177. {
178. swap(x,y);
179. }
180. update(1,1,z,num[x],num[y],zz);
181. }
182. }
183. }
184. **return** 0;
185. }

**高精度加法和乘法类**

1. /\*\*
2. 如何用：
3. 1、变量声明：可以给初值，如：BigInt ans=100;
4. 可以补给初值（默认为0），如BigInt ans；
5. 2、计算：可以连个BigInt对象相乘，相加；ans+ans\*ans;
6. 也可以和整数相乘相加，如：ans+78\*ans;
7. \*/
8. **struct** BigInt
9. {
10. **const** **static** **int** mod=10000;
11. **const** **static** **int** DLEN=4;
12. **int** a[600],len;
13. BigInt()
14. {
15. memset(a,0,**sizeof**(a));
16. len=1;
17. }
18. BigInt(**int** v)
19. {
20. memset(a,0,**sizeof**(a));
21. len=0;
22. **do**
23. {
24. a[len++]=v%mod;
25. v/=mod;
26. }
27. **while**(v);
28. }
29. BigInt(**const** **char** \*s)
30. {
31. memset(a,0,**sizeof**(a));
32. **int** L=strlen(s);
33. len=L/DLEN;
34. **if**(L%DLEN)len++;
35. **int** index=0;
36. **for**(**int** i=L-1; i>=0; i-=DLEN)
37. {
38. **int** t=0;
39. **int** k=i-DLEN+1;
40. **if**(k<0)k=0;
41. **for**(**int** j=k; j<=i; j++)
42. {
43. t=t\*10+s[j]-'0';
44. }
45. a[index++]=t;
46. }
47. }
48. BigInt operator +(**const** BigInt &b)**const**
49. {
50. BigInt res;
51. res.len=max(len,b.len);
52. **for**(**int** i=0; i<=res.len; i++)
53. {
54. res.a[i]=0;
55. }
56. **for**(**int** i=0; i<res.len; i++)
57. {
58. res.a[i]+=((i<len)?a[i]:0)+((i<b.len)?b.a[i]:0);
59. res.a[i+1]+=res.a[i]/mod;
60. res.a[i]%=mod;
61. }
62. **if**(res.a[res.len]>0)res.len++;
63. **return** res;
64. }
65. BigInt operator \*(**const** BigInt &b)**const**
66. {
67. BigInt res;
68. **for**(**int** i=0; i<len; i++)
69. {
70. **int** up=0;
71. **for**(**int** j=0; j<b.len; j++)
72. {
73. **int** temp=a[i]\*b.a[j]+res.a[i+j]+up;
74. res.a[i+j]=temp%mod;
75. up=temp/mod;
76. }
77. **if**(up!=0)
78. res.a[i+b.len]=up;
79. }
80. res.len=len+b.len;
81. **while**(res.a[res.len-1]==0&&res.len>1)res.len--;
82. **return** res;
83. }
84. **void** output()
85. {
86. printf("%d",a[len-1]);
87. **for**(**int** i=len-2; i>=0; i--)
88. printf("%04d",a[i]);
89. printf("\n");
90. }
91. };

**数论**

**素数筛选**

1. #include <string.h>
2. #include <stdio.h>
3. #include <iostream>
4. **using** **namespace** std;
5. **const** **int** N=165005;
6. **bool** prime[N];
7. **long** **long** p[N];
8. **int** main()
9. {
10. **long** **long** t,n,i,j,k=0;
11. memset(prime,**true**,**sizeof**(prime));
12. **for**(i=2; i<N; i++)
13. {
14. **if**(prime[i])
15. {
16. p[k++]=i;
17. **for**(j=i\*i; j<=N; j+=i)
18. prime[j]=**false**;
19. }
20. }
21. **while**(~scanf("%lld",&t))
22. {
23. **while**(t--)
24. {
25. scanf("%lld",&n);
26. printf("%lld\n",p[n-1]);
27. }
28. }
29. **return** 0;
30. }

**扩展欧几里得**

A\*X+B\*Y=GCD(A,B);函数的返回值为满足条件的X和Y.

A line on the plane is described by an equation Ax + By + C =0. You are to find any point on this line, whose coordinates are integer numbers from  - 5·1018 to 5·1018 inclusive, or to find out that such points do not exist.

**Input**

The first line contains three integers A, B and C ( - 2·109 ≤ A, B, C ≤ 2·109) — corresponding coefficients of the line equation. It is guaranteed that A2 + B2 > 0.

**Output**

If the required point exists, output its coordinates, otherwise output -1.

**Sample test(s)**

**input**

2 5 3

**output**

6 -3

思路：先将A,B,C除以gcd(a,b)，此时保证A,B已经互素，调用模板求出的特解x，y 只需乘上c即为答案。

1. #include <iostream>
2. #include <string.h>
3. #include <algorithm>
4. #include <stdio.h>
6. **using** **namespace** std;
7. **//-----------------------------------------------------------**
8. **//模板部分**
9. **typedef** **long** **long** LL;
10. LL gcd(LL a,LL b)
11. {
12. **return** b ? gcd(b,a%b):a;
13. }
14. **void** extend\_Euclid(LL a,LL b,LL &x,LL & y)
15. {
16. **if**(b == 0)
17. {
18. x = 1;
19. y = 0;
20. **return**;
21. }
22. extend\_Euclid(b,a%b,x,y);
23. LL tmp = x;
24. x = y;
25. y = tmp - (a / b) \* y;
26. }
27. //---------------------------------------------------------------
28. **int** main()
29. {
30. LL a,b,c,x,y;;
31. **while**(cin>>a>>b>>c)
32. {
33. c=-c;
34. LL g=gcd(a,b);
35. **if**(c%g)
36. {
37. printf("-1\n");
38. **continue**;
39. }
40. a/=g;
41. b/=g;
42. c/=g;
43. extend\_Euclid(a,b,x,y);
44. printf("%lld %lld\n",x\*c,y\*c);
45. }
46. **return** 0;
47. }

**素因子分解（n，n！）**

题目：输入两个整数，m和n求出最大的整数k使得m^k是n！的约数。

**[cpp]** [view plain](http://blog.csdn.net/lvshubao1314/article/details/25691701" \o "view plain)[copy](http://blog.csdn.net/lvshubao1314/article/details/25691701" \o "copy)
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1. #include <stdio.h>
2. #include <string.h>
3. #include <math.h>
4. #include <iostream>
5. **using** **namespace** std;
6. **const** **int** N=10005;
7. **bool** prime[N];
8. **int** p[N];
9. **int** k,cnt;
10. **int** pri[N],num[N];
11. **void** isprime()//筛选出所需范围内所有的素数
12. {
13. k=0;
14. memset(prime,**true**,**sizeof**(prime));
15. **for**(**int** i=2;i<N;i++)
16. {
17. **if**(prime[i])
18. {
19. p[k++]=i;
20. **for**(**int** j=i+i;j<N;j+=i)
21. prime[j]=**false**;
22. }
23. }
24. }
25. **void** divide(**int** n)// 将整数n进行素因子分解素因子保存在pri[]素组中，而该素因子对应的幂指数保存在num[]素组中。
26. {
27. **int** t=(**int**)sqrt(1.0\*n);//若n不是素数那么最大的素因子只可能小于或等于根号n，优化省时
28. cnt=0;
29. **for**(**int** i=0;p[i]<=t;i++)
30. {
31. **if**(n%p[i]==0)
32. {
33. pri[cnt]=p[i];
34. **int** a=0;
35. **while**(n%p[i]==0)
36. {
37. a++;
38. n/=p[i];
39. }
40. num[cnt]=a;
41. cnt++;
42. }
43. }
44. **if**(n>1)//如果此时n还没被变为1，就说明n本身是一个素数
45. {
46. pri[cnt]=n;
47. num[cnt]=1;
48. cnt++;
49. }
50. }
51. **int** cal(**int** n,**int** p)//阶乘的素因子分解
52. {
53. **int** ans=0;
54. **while**(n)
55. {
56. ans+=n/p;
57. n/=p;
58. }
59. **return** ans;
60. }
61. **void** work(**int** m,**int** n)
62. {
63. divide(m);
64. **int** ans=99999999;
65. **for**(**int** i=0;i<cnt;i++)//若m的素因子在n！中都有则一定有n！可以整除m，反之就不行
66. {
67. **int** b=cal(n,pri[i]);
68. **int** tmp=b/num[i];
69. **if**(ans>tmp)//ans的最大取值总是等于n！和m对应素因子商的最小值
70. ans=tmp;
71. }
72. **if**(ans==0)
73. puts("Impossible to divide");
74. **else**
75. printf("%d\n",ans);
76. }
77. **int** main()
78. {
79. isprime();
80. **int** T,n,m,tt=1;
81. scanf("%d",&T);
82. **while**(T--)
83. {
84. scanf("%d%d",&m,&n);
85. printf("Case %d:\n",tt++);
86. work(m,n);
87. }
88. **return** 0;
89. }

**博弈**

斐波那契博弈

有一堆个数为n的石子，游戏双方轮流取石子，满足：

1)先手不能在第一次把所有的石子取完；

2)之后每次可以取的石子数介于1到对手刚取的石子数的2倍之间（包含1和对手刚取的石子数的2倍）。

1. #include<iostream>
2. #include<cstdio>
3. #include<cstring>
4. #include<algorithm>
5. #include<cmath>
6. #include<vector>
7. #include<string>
8. #include<map>
9. #define LL long long
10. #define N 1000000
11. #define inf 1<<20
12. **using** **namespace** std;
13. **int** fib[50];
14. **int** main(){
15. fib[0]=1;fib[1]=2;
16. **for**(**int** i=2;i<45;i++)
17. fib[i]=fib[i-1]+fib[i-2];
18. **int** n;
19. **while**(scanf("%d",&n)!=EOF&&n){
20. **int** i=0;
21. **for**(i=0;i<45;i++)
22. **if**(fib[i]==n)
23. **break**;
24. **if**(i<45)
25. puts("Second win");
26. **else**
27. puts("First win");
28. }
29. **return** 0;
30. }
31. #include<iostream>
32. #include<cstdio>
33. #include<cstring>
34. #include<algorithm>
35. #include<cmath>
36. #include<vector>
37. #include<string>
38. #include<map>
39. #define LL long long
40. #define N 1000000
41. #define inf 1<<20
42. **using** **namespace** std;
43. **int** fib[50];
44. **int** main(){
45. fib[0]=1;fib[1]=2;
46. **for**(**int** i=2;i<45;i++)
47. fib[i]=fib[i-1]+fib[i-2];
48. **int** n;
49. **while**(scanf("%d",&n)!=EOF&&n){
50. **int** i=0;
51. **for**(i=0;i<45;i++)
52. **if**(fib[i]==n)
53. **break**;
54. **if**(i<45)
55. puts("Second win");
56. **else**
57. puts("First win");
58. }
59. **return** 0;
60. }

**威佐夫博奕（Wythoff Game）**

有两堆各若干个物品，两个人轮流从某一堆或同时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

1. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
2. 威佐夫博弈
3. a(k)=k\*(1+sqrt(5))/2.0
4. b(k)=a(k)+k；
5. \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
6. #include <iostream>
7. #include <cmath>
8. **using** **namespace** std;
10. **int** main()
11. {
12. **int** a,b;
13. **while**(cin>>a>>b)
14. {
15. **if**(a>b)
16. swap(a,b);
17. **int** k=b-a;
18. **if**(a==(**int**)(k\*(1+sqrt(5))/2.0))
19. cout<<0<<endl;
20. **else**
21. cout<<1<<endl;
22. }
23. **return** 0;
24. }

**字符串**

**[后缀数组模板](http://blog.csdn.net/lvshubao1314/article/details/38374359)**

1. #include <iostream>
2. #include <cstring>
3. #include <algorithm>
4. #include <cstdio>
5. **using** **namespace** std;
6. **const** **int** maxn=211111;
7. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*
8. \*\*  后缀数组 Suffix Array
9. \*\*  INIT：solver.call\_fun(char\* s);
10. \*\*  CALL: solver.lcp(int i,int j); //后缀i与后缀j的最长公共前缀
11. \*\*  SP\_USE: solver.LCS(char \*s1,char\* s2); //最长公共字串
12. \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
13. **struct** SuffixArray
14. {
15. **int** r[maxn];
16. **int** sa[maxn],rank[maxn],height[maxn];
17. **int** t[maxn],t2[maxn],c[maxn],n;
18. **int** m;//模板长度
19. **void** init(**char**\* s)
20. {
21. n=strlen(s);
22. **for** (**int** i=0; i<n; i++) r[i]=**int**(s[i]);
23. m=300;
24. }
25. **int** cmp(**int** \*r,**int** a,**int** b,**int** l)
26. {
27. **return** r[a]==r[b]&&r[a+l]==r[b+l];
28. }
29. /\*\*
30. 字符要先转化为正整数
31. 待排序的字符串放在r[]数组中，从r[0]到r[n-1]，长度为n，且最大值小于m。
32. 所有的r[i]都大于0,r[n]无意义算法中置0
33. 函数结束后，结果放在sa[]数组中(名次从1..n)，从sa[1]到sa[n]。s[0]无意义
34. \*\*/
35. **void** build\_sa()
36. {
37. **int** i,k,p,\*x=t,\*y=t2;
38. r[n++]=0;
39. **for** (i=0; i<m; i++) c[i]=0;
40. **for** (i=0; i<n; i++) c[x[i]=r[i]]++;
41. **for** (i=1; i<m; i++) c[i]+=c[i-1];
42. **for** (i=n-1; i>=0; i--) sa[--c[x[i]]]=i;
43. **for** (k=1,p=1; k<n; k\*=2,m=p)
44. {
45. **for** (p=0,i=n-k; i<n; i++) y[p++]=i;
46. **for** (i=0; i<n; i++) **if** (sa[i]>=k) y[p++]=sa[i]-k;
47. **for** (i=0; i<m; i++) c[i]=0;
48. **for** (i=0; i<n; i++) c[x[y[i]]]++;
49. **for** (i=1; i<m; i++) c[i]+=c[i-1];
50. **for** (i=n-1; i>=0; i--) sa[--c[x[y[i]]]]=y[i];
51. swap(x,y);
52. p=1;
53. x[sa[0]]=0;
54. **for** (i=1; i<n; i++) x[sa[i]]=cmp(y,sa[i-1],sa[i],k)?p-1:p++;
55. }
56. n--;
57. }
58. /\*\*
59. height[2..n]:height[i]保存的是lcp(sa[i],sa[i-1])
60. rank[0..n-1]:rank[i]保存的是原串中suffix[i]的名次
61. \*\*/
62. **void** getHeight()
63. {
64. **int** i,j,k=0;
65. **for** (i=1; i<=n; i++) rank[sa[i]]=i;
66. **for** (i=0; i<n; i++)
67. {
68. **if** (k) k--;
69. j=sa[rank[i]-1];
70. **while** (r[i+k]==r[j+k]) k++;
71. height[rank[i]]=k;
72. }
73. }
74. **int** d[maxn][20];
75. //元素从1编号到n
76. **void** RMQ\_init(**int** A[],**int** n)
77. {
78. **for** (**int** i=1; i<=n; i++) d[i][0]=A[i];
79. **for** (**int** j=1; (1<<j)<=n; j++)
80. **for** (**int** i=1; i+j-1<=n; i++)
81. d[i][j]=min(d[i][j-1],d[i+(1<<(j-1))][j-1]);
82. }
83. **int** RMQ(**int** L,**int** R)
84. {
85. **int** k=0;
86. L=rank[L];
87. R=rank[R];
88. **if**(L>R) swap(L,R);
89. L++;
90. **while** ((1<<(k+1))<=R-L+1) k++;
91. **return** min(d[L][k],d[R-(1<<k)+1][k]);
92. }
93. **void** LCP\_init()
94. {
95. RMQ\_init(height,n);
96. }
97. **int** lcp(**int** i,**int** j)
98. {
99. **if** (rank[i]>rank[j]) swap(i,j);
100. **return** RMQ(rank[i]+1,rank[j]);
101. }
102. **void** call\_fun(**char**\* s)
103. {
104. init(s);//初始化后缀数组
105. build\_sa();//构造后缀数组sa
106. getHeight();//计算height与rank
107. LCP\_init();//初始化RMQ
108. }
109. } solver;

**哈希表的构建与字符串哈希**

1. #include <stdio.h>
2. #include <iostream>
3. #include <string.h>
4. **using** **namespace** std;
5. **const** **int** maxn=2500\*2500+3;
6. **const** **int** maxd=15;
7. **const** **int** seed=2500\*2500+3;//是一个大素数
8. **typedef** **long** **long** LL;
9. **struct** HASH//哈希表
10. {
11. **int** head[seed];
12. **int** size;
13. **struct**  NODE
14. {
15. **int** key;
16. **int** value;
17. **int** next;
18. }edges[maxn];
19. **void** init()
20. {
21. memset(head,-1,**sizeof**(head));
22. size=0;
23. }
24. **void** insert(**int** key,**int** value)//插入值
25. {
26. **int** h=key%seed;
27. **for**(**int** i=head[h];i!=-1;i=edges[i].next)
28. {
29. **if**(edges[i].key==key)
30. {
31. edges[i].value=max(value,edges[i].value);
32. **return**;
33. }
34. }
35. edges[size].key=key;
36. edges[size].value=value;
37. edges[size].next=head[h];
38. head[h]=size++;
39. }
40. **int** search(**int** key)//寻找
41. {
42. **int** h=key%seed;
43. **for**(**int** i=head[h];i!=-1;i=edges[i].next)
44. {
45. **if**(edges[i].key==key)
46. {
47. **return** edges[i].value;
48. }
49. }
50. **return** -1;
51. }
52. }tr;
53. /\*\*另一种
54. \*/
55. **const** **int** MAXN=1<<20;
56. **const** **int** HASH = 1000007;
58. **struct** hashmap//建立哈希表
59. {
60. LL a[MAXN];
61. **int** head[HASH],next[MAXN],size;
62. **void** init() //初始化
63. {
64. memset(head,-1,**sizeof**(head));
65. size=0;
66. }
67. **bool** find(LL val) //查找一个元素是否在哈希表内
68. {
69. **int** tmp = (val%HASH + HASH)%HASH;
70. **for**(**int** i = head[tmp]; i!=-1; i=next[i])
71. **if**(val==a[i]) **return** **true**;
72. **return** **false**;
73. }
74. **void** add(LL val) //添加元素到哈希表中
75. {
76. **int** tmp =(val%HASH+HASH)%HASH;
77. **if**(find(val)) **return**;
78. a[size]=val;
79. next[size]=head[tmp];
80. head[tmp]=size++;
81. }
82. } h1;

**[ＳＴＬ中的find()函数，kmp的替代品](http://blog.csdn.net/lvshubao1314/article/details/29563951)**

1. #include <string>
2. #include <iostream>
3. **using** **namespace** std;
4. **int** main()
5. {
6. ////find函数返回类型 size\_type
7. string s("1a2b3c4d5e6f7g8h9i1a2b3c4d5e6f7g8ha9i");
8. string flag;
9. string::size\_type position;
11. //find 函数 返回jk 在s 中的下标位置
12. position = s.find("jk");
13. **if** (position != s.npos)  //如果没找到，返回一个特别的标志c++中用npos表示，我这里npos取值是4294967295，
14. {
15. cout << "position is : " << position << endl;
16. }
17. **else**
18. {
19. cout << "Not found the flag"<<endl;
20. }
21. //find 函数 返回flag 中任意字符 在s 中第一次出现的下标位置
22. flag = "c";
23. position = s.find\_first\_of(flag);
24. cout << "s.find\_first\_of(flag) is : " << position << endl;
25. //从字符串s 下标5开始，查找字符串b ,返回b 在s 中的下标
26. position=s.find("b",5);
27. cout<<"s.find(b,5) is : "<<position<<endl;

30. //查找s 中flag 出现的所有位置。
31. flag="a";
32. position=0;
33. **int** i=1;
34. **while**((position=s.find\_first\_of(flag,position))!=string::npos)
35. {
36. //position=s.find\_first\_of(flag,position);
37. cout<<"position  "<<i<<" : "<<position<<endl;
38. position++;
39. i++;
40. }
41. //查找flag 中与s 第一个不匹配的位置
42. flag="acb12389efgxyz789";
43. position=flag.find\_first\_not\_of (s);
44. cout<<"flag.find\_first\_not\_of (s) :"<<position<<endl;
45. //反向查找，flag 在s 中最后出现的位置
46. flag="3";
47. position=s.rfind (flag);
48. cout<<"s.rfind (flag) :"<<position<<endl;
49. **return** 0;
50. }

**KMP算法**

1. ///未经优化的kmp数组
2. **void** GetNext(**char**\* p,**int** next[])
3. {
4. **int** pLen = strlen(p);
5. next[0] = -1;
6. **int** k = -1;
7. **int** j = 0;
8. **while** (j < pLen)
9. {
10. //p[k]表示前缀，p[j]表示后缀
11. **if** (k == -1 || p[j] == p[k])
12. {
13. ++k;
14. ++j;
15. next[j] = k;
16. }
17. **else**
18. {
19. k = next[k];
20. }
21. }
22. }
23. ///优化过后的next 数组求法
24. **void** GetNextval(**char**\* p, **int** next[])
25. {
26. **int** pLen = strlen(p);
27. next[0] = -1;
28. **int** k = -1;
29. **int** j = 0;
30. **while** (j < pLen)
31. {
32. ///p[k]表示前缀，p[j]表示后缀
33. **if** (k == -1 || p[j] == p[k])
34. {
35. ++j;
36. ++k;
37. ///较之前next数组求法，改动在下面4行
38. **if** (p[j] != p[k])
39. next[j] = k;   ///之前只有这一行
40. **else**
41. ///因为不能出现p[j] = p[ next[j ]]，所以当出现时需要继续递归，k = next[k] = next[next[k]]
42. next[j] = next[k];
43. }
44. **else**
45. {
46. k = next[k];
47. }
48. }
49. }
50. **int** KmpSearch(**char**\* s, **char**\* p)
51. {
52. **int** i = 0;
53. **int** j = 0;
54. **int** sLen = strlen(s);
55. **int** pLen = strlen(p);
56. **while** (i < sLen && j < pLen)
57. {
58. ///①如果j = -1，或者当前字符匹配成功（即S[i] == P[j]），都令i++，j++
59. **if** (j == -1 || s[i] == p[j])
60. {
61. i++;
62. j++;
63. }
64. **else**
65. {
66. ///②如果j != -1，且当前字符匹配失败（即S[i] != P[j]），则令 i 不变，j = next[j]
67. ///next[j]即为j所对应的next值
68. j = next[j];
69. }
70. }
71. **if** (j == pLen)
72. **return** i - j;
73. **else**
74. **return** -1;
75. }

**AC自动机和矩阵**

1. #include <stdio.h>
2. #include <string.h>
3. #include <algorithm>
4. #include <stdio.h>
5. #include <map>
6. #include <queue>
7. **using** **namespace** std;
8. map<**char**,**int**>mp;
9. **int** N,M,P;
10. **struct** Matrix
11. {
12. **int** mat[110][110];
13. **int** n;
14. Matrix() {}
15. Matrix(**int** \_n)
16. {
17. n=\_n;
18. **for**(**int** i=0; i<n; i++)
19. {
20. **for**(**int** j=0; j<n; j++)
21. {
22. mat[i][j]=0;
23. }
24. }
25. }
26. };
28. **struct** Trie
29. {
30. **int** next[110][256],fail[110];
31. **bool** end[110];
32. **int** L,root;
33. **int** newnode()
34. {
35. **for**(**int** i=0; i<256; i++)
36. {
37. next[L][i]=-1;
38. }
39. end[L++]=**false**;
40. **return** L-1;
41. }
42. **void** init()
43. {
44. L=0;
45. root=newnode();
46. }
47. **void** insert(**char** \*buf)
48. {
49. **int** len=strlen(buf);
50. **int** now=root;
51. **for**(**int** i=0; i<len; i++)
52. {
53. **if**(next[now][mp[buf[i]]]==-1)
54. next[now][mp[buf[i]]]=newnode();
55. now=next[now][mp[buf[i]]];
56. }
57. end[now]=**true**;
58. }
59. **void** build()
60. {
61. queue<**int**>Q;
62. fail[root]=root;
63. **for**(**int** i=0; i<256; i++)
64. {
65. **if**(next[root][i]==-1)
66. next[root][i]=root;
67. **else**
68. {
69. fail[next[root][i]]=root;
70. Q.push(next[root][i]);
71. }
72. }
73. **while**(!Q.empty())
74. {
75. **int** now=Q.front();
76. Q.pop();
77. **if**(end[fail[now]]==**true**)
78. end[now]=**true**;
79. **for**(**int** i=0; i<256; i++)
80. {
81. **if**(next[now][i]==-1)
82. next[now][i]=next[fail[now]][i];
83. **else**
84. {
85. fail[next[now][i]]=next[fail[now]][i];
86. Q.push(next[now][i]);
87. }
88. }
89. }
90. }
91. Matrix getMatrix()
92. {
93. Matrix res=Matrix(L);
94. **for**(**int** i=0; i<L; i++)
95. {
96. **for**(**int** j=0; j<N; j++)
97. {
98. **if**(end[next[i][j]]==**false**)
99. res.mat[i][next[i][j]]++;
100. }
101. }
102. **return** res;
103. }
104. } ac;

**数位dp的模式（例1）**

1. /\*\*
2. spoj10606 数位dp （求出现的数字，所有偶数出现奇数次，所有奇数出现偶数次）
3. 解题思路：3进制表示数字0~9的出现情况，0表示没有出现，1表示奇数次，2表示偶数次
4. \*/
5. #include <string.h>
6. #include <stdio.h>
7. #include <iostream>
8. #include <algorithm>
9. **using** **namespace** std;
10. **typedef** **long** **long** LL;
11. LL dp[20][60000];
12. **int** bit[20];
13. **bool** check(**int** s)
14. {
15. **int** num[10];
16. **for**(**int** i=0;i<10;i++)
17. {
18. num[i]=s%3;
19. s/=3;
20. }
21. **for**(**int** i=0;i<10;i++)
22. {
23. **if**(num[i]!=0)
24. {
25. **if**(i%2==0&&num[i]==2)**return** **false**;
26. **if**(i%2==1&&num[i]==1)**return** **false**;
27. }
28. }
29. **return** **true**;
30. }
31. **int** getnews(**int** x,**int** s)
32. {
33. **int** num[10];
34. **for**(**int** i=0;i<10;i++)
35. {
36. num[i]=s%3;
37. s/=3;
38. }
39. **if**(num[x]==0)
40. num[x]=1;
41. **else**
42. num[x]=3-num[x];
43. **int** news=0;
44. **for**(**int** i=9;i>=0;i--)
45. {
46. news\*=3;
47. news+=num[i];
48. }
49. **return** news;
50. }
52. LL dfs(**int** pos,**int** s,**int** flag,**int** z)
53. {
54. **if**(pos==-1)**return** check(s);
55. **if**(!flag&&dp[pos][s]!=-1)
56. **return** dp[pos][s];
57. LL ans=0;
58. **int** end=flag?bit[pos]:9;
59. **for**(**int** i=0;i<=end;i++)
60. {
61. ans+=dfs(pos-1,(z&&i==0)?0:getnews(i,s),flag&&i==end,z&&i==0);
62. }
63. **if**(!flag)dp[pos][s]=ans;
64. **return** ans;
65. }
66. LL solve(LL n)
67. {
68. **int** len=0;
69. **while**(n)
70. {
71. bit[len++]=n%10;
72. n/=10;
73. }
74. **return** dfs(len-1,0,1,1);
75. }
77. **int** main()
78. {
79. **int** T;
80. memset(dp,-1,**sizeof**(dp));
81. LL a,b;
82. scanf("%d",&T);
83. **while**(T--)
84. {
85. scanf("%lld%lld",&a,&b);
86. printf("%lld\n",solve(b)-solve(a-1));
87. }
88. **return** 0;
89. }

**数位dp的模式（例2）**

1. /\*\*
2. hdu 3709   数位dp（自身平衡的数字）
3. 题目大意：求给定区间内满足自身平衡的数的个数，所谓平衡，
4. 比如：4139 is a balanced number with pivot fixed at 3. The torqueses are 4\*2 + 1\*1 = 9 and 9\*1 = 9, for left part and right part, respectively.
5. 解题思路：枚举支点。dp[i][j][k] i表示处理到的数位，j是支点，k是力矩和。但是要要把全是0的数排除
6. \*/
7. #include <stdio.h>
8. #include <string.h>
9. #include <algorithm>
10. #include <iostream>
11. **using** **namespace** std;
12. **typedef** **long** **long** LL;
14. LL dp[20][20][2000];
15. **int** bit[25];
17. LL dfs(**int** pos,**int** level,**int** presum,**int** flag)
18. {
19. **if**(pos==-1)**return** presum==0;
20. **if**(presum<0)**return** 0;
21. **if**(!flag&&dp[pos][level][presum]!=-1)
22. **return** dp[pos][level][presum];
23. **int** end=flag?bit[pos]:9;
24. LL ans=0;
25. **for**(**int** i=0; i<=end; i++)
26. {
27. ans+=dfs(pos-1,level,presum+(pos-level)\*i,flag&&(i==end));
28. }
29. **if**(!flag)dp[pos][level][presum]=ans;
30. **return** ans;
31. }
33. LL solve(LL n)
34. {
35. **int** len=0;
36. **while**(n)
37. {
38. bit[len++]=n%10;
39. n/=10;
40. }
41. LL ans=0;
42. **for**(**int** i=0; i<len; i++)
43. {
44. ans+=dfs(len-1,i,0,1);
45. }
46. **return** ans-(len-1);///去掉全部为0的情况
47. }
48. **int** main()
49. {
50. **int** T;
51. LL l,r;
52. memset(dp,-1,**sizeof**(dp));
53. scanf("%d",&T);
54. **while**(T--)
55. {
56. scanf("%I64d%I64d",&l,&r);
57. printf("%I64d\n",solve(r)-solve(l-1));
58. }
59. **return** 0;
60. }

**LIS**

[LIS 的 n\*logn 写法并标记输出其中任意一个](http://blog.csdn.net/lvshubao1314/article/details/38561889)

1. #include <cstdio>
2. #include <cstring>
3. #include <algorithm>
4. **using** **namespace** std;
5. **const** **int** maxn = 3010;
6. **int** q[maxn],path[maxn],c[maxn],st[maxn],n;
7. //q:最长上升子序列的下标，path：该位置在上升子序列中前一个位置的下表 c：原序列,st:最后保存一个最长上升子序列
9. **int** bin\_search(**int** x,**int** l,**int** r)//返回已知的最长上升子序列中最后一个小于x的位置+1
10. {
11. **while**(l<=r)
12. {
13. **int** mid=(l+r)>>1;
14. **if**(c[q[mid]]<x)
15. l=mid+1;
16. **else**
17. r=mid-1;
18. }
19. **return** l;
20. }
22. **int** main()
23. {
24. //freopen("lis.in","r",stdin);
25. //freopen("lis.out","w",stdout);
26. **while**(~scanf("%d",&n))
27. {
28. **for**(**int** i=0; i<n; i++)
29. scanf("%d",&c[i]);
30. **int** len=0;
31. q[len++]=0;
32. path[0]=0;
33. **for**(**int** i=0; i<n; i++)
34. {
35. **if**(c[i]>c[q[len-1]])//已求的序列中没有比这个数大的，最长上升子序列加1
36. {
37. path[i]=q[len-1];
38. q[len++]=i;
39. }
40. **else**
41. {
42. **int** idex = bin\_search(c[i],0,len-1);//寻找已知子序列中最后一个比它小的位置，该数放在其后
43. path[i] = idex ? q[idex-1] : 0;
44. q[idex] = i;
45. }
46. }
47. **int** k=0;
48. printf("%d\n",len);
49. st[k++]=c[q[len-1]];
50. **int** tmp=q[len-1];
51. **while**(--len)
52. {
53. tmp = path[tmp];
54. st[k++]=c[tmp];
55. }
56. **for**(**int** i=k-1;i>=0;i--)
57. printf(i==0?"%d\n":"%d ",st[i]);
58. }
59. **return** 0;
60. }
61. /\*\*
63. 7
64. 2 3 1 4 0 3 6
66. \*/

**计算几何**

**(一)求多边形的面积（用叉积计算）**

1. //叉积,可以用来判断方向和求面积
2. **double** cross(Point a,Point b,Point c){
3. **return** (c.x-a.x)\*(b.y-a.y) - (b.x-a.x)\*(c.y-a.y);
4. }

7. //求多边形的面积
8. **double** S(Point p[],**int** n){
9. **double** ans = 0;
10. p[n] = p[0];
11. **for**(**int** i=1;i<n;i++)
12. ans += cross(p[0],p[i],p[i+1]);
13. **if**(ans < 0) ans = -ans;
14. **return** ans / 2.0;
15. }

**(二)求多边形的重心**

1. //求多边形的重心
2. Point grabity(Point p[],**int** n){
3. Point G;
4. **double** sum\_area=0;
5. **for**(**int** i=2;i<n;i++){
6. **double** area = cross(p[0],p[i-1],p[i]);
7. sum\_area+=area;
8. G.x+=(p[0].x+p[i-1].x+p[i].x)\*area;
9. G.y+=(p[0].y+p[i-1].y+p[i].y)\*area;
10. }
11. G.x=G.x/3/sum\_area,G.y=G.y/3/sum\_area;
12. **return** G;
13. }

**(三)andrew算法求凸包**

1. /\*\*
2. 求二维凸包Andrew算法，将所有的点按x小到大(x相等，y小到大)排序
3. 删去重复的点，得到一个序列p1,p2...,然后把p1,p2放入凸包中，从p3
4. 开始当新点再前进方向左边时(可以用叉积判断方向)继续，否则，依次
5. 删除最近加入凸包的点，直到新点再左边。
6. \*\*/
8. **int** ConvexHull(Point \*p,**int** n,Point \*stack){
9. sort(p,p+n);
10. n=unique(p,p+n)-p;
11. **int** m=0;
12. **for**(**int** i=0;i<n;i++){//如果不希望凸包的边上有输入的点则把两个等号去掉
13. **while**(m>1&&cross(stack[m-2],p[i],stack[m-1])<=0) m--;
14. stack[m++]=p[i];
15. }
16. **int** k=m;
17. **for**(**int** i=n-2;i>=0;i--){
18. **while**(m>k&&cross(stack[m-2],p[i],stack[m-1])<=0)m--;
19. stack[m++]=p[i];
20. }
21. **if**(n>1) m--;
22. **return** m;
23. }

**(四)比较函数提高精度：**

1. //判断符号，提高精度
2. **int** dcmp(**double** x){
3. **if**(fabs(x)<eps) **return** 0;
4. **else** **return** x < 0 ? -1 : 1;
5. }

**(五)向量/以及常见运算重载**

1. **struct** Point{
2. **double** x,y;
3. Point():x(0),y(0){}
4. Point(**double** \_x,**double** \_y):x(\_x),y(\_y){}
5. **bool** operator <(**const** **struct** Point &tmp) **const**{
6. **if**(x==tmp.x) **return** y<tmp.y;
7. **return** x<tmp.x;
8. }
9. };
11. **typedef** Point Vector;
12. Vector operator + (Vector A, Vector B){
13. **return** Vector(A.x+B.x, A.y+B.y);
14. }
15. Vector operator - (Point A, Point B){
16. **return** Vector(A.x-B.x, A.y-B.y);
17. }
18. Vector operator \* (Vector A, **double** p){
19. **return** Vector(A.x\*p, A.y\*p);
20. }
21. Vector operator / (Vector A, **double** p){
22. **return** Vector(A.x/p, A.y/p);
23. }
24. **bool** operator == (Vector A,Vector B){
25. **return** dcmp(A.x-B.x)==0&&dcmp(A.y-B.y)==0;
26. }
27. **double** Dot(Vector A, Vector B){//向量相乘
28. **return** A.x\*B.x + A.y\*B.y;  //a\*b\*cos(a,b)
29. }
30. **double** Length(Vector A){
31. **return** sqrt(Dot(A, A));    //向量的长度
32. }
33. **double** Angle(Vector A, Vector B){
34. **return** acos(Dot(A, B) / Length(A) / Length(B));    //向量的角度
35. }
36. **double** Cross(Vector A, Vector B){//叉积
37. **return** A.x\*B.y - A.y\*B.x;
38. }
39. /\*\*
40. 向量(x,y) 绕起点逆时针旋转a度。
41. x' = x\*cosa - y\*sina
42. y' = x\*sina + y\*cosa
43. \*\*/
44. Vector Rotate(Vector A,**double** a){
45. **return** Vector (A.x\*cos(a)-A.y\*cos(a),A.x\*sin(a)+A.y\*cos(a));
46. }
48. **double** trans(**double** ang){
49. **return** ang/180\*acos(-1.0);
50. }

**(六)旋转卡壳求凸包的直径，平面最远的点对**

1. //旋转卡壳求凸包的直径，平面距离最远的点对的距离
2. **double** rotatint\_calipers(Point \*p,**int** n){
3. **int** k=1;
4. **int** ans = 0;
5. p[n]=p[0];
6. **for**(**int** i=0;i<n;i++){
7. **while**(fabs(Cross(p[i+1],p[k],p[i]))<fabs(Cross(p[i+1],p[k+1],p[i])))
8. k=(k+1)%n;
9. ans = max(ans,max(dis(p[i],p[k]),dis(p[i+1],p[k])));
10. }
11. **return** ans;
12. }

**(七)旋转卡壳求凸包的宽度，即找一组距离最近的平行线似的凸包的点在两根线的内侧**

1. **double** rotating\_calipers(Point \*p,**int** n){
2. **int** k = 1;
3. **double** ans = 0x7FFFFFFF;
4. p[n] = p[0];
5. **for**(**int** i=0;i<n;i++){
6. **while**(fabs(cross(p[i],p[i+1],p[k])) < fabs(cross(p[i],p[i+1],p[k+1])))
7. k = (k+1) % n;
8. **double** tmp = fabs(cross(p[i],p[i+1],p[k]));
9. **double** d   = dist(p[i],p[i+1]);
10. ans = min(ans,tmp/d);
11. }
12. **return** ans;
13. }

**(八)求线段的中垂线**

1. //求线段的中垂线
2. **inline** Line getMidLine(**const** Point &a, **const** Point &b) {
3. Point mid = (a + b);
4. mid.x/=2.0;
5. mid.y/=2.0;
6. Point tp = b-a;
7. **return** Line(mid, mid+Point(-tp.y, tp.x));
8. }

**（九）直线相关**

1. **struct** Line
2. {
3. Point s,e;
4. Line(){}
5. Line(Point \_s,Point \_e)
6. {
7. s = \_s;
8. e = \_e;
9. }
10. **bool** operator ==(Line v)
11. {
12. **return** (s == v.s)&&(e == v.e);
13. }
14. **void** input()
15. {
16. s.input();
17. e.input();
18. }
19. //两线段相交判断
20. //2 规范相交
21. //1 非规范相交
22. //0 不相交
23. **int** segcrossseg(Line v)
24. {
25. **int** d1 = sgn((e-s)^(v.s-s));
26. **int** d2 = sgn((e-s)^(v.e-s));
27. **int** d3 = sgn((v.e-v.s)^(s-v.s));
28. **int** d4 = sgn((v.e-v.s)^(e-v.s));
29. **if**( (d1^d2)==-2 && (d3^d4)==-2 )**return** 2;
30. **return** (d1==0 && sgn((v.s-s)\*(v.s-e))<=0) ||
31. (d2==0 && sgn((v.e-s)\*(v.e-e))<=0) ||
32. (d3==0 && sgn((s-v.s)\*(s-v.e))<=0) ||
33. (d4==0 && sgn((e-v.s)\*(e-v.e))<=0);
34. }
35. //直线和线段相交判断
36. //-\*this line   -v seg
37. //2 规范相交
38. //1 非规范相交
39. //0 不相交
40. **int** linecrossseg(Line v)
41. {
42. **int** d1 = sgn((e-s)^(v.s-s));
43. **int** d2 = sgn((e-s)^(v.e-s));
44. **if**((d1^d2)==-2) **return** 2;
45. **return** (d1==0||d2==0);
46. }
47. };

(十)最小矩形覆盖

1. #include<stdio.h>
2. #include<string.h>
3. #include<algorithm>
4. #include<cmath>
5. #include<iostream>
6. **using** **namespace** std;
8. **typedef** **long** **long** LL;
10. **const** **double** eps = 1e-10;
12. **const** **int** maxn = 4e3+10;
14. **const** **double** inf = 1e17;
16. **int** dcmp(**double** x){
17. **if**(fabs(x)<eps) **return** 0;
18. **if**(x>0) **return** 1;
19. **return** -1;
20. }
22. **struct** point{
23. **double** x,y;
24. **bool** operator <(**const** **struct** point &tmp)**const**{
25. **if**(dcmp(x-tmp.x)==0) **return** dcmp(y-tmp.y)<0;
26. **return** dcmp(x-tmp.x)<0;
27. }
28. **bool** operator == (**const** **struct** point &tmp)**const**{
29. **return** dcmp(x-tmp.x)==0&&dcmp(y-tmp.y)==0;
30. }
31. }p[maxn],st[maxn];
33. **double** Cross(point a,point b,point c){
34. **return** (c.x-a.x)\*(b.y-a.y) - (b.x-a.x)\*(c.y-a.y);
35. }
37. **double** dot(point a,point b,point c){//点积
38. **double** s1=b.x-a.x;
39. **double** t1=b.y-a.y;
40. **double** s2=c.x-a.x;
41. **double** t2=c.y-a.y;
42. **return** s1\*s2+t1\*t2;
43. }
45. **int** ConvexHull(point \*p,**int** n,point \*st){
46. sort(p,p+n);
47. n=unique(p,p+n)-p;
48. **int** m=0;
49. **for**(**int** i=0; i<n; i++) {
50. **while**(m>1&&Cross(st[m-2],p[i],st[m-1])<=0) m--;
51. st[m++]=p[i];
52. }
53. **int** k=m;
54. **for**(**int** i=n-2; i>=0; i--){
55. **while**(m>k&&Cross(st[m-2],p[i],st[m-1])<=0)m--;
56. st[m++]=p[i];
57. }
58. **if**(n>1) m--;
59. **return** m;
60. }
62. **double** dist(point a,point b){
63. **return** sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));
64. }
66. **double** rotating\_calipers(point \*p,**int** n){
67. **int** R=1,U=1,L;
68. **double** ans = 10000000000000;
69. p[n]=p[0];
70. **for**(**int** i=0;i<n;i++){
71. **while**(dcmp(Cross(p[i],p[i+1],p[U+1])-Cross(p[i],p[i+1],p[U]))<=0) U=(U+1)%n;//最上面一点
72. **while**(dcmp(dot(p[i],p[i+1],p[R+1])-dot(p[i],p[i+1],p[R]))>0) R=(R+1)%n;//最右一点
73. **if**(i==0) L=R;
74. **while**(dcmp(dot(p[i],p[i+1],p[L+1])-dot(p[i],p[i+1],p[L]))<=0) L=(L+1)%n;//最左一点
75. **double** d=dist(p[i],p[i+1])\*dist(p[i],p[i+1]);
76. **double** area=fabs(Cross(p[i],p[i+1],p[U]))\*//求面积
77. fabs(dot(p[i],p[i+1],p[R])-dot(p[i],p[i+1],p[L]))/d;
78. **if**(area<ans) ans = area;
79. }
80. **return** ans;
81. }
83. **int** main(){
84. **int** n,t,cas=1;
85. scanf("%d",&t);
86. **while**(t--){
87. scanf("%d",&n);
88. n\*=4;
89. **for**(**int** i=0;i<n;i++){
90. scanf("%lf%lf",&p[i].x,&p[i].y);
91. }
92. **int** m = ConvexHull(p,n,st);
93. **double** ans;
94. **if**(m<3) ans=0;
95. **else** ans = rotating\_calipers(st,m);
96. LL tmp = ans+0.5;
97. printf("Case #%d:\n%I64d\n",cas++,tmp);
98. }
99. **return** 0;
100. }

**(十一)多个圆的面积交**

1. **typedef** **long** **long** LL;
2. **typedef** unsigned **long** **long** ULL;
3. **typedef** vector <**int**> VI;
4. **const** **int** INF = 0x3f3f3f3f;
5. **const** **double** eps = 1e-10;
6. **const** **int** MOD = 100000007;
7. **const** **int** MAXN = 1000010;
8. **const** **double** PI = acos(-1.0);
9. #define sqr(x) ((x)\*(x))
10. **const** **int** N = 1010;
11. **double** area[N];
12. **int** n;
14. **int** dcmp(**double** x)
15. {
16. **if** (x < -eps) **return** -1;
17. **else** **return** x > eps;
18. }
20. **struct** cp
21. {
22. **double** x, y, r, angle;
23. **int** d;
24. cp() {}
25. cp(**double** xx, **double** yy, **double** ang = 0, **int** t = 0)
26. {
27. x = xx;
28. y = yy;
29. angle = ang;
30. d = t;
31. }
32. **void** get()
33. {
34. scanf("%lf%lf%lf", &x, &y, &r);
35. d = 1;
36. }
37. } cir[N], tp[N \* 2];
39. **double** dis(cp a, cp b)
40. {
41. **return** sqrt(sqr(a.x - b.x) + sqr(a.y - b.y));
42. }
44. **double** cross(cp p0, cp p1, cp p2)
45. {
46. **return** (p1.x - p0.x) \* (p2.y - p0.y) - (p1.y - p0.y) \* (p2.x - p0.x);
47. }
49. **int** CirCrossCir(cp p1, **double** r1, cp p2, **double** r2, cp &cp1, cp &cp2)
50. {
51. **double** mx = p2.x - p1.x, sx = p2.x + p1.x, mx2 = mx \* mx;
52. **double** my = p2.y - p1.y, sy = p2.y + p1.y, my2 = my \* my;
53. **double** sq = mx2 + my2, d = -(sq - sqr(r1 - r2)) \* (sq - sqr(r1 + r2));
54. **if** (d + eps < 0) **return** 0;
55. **if** (d < eps) d = 0;
56. **else** d = sqrt(d);
57. **double** x = mx \* ((r1 + r2) \* (r1 - r2) + mx \* sx) + sx \* my2;
58. **double** y = my \* ((r1 + r2) \* (r1 - r2) + my \* sy) + sy \* mx2;
59. **double** dx = mx \* d, dy = my \* d;
60. sq \*= 2;
61. cp1.x = (x - dy) / sq;
62. cp1.y = (y + dx) / sq;
63. cp2.x = (x + dy) / sq;
64. cp2.y = (y - dx) / sq;
65. **if** (d > eps) **return** 2;
66. **else** **return** 1;
67. }
69. **bool** circmp(**const** cp& u, **const** cp& v)
70. {
71. **return** dcmp(u.r - v.r) < 0;
72. }
74. **bool** cmp(**const** cp& u, **const** cp& v)
75. {
76. **if** (dcmp(u.angle - v.angle)) **return** u.angle < v.angle;
77. **return** u.d > v.d;
78. }
80. **double** calc(cp cir, cp cp1, cp cp2)
81. {
82. **double** ans = (cp2.angle - cp1.angle) \* sqr(cir.r)
83. - cross(cir, cp1, cp2) + cross(cp(0, 0), cp1, cp2);
84. **return** ans / 2;
85. }
87. **void** CirUnion(cp cir[], **int** n)
88. {
89. cp cp1, cp2;
90. sort(cir, cir + n, circmp);
91. **for** (**int** i = 0; i < n; ++i)
92. **for** (**int** j = i + 1; j < n; ++j)
93. **if** (dcmp(dis(cir[i], cir[j]) + cir[i].r - cir[j].r) <= 0)
94. cir[i].d++;
95. **for** (**int** i = 0; i < n; ++i)
96. {
97. **int** tn = 0, cnt = 0;
98. **for** (**int** j = 0; j < n; ++j)
99. {
100. **if** (i == j) **continue**;
101. **if** (CirCrossCir(cir[i], cir[i].r, cir[j], cir[j].r,
102. cp2, cp1) < 2) **continue**;
103. cp1.angle = atan2(cp1.y - cir[i].y, cp1.x - cir[i].x);
104. cp2.angle = atan2(cp2.y - cir[i].y, cp2.x - cir[i].x);
105. cp1.d = 1;
106. tp[tn++] = cp1;
107. cp2.d = -1;
108. tp[tn++] = cp2;
109. **if** (dcmp(cp1.angle - cp2.angle) > 0) cnt++;
110. }
111. tp[tn++] = cp(cir[i].x - cir[i].r, cir[i].y, PI, -cnt);
112. tp[tn++] = cp(cir[i].x - cir[i].r, cir[i].y, -PI, cnt);
113. sort(tp, tp + tn, cmp);
114. **int** p, s = cir[i].d + tp[0].d;
115. **for** (**int** j = 1; j < tn; ++j)
116. {
117. p = s;
118. s += tp[j].d;
119. area[p] += calc(cir[i], tp[j - 1], tp[j]);
120. }
121. }
122. }
124. **void** solve()
125. {
126. scanf("%d", &n);
127. **for** (**int** i = 0; i < n; ++i)
128. cir[i].get();
129. memset(area, 0, **sizeof**(area));
130. CirUnion(cir, n);
131. //去掉重复计算的
132. **for** (**int** i = 1; i <= n; ++i)
133. {
134. area[i] -= area[i + 1];
135. }
136. //area[i]为重叠了i次的面积
137. //tot 为总面积
138. **double** tot = 0;
139. **for**(**int** i=1; i<=n; i++) tot += area[i];
140. printf("%f\n", tot);
141. }
143. **int** main()
144. {
145. //freopen("input.txt", "r", stdin);
146. **return** 0;
147. }

技巧：

康拓逆展开：

#include<cstdio>

#include<cstring>

const int fac[] = {1, 1, 2, 6, 24, 120, 720, 5040, 40320};///阶乘

bool vis[10];

///n为ans大小，k为全排列的编码

void invKT(int ans[], int n, int k)

{

int i, j, t;

memset(vis, 0, sizeof(vis));

--k;

for (i = 0; i < n; ++i)

{

t = k / fac[n - i - 1];

for (j = 1; j <= n; j++)

if (!vis[j])

{

if (t == 0) break;

--t;

}

ans[i] = j, vis[j] = true;

k %= fac[n - i - 1];///余数

}

}

int main()

{

int a[10];

invKT(a, 5, 16);

for (int i = 0; i < 5; ++i)

printf("%d ", a[i]);///1 4 3 5 2

}

康拓展开

#include<cstdio>

const int fac[] = {1, 1, 2, 6, 24, 120, 720, 5040, 40320};///阶乘

int KT(int s[], int n)

{

int i, j, cnt, sum;

sum = 0;

for (i = 0; i < n; ++i)

{

cnt = 0;

for (j = i + 1; j < n; ++j)

if (s[j] < s[i]) ++cnt;

sum += cnt \* fac[n - i - 1];

}

return sum;

}

int main()

{

int a[] = {3, 5, 7, 4, 1, 2, 9, 6, 8};

printf("%d\n", 1 + KT(a, sizeof(a) / sizeof(\*a))); ///1+98884

}