# Executor Future FutureTask

## Future RunnableFuture FutureTask

**Future是一个接口，用来取异步计算的结果V，可以终止执行**

public interface **Future<V>** {

boolean cancel(boolean mayInterruptIfRunning);

boolean isDone();

V get() throws InterruptedException, ExecutionException;

V get(long timeout, TimeUnit unit)

throws InterruptedException, ExecutionException, TimeoutException;

}

**RunnableFuture也是接口，继承了Runnable和Future接口**

public interface **RunnableFuture<V>** extends Runnable, Future<V> {

void run();

}

**FutureTask是实现类，实现了Future和Runnable接口中的方法**

public class **FutureTask<V>** implements RunnableFuture<V> {

private Callable<V> callable;

private volatile Thread runner;

// 使用Runnable构造

public FutureTask(Runnable runnable, V result) {

this.callable = Executors.callable(runnable, result);

this.state = NEW; // ensure visibility of callable

}

// 使用Callable构造

public FutureTask(Callable<V> callable) {

if (callable == null)

throw new NullPointerException();

this.callable = callable;

this.state = NEW; // ensure visibility of callable

}

// 执行Thread的interruput

public boolean cancel(boolean mayInterruptIfRunning) {

Thread t = runner;

t.interrupt();

}

// 执行Callable的call，并得到结果

public void run() {

Callable<V> c = callable;

result = c.call();

}

}

## Executor ExecutorService AbstractExecutorService ThreadPoolExecutor

Executor可以直接调用execute执行一个runnable

ExecutorService可以调用submit执行，返回一个Future，用来取执行的结果

**Executor是一个接口，包含唯一的execute方法**

public interface Executor {

void execute(Runnable command);

}

**ExecutorService也是接口，新增了shutdown，submit**

public interface ExecutorService extends Executor {

void shutdown();

List<Runnable> shutdownNow();

boolean isShutdown();

boolean isTerminated();

<T> Future<T> submit(Callable<T> task);

<T> Future<T> submit(Runnable task, T result);

Future<?> submit(Runnable task);

invokeAll(…)

…

}

**AbstractExecutorService是抽象的类，其功能是把submit的Runnable转换成FutureTask后执行**

public abstract class **AbstractExecutorService** implements ExecutorService {

public <T> Future<T> submit(Runnable task, T result) {

if (task == null) throw new NullPointerException();

RunnableFuture<T> ftask = new FutureTask<T>( task, result);

execute(ftask);

return ftask;

}

}

**ThreadPoolExecutor是具体实现类，使用线程池实现了execute和shutdown等**

public class **ThreadPoolExecutor** extends AbstractExecutorService {

public void execute(Runnable command) {

}

public void shutdown() {

}

}

// 使用示例

mWorkQueue = new PriorityBlockingQueue<Runnable>(Const.WORK\_QUEUE\_MAX\_COUNT);

mExecutor = new ThreadPoolExecutor(Const.THREAD\_DEF\_WORDER\_COUNT,

Const.THREAD\_MAX\_WORKER\_COUNT, Const.THREAD\_KEEP\_ALIVE\_TIME,

TimeUnit.SECONDS, mWorkQueue, new ThreadFactory() {

private final AtomicInteger mCount = new AtomicInteger(1);

public Thread newThread(Runnable r) {

return new Thread(r, "HttpHandlerImpl ConnectTask #"

+ mCount.getAndIncrement());

}

}, new RejectedExecutionHandler() {

public void rejectedExecution(Runnable r, ThreadPoolExecutor e) {

if (!e.isShutdown()) {

Runnable runnable = e.getQueue().poll();

e.execute(r);

}

}

}); // 或者new ThreadPoolExecutor.DiscardOldestPolicy()

# Syncronized ReentrantLock

# LinkedHashMap Iterator

next

remove

# InputStream OutputStream

## OutputStream

**public** **abstract** **class** OutputStream **implements** Closeable, Flushable {

**public** OutputStream() {

}

**public** **void** close() **throws** IOException {

}

**public** **void** flush() **throws** IOException {

}

**public** **void** write(**byte**[] buffer) **throws** IOException {

write(buffer, 0, buffer.length);

}

**// 从buffer的offset开始写入count个字节**

**public** **void** write(**byte**[] buffer, **int offset**, **int** count) **throws** IOException {

Arrays.checkOffsetAndCount(buffer.length, offset, count);

**for** (**int** i = offset; i < offset + count; i++) {

write(buffer[i]);

}

}

**public** **abstract** **void** write(**int** oneByte) **throws** IOException;

**boolean** checkError() {

**return** **false**;

}

}

## ByteArrayOutputStream

**public** **class** ByteArrayOutputStream **extends** OutputStream {

**protected** **byte**[] buf;

**protected** **int** count;

**public** ByteArrayOutputStream() {

buf = **new** **byte**[32];

}

**public** ByteArrayOutputStream(**int** size) {

**if** (size >= 0) {

buf = **new** **byte**[size];

} **else** {

**throw** **new** IllegalArgumentException("size < 0");

}

}

@Override

**public** **void** close() **throws** IOException {

**super**.close();

}

**private** **void** expand(**int** i) {

**if** (count + i <= buf.length) {

**return**;

}

**// 以写入的2倍扩充buffer**

**byte**[] newbuf = **new** **byte**[(count + i) \* 2];

System.*arraycopy*(buf, 0, newbuf, 0, count);

buf = newbuf;

}

**public** **synchronized** **void** reset() {

count = 0;

}

**public** **int** size() {

**return** count;

}

**// 拷贝并产生一个新的数组**

**public** **synchronized** **byte**[] **toByteArray**() {

**byte**[] newArray = **new** **byte**[count];

System.*arraycopy*(buf, 0, newArray, 0, count);

**return** newArray;

}

@Override

**public** String toString() {

… …

}

@Deprecated

**public** String ~~toString~~(**int** hibyte) {

… …

}

**public** String toString(String charsetName) **throws** UnsupportedEncodingException {

**return** **new** String(buf, 0, count, charsetName);

}

@Override

**public** **synchronized** **void** write(**byte**[] buffer, **int** offset, **int** len) {

Arrays.checkOffsetAndCount(buffer.length, offset, len);

**if** (len == 0) {

**return**;

}

expand(len);

System.*arraycopy*(buffer, offset, buf, **this**.count, len);

**this**.count += len;

}

@Override

**public** **synchronized** **void** write(**int** oneByte) {

**if** (count == buf.length) {

expand(1);

}

buf[count++] = (**byte**) oneByte;

}

**public** **synchronized** **void** writeTo(OutputStream out) **throws** IOException {

out.write(buf, 0, count);

}

}

## FilterOutputStream

## BufferedOutputStream

**public** **class** BufferedOutputStream **extends** FilterOutputStream {

**protected** **byte**[] buf;

**protected** **int** count;

**public** BufferedOutputStream(OutputStream out) {

**this**(out, 8192);

}

**public** BufferedOutputStream(OutputStream out, **int** size) {

**super**(out);

**if** (size <= 0) {

**throw** **new** IllegalArgumentException("size <= 0");

}

buf = **new** **byte**[size];

}

@Override

**public** **synchronized** **void** flush() **throws** IOException {

… …

}

**private** **void** checkNotClosed() **throws** IOException {

… …

}

@Override

**public** **synchronized** **void** write(**byte**[] buffer, **int** offset, **int** length) **throws** IOException {

checkNotClosed();

**if** (buffer == **null**) {

**throw** **new** NullPointerException("buffer == null");

}

**byte**[] internalBuffer = buf;

**if** (length >= internalBuffer.length) {

flushInternal();

out.write(buffer, offset, length);

**return**;

}

Arrays.checkOffsetAndCount(buffer.length, offset, length);

// flush the internal buffer first if we have not enough space left

**if** (length > (internalBuffer.length - count)) {

flushInternal();

}

System.*arraycopy*(buffer, offset, internalBuffer, count, length);

count += length;

}

@Override **public** **synchronized** **void** close() **throws** IOException {

… …

}

@Override

**public** **synchronized** **void** write(**int** oneByte) **throws** IOException {

checkNotClosed();

**if** (count == buf.length) {

out.write(buf, 0, count);

count = 0;

}

buf[count++] = (**byte**) oneByte;

}

**private** **void** flushInternal() **throws** IOException {

**if** (count > 0) {

out.write(buf, 0, count);

count = 0;

}

}

}

## InputStream

**public** **abstract** **class** InputStream **extends** Object **implements** Closeable {

**public** InputStream() {

/\* empty \*/

}

**public** **int** available() **throws** IOException {

**return** 0;

}

**public** **void** close() **throws** IOException {

/\* empty \*/

}

**public** **void** mark(**int** readlimit) {

/\* empty \*/

}

**public** **boolean** markSupported() {

**return** **false**;

}

**public** **abstract** **int** read() **throws** IOException;

**public** **int** read(**byte**[] buffer) **throws** IOException {

**return** read(buffer, 0, buffer.length);

}

**public** **int** read(**byte**[] buffer, **int** byteOffset, **int** byteCount) **throws** IOException {

Arrays.checkOffsetAndCount(buffer.length, byteOffset, byteCount);

**for** (**int** i = 0; i < byteCount; ++i) {

**int** c;

**try** {

**if** ((c = read()) == -1) {

**return** i == 0 ? -1 : i;

}

} **catch** (IOException e) {

**if** (i != 0) {

**return** i;

}

**throw** e;

}

buffer[byteOffset + i] = (**byte**) c;

}

**return** byteCount;

}

**public** **synchronized** **void** reset() **throws** IOException {

**throw** **new** IOException();

}

**public** **long** skip(**long** byteCount) **throws** IOException {

**return** Streams.skipByReading(**this**, byteCount);

}

}

## ByteArrayOutputStream

**public** **class** ByteArrayInputStream **extends** InputStream {

**protected** **byte**[] buf;

**protected** **int** pos;

**protected** **int** mark;

**protected** **int** count;

**public** ByteArrayInputStream(**byte**[] buf) {

**this**.mark = 0;

**this**.buf = buf;

**this**.count = buf.length;

}

**public** ByteArrayInputStream(**byte**[] buf, **int** offset, **int** length) {

**this**.buf = buf;

pos = offset;

mark = offset;

count = offset + length > buf.length ? buf.length : offset + length;

}

@Override

**public** **synchronized** **int** available() {

**return** count - pos;

}

@Override

**public** **void** close() **throws** IOException {

// Do nothing on close, this matches JDK behavior.

}

@Override

**public** **synchronized** **void** mark(**int** readlimit) {

mark = pos;

}

@Override

**public** **boolean** markSupported() {

**return** **true**;

}

@Override

**public** **synchronized** **int** read() {

**return** pos < count ? buf[pos++] & 0xFF : -1;

}

@Override **public** **synchronized** **int** read(**byte**[] buffer, **int** byteOffset, **int** byteCount) {

Arrays.checkOffsetAndCount(buffer.length, byteOffset, byteCount);

// Are there any bytes available?

**if** (**this**.pos >= **this**.count) {

**return** -1;

}

**if** (byteCount == 0) {

**return** 0;

}

**int** copylen = **this**.count - pos < byteCount ? **this**.count - pos : byteCount;

System.*arraycopy*(**this**.buf, pos, buffer, byteOffset, copylen);

pos += copylen;

**return** copylen;

}

@Override

**public** **synchronized** **void** reset() {

pos = mark;

}

@Override

**public** **synchronized** **long** skip(**long** byteCount) {

**if** (byteCount <= 0) {

**return** 0;

}

**int** temp = pos;

pos = **this**.count - pos < byteCount ? **this**.count : (**int**) (pos + byteCount);

**return** pos - temp;

}

}

## DataInputStream

**public** **class** DataInputStream **extends** FilterInputStream **implements** DataInput {

**private** **final** **byte**[] scratch = **new** **byte**[8];

**public** DataInputStream(InputStream in) {

**super**(in);

}

@Override **public** **final** **int** read(**byte**[] buffer) **throws** IOException {

**return** **super**.read(buffer);

}

@Override **public** **final** **int** read(**byte**[] buffer, **int** byteOffset, **int** byteCount) **throws** IOException {

**return** in.read(buffer, byteOffset, byteCount);

}

**public** **final** **boolean** readBoolean() **throws** IOException {

**int** temp = in.read();

**if** (temp < 0) {

**throw** **new** EOFException();

}

**return** temp != 0;

}

**public** **final** **byte** readByte() **throws** IOException {

**int** temp = in.read();

**if** (temp < 0) {

**throw** **new** EOFException();

}

**return** (**byte**) temp;

}

**public** **final** **char** readChar() **throws** IOException {

**return** (**char**) readShort();

}

**public** **final** **double** readDouble() **throws** IOException {

**return** Double.*longBitsToDouble*(readLong());

}

**public** **final** **float** readFloat() **throws** IOException {

**return** Float.*intBitsToFloat*(readInt());

}

**public** **final** **void** readFully(**byte**[] dst) **throws** IOException {

readFully(dst, 0, dst.length);

}

**public** **final** **void** readFully(**byte**[] dst, **int** offset, **int** byteCount) **throws** IOException {

Streams.readFully(in, dst, offset, byteCount);

}

**public** **final** **int** readInt() **throws** IOException {

Streams.readFully(in, scratch, 0, SizeOf.INT);

**return** Memory.peekInt(scratch, 0, ByteOrder.*BIG\_ENDIAN*);

}

@Deprecated

**public** **final** String ~~readLine~~() **throws** IOException {

StringBuilder line = **new** StringBuilder(80); // Typical line length

**boolean** foundTerminator = **false**;

**while** (**true**) {

**int** nextByte = in.read();

**switch** (nextByte) {

**case** -1:

**if** (line.length() == 0 && !foundTerminator) {

**return** **null**;

}

**return** line.toString();

**case** (**byte**) '\r':

**if** (foundTerminator) {

((PushbackInputStream) in).unread(nextByte);

**return** line.toString();

}

foundTerminator = **true**;

/\* Have to be able to peek ahead one byte \*/

**if** (!(in.getClass() == PushbackInputStream.**class**)) {

in = **new** PushbackInputStream(in);

}

**break**;

**case** (**byte**) '\n':

**return** line.toString();

**default**:

**if** (foundTerminator) {

((PushbackInputStream) in).unread(nextByte);

**return** line.toString();

}

line.append((**char**) nextByte);

}

}

}

**public** **final** **long** readLong() **throws** IOException {

Streams.readFully(in, scratch, 0, SizeOf.LONG);

**return** Memory.peekLong(scratch, 0, ByteOrder.*BIG\_ENDIAN*);

}

**public** **final** **short** readShort() **throws** IOException {

Streams.readFully(in, scratch, 0, SizeOf.SHORT);

**return** Memory.peekShort(scratch, 0, ByteOrder.*BIG\_ENDIAN*);

}

**public** **final** **int** readUnsignedByte() **throws** IOException {

**int** temp = in.read();

**if** (temp < 0) {

**throw** **new** EOFException();

}

**return** temp;

}

**public** **final** **int** readUnsignedShort() **throws** IOException {

**return** ((**int**) readShort()) & 0xffff;

}

**public** **final** String readUTF() **throws** IOException {

**return** decodeUTF(readUnsignedShort());

}

String decodeUTF(**int** utfSize) **throws** IOException {

**return** *decodeUTF*(utfSize, **this**);

}

**private** **static** String decodeUTF(**int** utfSize, DataInput in) **throws** IOException {

**byte**[] buf = **new** **byte**[utfSize];

in.readFully(buf, 0, utfSize);

**return** ModifiedUtf8.decode(buf, **new** **char**[utfSize], 0, utfSize);

}

**public** **static** **final** String readUTF(DataInput in) **throws** IOException {

**return** *decodeUTF*(in.readUnsignedShort(), in);

}

**public** **final** **int** skipBytes(**int** count) **throws** IOException {

**int** skipped = 0;

**long** skip;

**while** (skipped < count && (skip = in.skip(count - skipped)) != 0) {

skipped += skip;

}

**return** skipped;

}

}

# Timer

**private** TimerTask mTask;

**private** Timer mTimer;

mTask = **new** TimerTask() {

@Override

**public** **void** run() {

mMainHandler.sendEmptyMessage(*REFRESH\_MESSAGEf*);

}

};

mTimer = **new** Timer("Weibo friendship refresh timer");

mTimer.schedule(mTask, *WEIBO\_REFRESH\_DELAY*, *WEIBO\_REFRESH\_INTERVAL*);

# Http协议

**1xx(临时响应)**

100(继续)请求者应当继续提出请求。服务器返回此代码表示已收到请求的第一部分，正在等待其余部分。

101(切换协议)请求者已要求服务器切换协议，服务器已确认并准备切换。

**2xx (成功)**

200(成功)服务器已成功处理了请求。通常，这表示服务器提供了请求的网页。如果是对您的 robots.txt 文件显示此状态码，则表示 Googlebot 已成功检索到该文件。

**201**(已创建)请求成功并且服务器创建了新的资源。

202(已接受)服务器已接受请求，但尚未处理。

203(非授权信息)服务器已成功处理了请求，但返回的信息可能来自另一来源。

204(无内容)服务器成功处理了请求，但没有返回任何内容。

205(重置内容)服务器成功处理了请求，但没有返回任何内容。与 204 响应不同，此响应要求请求者重置文档视图(例如，清除表单内容以输入新内容)。

206(部分内容)服务器成功处理了部分 GET 请求。

**3xx (重定向)**

300(多种选择)针对请求，服务器可执行多种操作。

301(永久移动)请求的网页已永久移动到新位置。

302(临时移动)服务器目前从不同位置的网页响应请求，但请求者应继续使用原有位置来响应以后的请求。

303(查看其他位置)请求者应当对不同的位置使用单独的 GET 请求来检索响应时，服务器返回此代码。

**304**(未修改)自从上次请求后，请求的网页未修改过。服务器返回此响应时，不会返回网页内容。

305(使用代理)请求者只能使用代理访问请求的网页。如果服务器返回此响应，还表示请求者应使用代理。

307(临时重定向)服务器目前从不同位置的网页响应请求，但请求者应继续使用原有位置来响应以后的请求。

**4xx(请求错误)**

400(错误请求)服务器不理解请求的语法。

401(未授权)请求要求身份验证。对于登录后请求的网页，服务器可能返回此响应。

**403(禁止)服务器拒绝请求。**

**404(未找到)服务器找不到请求的网页。**

405(方法禁用)禁用请求中指定的方法。

406(不接受)无法使用请求的内容特性响应请求的网页。

407(需要代理授权)此状态码与 401(未授权)类似，但指定请求者应当授权使用代理。

408(请求超时)服务器等候请求时发生超时。

409(冲突)服务器在完成请求时发生冲突。

410(已删除)如果请求的资源已永久删除，服务器就会返回此响应。

411(需要有效长度)服务器不接受不含有效内容长度标头字段的请求。

412(未满足前提条件)服务器未满足请求者在请求中设置的其中一个前提条件。

413(请求实体过大)服务器无法处理请求，因为请求实体过大，超出服务器的处理能力。

414(请求的 URI 过长)请求的 URI(通常为网址)过长，服务器无法处理。

415(不支持的媒体类型)请求的格式不受请求页面的支持。

416(请求范围不符合要求)如果页面无法提供请求的范围，则服务器会返回此状态码。

417(未满足期望值)服务器未满足"期望"请求标头字段的要求。

**5xx(服务器错误)**

501(尚未实施)服务器不具备完成请求的功能。例如，服务器无法识别请求方法时可能会返回此代码。

502(错误网关)服务器作为网关或代理，从上游服务器收到无效响应。

503(服务不可用)服务器目前无法使用(由于超载或停机维护)。

504(网关超时)服务器作为网关或代理，但是没有及时从上游服务器收到请求。

505(HTTP 版本不受支持)服务器不支持请求中所用的 HTTP 协议版本。

**Http和Https**

Http的端口号为80，Https的端口号为443。

是以安全为目标的HTTP通道，简单讲是HTTP的安全版，即HTTP下加入SSL层。HTTPS的安全基础是SSL，因此加密的详细内容就需要SSL。

X509TrustManager

# HttpClient

String host = android.net.Proxy.~~getDefaultHost~~();

**int** port = android.net.Proxy.~~getDefaultPort~~();

**HttpHost** host = **new** HttpHost(proxyUri, port);

**HttpParams** params = **new** BasicHttpParams();

params.setParameter(ConnRouteParams.*DEFAULT\_PROXY*, host);

HttpConnectionParams.*setConnectionTimeout*(params, Const.*HTTP\_WIFI\_TIMEOUT*);

HttpConnectionParams.*setSoTimeout*(params, Const.*HTTP\_WIFI\_SOCKET\_TIMEOUT*);

**HttpUriRequest** uriRequest;

**HttpGet**(url);

**HttpDelete**(url);

**HttpPut**(url);

当为HttpPut时,直接通过setEntity设置需要上传的内容，如FileEntity，ByteArrayEntity，StringEntity。

**HttpPost**(url);

当为HttpPost时，通过MultipartEntity封装上传的内容，addPart可以为FileBody，ByteArrayBody，StringBody。

MultipartEntity entity = new MultipartEntity(HttpMultipartMode.BROWSER\_COMPATIBLE);

entity.addPart(tag, body);

request.setEntity(entity);

uriRequest.setParams(params);

uriRequest.getParams().setIntParameter(name, value); // 或者直接修改参数

// 给uriRequest添加头信息

uriRequest.addHeader("User-Agent", “sinavideo/2.2.0.1 android/4.4.2/SM-N9006”);

uriRequest.addHeader("Accept-Encoding", “gzip”); // 加密方式
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// 执行Http命令

**HttpResponse** response = mHttpClient.execute(uriRequest, context);

StatusLine statusLine = response.getStatusLine();

**int** statusCode = statusLine.getStatusCode();

// 获取返回的Header

Header[] headers = httpResponse.getAllHeaders();

Header codingHeader = response.getFirstHeader("Content-Encoding");
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// 返回结果的解析，如果是gzip类型的结果返回，需要GZIPInputStream解压缩。

// ContentType可以为“image/jpeg”或者“application/json; charset=utf-8”等

HttpEntity entity = response.getEntity();

Header contentType = entity.getContentType();

int contentLength = (int)entity.getContentLength();

InputStream instream = entity.getContent();

entity.consumeContent();

// 错误的处理

// 对于300类型的返回值，需要做Cache处理

**if** (statusCode == HttpStatus.*SC\_NOT\_MODIFIED*) {

}

// 除了200类型的返回值，其他的都认为产生了异常

// 对于SocketTimeoutException和ConnectTimeoutException，需要进行重新请求处理。

// MalformedURLException是URL异常错误

# HttpConnection

URL parsedUrl = new URL(url);

HttpURLConnection connection = url.openConnection();

connection.setConnectTimeout(timeoutMs);

connection.setReadTimeout(timeoutMs);

connection.setUseCaches(false);

connection.setDoInput(true);

// 几种不同的Connection类型

connection.setRequestMethod("GET");

connection.setRequestMethod("DELETE");

connection.setRequestMethod("POST");

connection.setRequestMethod("PUT");

// 往connection中写数据

connection.setDoOutput(true);

connection.addRequestProperty(HEADER\_CONTENT\_TYPE, request.getBodyContentType());

DataOutputStream out = new OutputStream(connection.getOutputStream());

out.write(body);

out.close();

// 执行Connection

int responseCode = connection.getResponseCode();

InputStream inputStream = connection.getInputStream();

int contentLength = connection.getContentLength();

String contentType = connection.getContentType();

String ContentEncoding = connection.getContentEncoding();