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# 复习

对象方法的拓展

Object.is 该方法用于比较两个值是否完全相等

Object.assign 该方法用于将从第二个参数开始的剩余参数的所有属性和方法赋予第一个参数 浅复制

数字方法

Number.isNaN 判断一个数字是否是NaN

Number.isFinite 判断一个数字是否是有限的

Number.isInteger 判断一个数字是否是整数

代理

一个新的构造函数 Proxy

接收两个参数

第一个参数是被保护的对象

第二个参数是当通过代理对象访问时 如何处理的对象 该对象有set方法和get方法

Symbol

一个新的基本数据类型 表示一种独一无二的符号

...语法

在函数中获取剩余参数

解构数组时 将剩余的数组项组成一个数组

在传递参数时，可以将数组拆分成参数列表并传递

解构

将变量组织成对象叫做组成结构

将对象拆分成变量叫做解除结构

解构数组

let [var1, var2, var3……] = arr;

解构对象

let {prop1, prop2, prop3, prop4} = obj;

箭头函数

语法 () => {}

不能作为构造函数 不能够再被new调用

没有arguments 想要获取剩余参数 需要通过...语法来获取

this的指向与定义该函数的时候所在的作用域中的this有关

参数默认值 可以通过在形参之后使用=给定一个参数默认值

省略写法

当形参只有一个时 可以省略圆括号

当函数体中只有一条代码并且还是返回语句时 可以省略{} 和 return

迭代器

ES6中已经实现了迭代器的接口 并且有一部分数据结构已经实现了迭代器

定义 在不暴露内部结构的情况下 顺序的访问数据

数组的迭代器方法

keys、 values、 entires

当调用这三个方法时 会返回一个迭代器对象 该对象可以通过调用next方法进行迭代一次

返回的数据的格式：

value： 迭代的结果 根据方法的不同而不同

done：是否迭代完成

for……of循环

该循环语句只可以循环实现了迭代器接口的那些数据

里面的循环变量就是next方法返回的对象中的value

新的数据结构

以前的数据结构只有数组和对象 ES6中又新增了4种

Set：一个去重数组 里面每一个值只能够保存一次

WeakSet：一个弱Set 里面的每一个值都必须是引用类型 而且它所保存的内容不会被垃圾回收机制计入次数

Map：一个超对象 里面的每一个键和值都可以是任意类型

WeakMap：一个弱Map 里面的每一个键都必须是引用类型 而且它所保存的内容不会被垃圾回收机制计入次数

对象的字面量的改变

var obj = {

如果key和value相同则只需要书写一个名称即可

可以在定义字面量中使用[]语法定义属性名

当定义方法时 可以省略: function

}

# Generator

## 1.1 简介

Generator是一个新的函数类别。

定义方式 function \* name() {}

函数体内的定义方式:

|  |
| --- |
| 1. function \* generator() { 2. yield "1"; 3. yield "2"; 4. yield "3"; 5. yield "4"; 6. yield "5"; 7. yield "6"; 8. } |

当函数执行的时候，得到的不是代码中的执行结果。而是一个迭代器对象。通过该迭代器对象来执行内部的代码。

每当迭代器对象调用一次next就会执行里面的一段代码。

注：它不是构造函数，不可以使用new去调用。
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初始化:

|  |
| --- |
| 1. var g = generator(); |

输出g:

|  |
| --- |
|  |

demo:

|  |
| --- |
| 1. // 定义一个状态函数 2. var generator = function \* () { 3. // 定义第1段代码 4. console.log(1); 5. yield "a"; 6. // 定义第2段代码 7. console.log(2); 8. yield "b"; 9. // 定义第3段代码 10. console.log(3); 11. yield "c"; 12. // 定义第4段代码 13. console.log(4); 14. yield "d"; 15. // 定义第5段代码 16. console.log(5); 17. yield "e"; 18. // 定义第6段代码 19. console.log(6); 20. yield "f"; 21. // 定义第7段代码 22. console.log(7); 23. yield "g"; 24. // 定义第8段代码 25. console.log(8); 26. yield "h"; 27. } 28. // var g = new generator(); // 不可以使用new去调用 29. // 执行generator 得到一个迭代器 30. var g = generator(); 31. console.log(g); 32. // 绑定点击事件 每点击一次 就会执行一次g.next() 就会执行一段函数中的代码 33. document.onclick = function() { 34. console.log(g.next()); 35. } |

每当点击一次document时：

|  |
| --- |
|  |

再次点击：

|  |
| --- |
|  |

再次点击：

|  |
| --- |
|  |

g.next()有返回结果，是一个对象 有value属性有done属性

value是什么要看本次的yield后面跟的是什么。

## 1.2 解决异步编程问题

|  |
| --- |
| 1. // 定义一个generator函数 2. var gen = function \* () { 3. // 定义第一个任务 4. yield taskOne(); 5. // 定义第二个任务 6. yield taskTwo(); 7. } 8. // 定义第一个任务 9. function taskOne() { 10. $.ajax({ 11. url: "/a", 12. type: "get", 13. data: "", 14. dataType: "json", 15. success: function() { 16. console.log("发送第一个任务结束"); 17. g.next(); 18. } 19. }) 20. } 21. // 定义第二个任务 22. function taskTwo() { 23. $.ajax({ 24. url: "/b", 25. type: "get", 26. data: "", 27. dataType: "json", 28. success: function() { 29. console.log("发送第二个任务结束") 30. } 31. }) 32. } 33. // 获取迭代器对象 34. var g = gen(); 35. g.next(); |

书写顺序：将各个任务单独拆分出去，并封装成函数 最后，将每一个函数任务排列在generator中 代码纵向发展。

## 1.3 传递数据

从内部向外部传递数据的方式

传递:

|  |
| --- |
| 1. yield "nihao"; |

接收:

|  |
| --- |
| 1. var result = g.next().value; |

从外部向内部传递数据

传递:

|  |
| --- |
| 1. g.next("nihao"); // g.next可以传递参数 只能传递一个 |

接收:

|  |
| --- |
| 1. var result = yield taskOne(); |

# Promise

这也是一个异步编程的解决方案。

它的作用是将异步代码的书写方式变为同步书写。

## 2.1 演示

|  |
| --- |
| 1. // Promise是一个构造函数 2. // 接收一个函数作为参数 通常该函数中必须要有异步代码 3. var p = new Promise(function(resolve, reject) { 4. // 发出ajax请求 5. $.ajax({ 6. url: "/a", 7. dataType: "json", 8. success: function(data) { 9. // 在回调函数中 我们可以根据返回的数据的error属性判定这是一个成功的请求还是一个失败的请求 10. if (!data.error) { 11. // 这是一个成功的请求 就执行resolve 12. resolve(); 13. } else { 14. // 这是一个失败的请求 就执行reject 15. reject(); 16. } 17. } 18. }); 19. }); 20. // 为了处理回调函数中的内容 p对象提供了then方法用于监听Promise中异步代码的执行情况 21. p.then(function() { 22. console.log("成功"); 23. }, function() { 24. console.log("失败"); 25. }); 26. 现在的处理代码不再位于回调函数中，而位于发送代码的下方。与同步代码的书写方式一致。 |

## 2.2 详细介绍

Promise是一个构造函数 接收一个函数参数

Promise所接收的函数是一段立即被执行的代码通常我们会在它的内部设置异步请求的发送代码。

它有两个参数 分别是resolve 和reject。它们都是函数。

当resolve执行的时候，会将Promise实例的状态从pending变成resolve

当reject执行的时候，会将Promise实例的状态从pending变成reject

Promise的返回值是一个Promise实例。它就表示一个Promise对象。它有3种状态。分别对应请求的三种状态。

pending: 发送中
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resolve: 成功

![](data:image/png;base64,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)

reject: 失败
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p对象的状态可能性有两种

pending => resolve

pending => reject

p有一个方法then。它接收两个函数参数，分别对应resolve和reject。当状态变化时，会自动执行对应的函数。

## 2.3 依次发出多个请求

发送一次请求，并监听该请求。我们已经通过2.1案例演示过。

现在我们要做的是：在第一次请求回来之后，再发出新的请求。

demo:

|  |
| --- |
| 1. // 使用Promise连续发送两个请求 并且第二个请求要携带第一个请求得到的数据 2. // 初始化第一个 3. var p = new Promise((resolve, reject) => { 4. // 发送第一个ajax 5. $.ajax({ 6. url: "/a", 7. dataType: "json", 8. success: (data) => { 9. console.log(data); 10. resolve(); 11. } 12. }); 13. }); 14. // 将Promise代码放在一个普通函数中 这样不会立即执行 15. function sendAjax2() { 16. // 返回Promise的实例 17. return new Promise((resolve, reject) => { 18. $.ajax({ 19. url: "/b", 20. dataType: "json", 21. success: (data) => { 22. console.log(data); 23. resolve(); 24. } 25. }); 26. }); 27. } 28. // 监听p状态的改变 29. p.then(() => { 30. console.log("成功"); 31. // return一个Promise实例 这样我们可以继续打点调用then方法 32. return sendAjax2(); 33. }, () => { 34. console.log("失败"); 35. }) 36. // 此时 因为上一个函数中返回了Promise的实例 所以这个then监听的就不是第一个p了 而是新的Promise的实例 37. .then(() => { 38. console.log("成功1"); 39. }, () => { 40. console.log("失败1"); 41. }) |

注：因为new Promise所接收的函数会立即被执行，所以为了暂缓执行，我们通常会将初始化Promise的代码放在一个函数内。等到需要的时候再执行。

## 2.4 传递参数

Promise将后续代码从回调函数中，转移到p.then的函数中。

传递参数的方式：resolve或者reject执行的时候可以传递一个参数。

demo:

|  |
| --- |
| 1. // 定义第一个Promise 2. function sendAjax1() { 3. // 返回一个Promise 4. return new Promise((resolve, reject) => { 5. // 发送ajax 6. $.ajax({ 7. url: "/a", 8. data: "", 9. type: "get", 10. dataType: "json", 11. success: (data) => { 12. // 传递四个参数 13. resolve(data, 1111, 222, 33); 14. } 15. }); 16. }); 17. } 18. // 执行第一个 19. var p = sendAjax1(); 20. // 绑定事件 21. p.then((...data) => { 22. // 获取全部参数 发现只得到一个 23. console.log(data); 24. }, () => { 25. console.log("failed"); 26. }) |

此时，data是一个数组，内部是全部传递过来的参数。

|  |
| --- |
|  |

注：resolve和reject只能够传递一个参数。

## 2.5 监听多个Promise

Promise.all可以同时监听多个Promise实例。

参数就是数组，数组中的每一个成员都是Promise实例。

demo:

|  |
| --- |
| 1. // 定义第一个Promise 2. function sendAjax1() { 3. // 返回一个Promise 4. return new Promise((resolve, reject) => { 5. // 发送ajax 6. $.ajax({ 7. url: "/a", 8. data: "", 9. type: "get", 10. dataType: "json", 11. success: (data) => { 12. // 传递四个参数 13. resolve(data, 1111, 222, 33); 14. } 15. }); 16. }); 17. } 18. // 定义第二个Promise 19. function sendAjax2(data) { 20. // 返回一个Promise 21. return new Promise((resolve, reject) => { 22. // 发送ajax 23. $.ajax({ 24. url: "/b", 25. data: data, 26. type: "get", 27. dataType: "json", 28. success: (data) => { 29. resolve(data); 30. } 31. }); 32. }); 33. } 34. // Promise.all是一个方法 可以监听多个Promise 它的特点是：当所有的Promise都完成的时候执行某些事情 35. var p = Promise.all([sendAjax1(), sendAjax2()]); 36. p.then((arr) => { 37. console.log(arr); 38. }, (data) => { 39. console.log(data); 40. }) |

Promise.all返回的也是一个Promise实例。但是该实例的状态取决于数组内的每一个成员的状态。如果都成功，则该实例的状态变为resolved.只要有任何一个成员的状态变为rejected，则该实例的状态变为rejected。对应的函数执行。

当成功时。因为每一个数组中的Promise都可能传递数据回来。所以，成功的回调函数中的参数，是一个数组。数组的每一项成员就是每一个Promise实例传递回来的数据。与Promise.all所接收的数组一一对应。

|  |
| --- |
|  |

当失败时，该实例的状态直接变为rejected，并执行失败回调函数。函数中的内容就是数组中失败的那个Promise所传递回来的数据。

除了Promise.all之外，还有一个Promise.race。用来监听第一个请求。

|  |
| --- |
| 1. // Promise.race是一个方法 可以监听多个Promise 它的特点是：只要有一个完成就完成。 2. var p = Promise.race([sendAjax1(), sendAjax2()]); 3. p.then((arr) => { 4. console.log(arr); 5. }, (data) => { 6. console.log(data); 7. }) |

## 2.6 catch

catch方法是Promise实例的方法。等于then接收的第二个参数。

作用：在连续的then中，如果每一次都写一个处理错误的函数，那么会显得代码很臃肿。于是，将第二个参数省略，并统一放在catch中进行处理。

demo:

|  |
| --- |
| 1. // 定义第一个Promise 2. function sendAjax1() { 3. // 返回一个Promise 4. return new Promise((resolve, reject) => { 5. // 发送ajax 6. $.ajax({ 7. url: "/a", 8. data: "", 9. type: "get", 10. dataType: "json", 11. success: (data) => { 12. // 传递四个参数 13. // reject("第一个错误"); 14. resolve(); 15. } 16. }); 17. }); 18. } 19. // 定义第二个Promise 20. function sendAjax2(data) { 21. // 返回一个Promise 22. return new Promise((resolve, reject) => { 23. // 发送ajax 24. $.ajax({ 25. url: "/b", 26. data: data, 27. type: "get", 28. dataType: "json", 29. success: (data) => { 30. // resolve(data); 31. reject("第二个错误") 32. } 33. }); 34. }); 35. } 36. // 执行第一个Promise 37. var p = sendAjax1(); 38. p.then(() => { 39. return sendAjax2(); 40. }) 41. .then(() => { 43. }) 44. // .catch表示捕获 当之前的代码中Promsie的状态变为rejected 或者出现异常时 会调用catch捕获内部的错误 45. .catch((msg) => { 46. console.log(msg) 47. }) |

以上的catch的作用：当第一个Promise出错时，处理第一个错误。当第二个Promise出错时，处理第二个错误。

# 类

ES6中，实现了class关键字。

该关键字用于定义类。

## 3.1 定义类

语法：

|  |
| --- |
| 1. class className {} |

demo：

|  |
| --- |
| 1. // 定义类 2. class Student { 3. } 4. // 初始化实例 5. var s = new Student(); 6. console.log(s); |

输出结果：

|  |
| --- |
|  |

## 3.2 定义构造函数

以前的构造函数，是没有类时的替代品。

现在的构造函数真的就是类中的一个函数。

举例:

|  |
| --- |
| 1. // 定义类 2. class Student { 3. // 定义本类的构造函数 4. constructor (name, age, sex) { 5. this.name = name; 6. this.age = age; 7. this.sex = sex; 8. } 9. } 10. // 初始化 11. var s = new Student("小明", 20, "男"); 12. console.log(s); |

输出:

|  |
| --- |
|  |

## 3.3 定义普通方法

在类体内定义方法

|  |
| --- |
| 1. // 定义类 2. class Student { 3. // 定义本类的构造函数 4. constructor (name, age, sex) { 5. this.name = name; 6. this.age = age; 7. this.sex = sex; 8. } 9. // 定义方法 10. sayHello() { 11. console.log("你好，我的名字是" + this.name + "我的年龄是" + this.age + "我的性别是" + this.sex); 12. } 13. } 14. // 初始化 15. var s = new Student("小明", 20, "男"); 16. console.log(s); |

输出结果：类体内定义的普通方法 效果等于定义在原型上

|  |
| --- |
|  |

调用：s.sayHello();

|  |
| --- |
|  |

## 3.4 定义静态方法

静态方法：类调用的方法 比如: Array.of、 Array.from、 Object.is、 Object.freeze等。

定义方式:

|  |
| --- |
| 1. class Student { 2. static hi() {} 3. } |

调用时：

|  |
| --- |
| 1. Student.hi(); |

demo:

|  |
| --- |
| 1. // 定义类 2. class Student { 3. // 定义静态方法 4. static hi() { 5. console.log("你好"); 6. } 7. } 8. // 调用静态方法 9. Student.hi(); |

输出:

|  |
| --- |
|  |

## 3.5 定义存取器方法

存取器方法是用于获取、设置实例的属性

demo:

|  |
| --- |
| 1. // 定义类 2. class Student { 3. // 定义构造函数 4. constructor(name, age, sex) { 5. this.name = name; 6. this.age = age; 7. this.sex = sex; 8. } 9. // 定义存取器方法 10. get getName() { 11. return this.name; 12. } 13. set setName(value) { 14. console.log("123"); 15. this.name = value; 16. } 17. } |

初始化：

|  |
| --- |
| 1. var s = new Student("xiaobai", 13, "男"); |

通过存取器属性进行获取:

|  |
| --- |
| 1. console.log(s.getName); |

通过存取器属性进行设置：

|  |
| --- |
| 1. s.setName = "hahaha"; |

## 3.6 定义静态存取器方法

静态存取器方法设置的是类本身的属性

|  |
| --- |
| 1. // 定义类 2. class Student { 3. // 定义静态存取器方法 4. static set setAge(value) { 5. // console.log("设置静态属性"); 6. this.age = value; 7. } 8. static get getAge() { 9. // console.log("获取静态属性"); 10. return this.age; 11. } 12. } 13. // 先获取一次该属性的值 14. console.log(Student.getAge); 15. // 静态属性是给类使用的 16. Student.setAge = 123; 17. // 再获取一次该属性的值 18. console.log(Student.getAge); |

注：以上代码都是类自身在调用

## 3.7 继承

继承语法： extends

demo:

|  |
| --- |
| 1. // 定义父类 2. class People { 3. constructor(name, age, sex) { 4. this.name = name; 5. this.age = age; 6. this.sex = sex; 7. } 8. sayHello() { 9. console.log(this.name); 10. } 11. static hi() { 12. console.log("hi"); 13. } 14. get getName() { 15. return this.name; 16. } 17. set setName(value) { 18. this.name = value; 19. } 20. static get getAge() { 21. return this.age; 22. } 23. static set setAge(value) { 24. this.age = value; 25. } 26. } 27. // 定义子类 28. class Student extends People { 29. constructor(name, age, sex, grade) { 30. // 构造函数式继承 31. super(name, age, sex); 32. // 赋值自己的特有属性 33. this.grade = grade; 34. } 35. } 36. var s = new Student("小明", 12, "男", 6); |

输出s：

|  |
| --- |
|  |

继承属性：

|  |
| --- |
| 1. // 定义子类 2. class Student extends People { 3. constructor(name, age, sex, grade) { 4. // 构造函数式继承 5. super(name, age, sex); 6. // 赋值自己的特有属性 7. this.grade = grade; 8. } 9. } |

如果不调用super: 会报错

|  |
| --- |
|  |

注：继承时，子类将父类的一切都继承过来。
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