# 安装和基本

1.安装MongoDB

- 安装

- 配置环境变量

C:\Program Files\MongoDB\Server\3.2\bin

- 在c盘根目录

- 创建一个文件夹 data

- 在data中创建一个文件夹db

- 打开cmd命令行窗口

- 输入 mongod 启动mongodb服务器

- 32位注意：

启动服务器时，需要输入如下内容

mongod --storageEngine=mmapv1

mongod --dbpath 数据库路径 --port 端口号

- 在打开一个cmd窗口

- 输入 mongo 连接mongodb ，出现 >

- 数据库（database）

- 数据库的服务器

- 服务器用来保存数据

- mongod 用来启动服务器

- 数据库的客户端

- 客户端用来操作服务器，对数据进行增删改查的操作

- mongo 用来启动客户端

- 将MongoDB设置为系统服务，可以自动在后台启动，不需要每次都手动启动

1.在c盘根目录创建data

- 在data下创建db和log文件夹

2.创建配置文件

在目录 C:\Program Files\MongoDB\Server\3.2 下添加一个配置文件

mongod.cfg

3.以管理员的身份打开命令行窗口

4.执行如下的命令

sc.exe create MongoDB binPath= "\"C:\Program Files\MongoDB\Server\3.2\bin\mongod.exe\" --service --config=\"C:\Program Files\MongoDB\Server\3.2\mongod.cfg\"" DisplayName= "MongoDB" start= "auto"

sc.exe create MongoDB binPath= "\"mongod的bin目录\mongod.exe\" --service --config=\"mongo的安装目录\mongod.cfg\"" DisplayName= "MongoDB" start= "auto"

5.启动mongodb服务

6.如果启动失败，证明上边的操作有误，

在控制台输入 sc delete MongoDB 删除之前配置的服务

然后从第一步再来一次

- 基本概念

数据库（database）

集合（collection）

文档（document）

- 在MongoDB中，数据库和集合都不需要手动创建，

当我们创建文档时，如果文档所在的集合或数据库不存在会自动创建数据库和集合

- 基本指令

show dbs

show databases

- 显示当前的所有数据库

use 数据库名

- 进入到指定的数据库中

db

- db表示的是当前所处的数据库

show collections

- 显示数据库中所有的集合

- 数据库的CRUD（增删改查）的操作

- 向数据库中插入文档

db.<collection>.insert(doc)

- 向集合中插入一个文档

- 例子：向test数据库中的，stus集合中插入一个新的学生对象

{name:"孙悟空",age:18,gender:"男"}

db.stus.insert({name:"孙悟空",age:18,gender:"男"})

db.<collection>.find()

- 查询当前集合中的所有的文档

MongoDB

- MongoDB是一个NoSQL的数据库

- MongoDB是一款文档型数据库

- 数据库指的就是一个存储数据的仓库

数据库可以使我们完成对数据的持久化的操作

- MongoDB数据库中存储的数据的基本单位就是文档，

MongoDB中存储的就是文档，所谓文档其实就是一个“JSON”

- MongoDB中的“JSON”我们称为BSON，比普通的JSON的功能要更加的强大

- MongoDB数据库使用的是JavaScript进行操作的，在MongoDB含有一个对ES标准实现的引擎，

在MongoDB中所有ES中的语法中都可以使用

- MongoDB的基本的指令

- 启动服务器

mongod --dbpath 路径 --port 端口号

- 启动客户端

mongo

- MongoDB的CRUD的操作

- 基本操作

use 数据库

- 进入指定的数据库

show dbs

- 显示所有的数据库

show collections

- 显示数据库中所有的集合

db

- 显示当前所在的数据库

- 向数据库中插入文档

- db.collection.insert()

- insert()可以向集合中插入一个或多个文档

- db.collection.insertOne()

- 向集合中插入一个文档

- db.collection.insertMany()

- 向集合中插入多个文档

- 查询数据库中的文档

- db.collection.find()

- 可以根据指定条件从集合中查询所有符合条件的文档

- 返回的是一个数组

- db.collection.findOne()

- 查询第一个符合条件的文档

- 返回的是一个对象

- db.collection.find().count()

- 查询符合条件的文档的数量

- 修改数据库中的文档

- db.collection.update()

- 可以修改、替换集合中的一个或多个文档

- db.collection.updateOne()

- 修改集合中的一个文档

- db.collection.updateMany()

- 修改集合中的多个文档

- db.collection.replaceOne()

- 替换集合中的一个文档

- 删除集合中的文档

- db.collection.remove()

- 删除集合中的一个或多个文档（默认删除多个）

- db.collection.deleteOne()

- 删除集合中的一个文档

- db.collection.deleteMany()

- 删除集合中的多个文档

- 清空一个集合

db.collection.remove({})

- 删除一个集合

db.collection.drop()

- 删除一个数据库

db.dropDatabase()

# 概述

MongoDB 是一款跨平台、面向文档的数据库。用它创建的数据库可以实现高性能、高可用性，并且能够轻松扩展。MongoDB 的运行方式主要基于两个概念：集合（collection）与文档（document）。

## 数据库

数据库是集合的实际容器。每一数据库都在文件系统中有自己的一组文件。一个 MongoDB 服务器通常有多个数据库。

## 集合

集合就是一组 MongoDB 文档。它相当于关系型数据库（RDBMS）中的表这种概念。集合位于单独的一个数据库中。集合不能执行模式（schema）。一个集合内的多个文档可以有多个不同的字段。一般来说，集合中的文档都有着相同或相关的目的。

## 文档

文档就是一组键-值对。文档有着动态的模式，这意味着同一集合内的文档不需要具有同样的字段或结构。

下表展示了关系型数据库与 MongoDB 在术语上的对比：

| **关系型数据库** | **MongoDB** |
| --- | --- |
| 数据库 | 数据库 |
| 表 | 集合 |
| 行 | 文档 |
| 列 | 字段 |
| 表 Join | 内嵌文档 |
| 主键 | 主键（由 MongoDB 提供的默认 key\_id） |

| **数据库服务器** | **客户端** |
| --- | --- |
| MySQL/Oracle | MongoDB |
| mysql/sqlplus | mongo |

## 范例文档

下面这个范例展示了一个简单的博客站点的文档结构，它是由逗号分隔的键值对构成的。

{

\_id: ObjectId(7df78ad8902c)

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100,

comments: [

{

user:'user1',

message: 'My first comment',

dateCreated: new Date(2011,1,20,2,15),

like: 0

},

{

user:'user2',

message: 'My second comments',

dateCreated: new Date(2011,1,25,7,45),

like: 5

}

]

}

**\_id** 是一个 12 字节长的十六进制数，它保证了每一个文档的唯一性。在插入文档时，需要提供 \_id。如果你不提供，那么 MongoDB 就会为每一文档提供一个唯一的 id。\_id 的头 4 个字节代表的是当前的时间戳，接着的后 3 个字节表示的是机器 id 号，接着的 2 个字节表示 MongoDB 服务器进程 id，最后的 3 个字节代表递增值。

# 优势

任何关系型数据库都采用一种典型的设计模式，展示表的数目以及表之间的关系。然而 MongoDB 却没有关系这个概念。

## MongoDB 相比 RDBMS 的优势

* 模式较少：MongoDB 是一种文档数据库，一个集合可以包含各种不同的文档。每个文档的字段数、内容以及文档大小都可以各不相同。
* 采用单个对象的模式，清晰简洁。
* 没有复杂的连接功能。
* 深度查询功能。MongoDB 支持对文档执行动态查询，使用的是一种不逊色于 SQL 语言的基于文档的查询语言。
* 具有调优功能。
* 易于扩展。MongoDB 非常易于扩展。
* 不需要从应用对象到数据库对象的转换/映射。
* 使用内部存储存储（窗口化）工作集，能够更快地访问数据。

## 为何选择使用 MongoDB

* 面向文档的存储：以 JSON 格式的文档保存数据。
* 任何属性都可以建立索引。
* 复制以及高可扩展性。
* 自动分片。
* 丰富的查询功能。
* 快速的即时更新。
* 来自 MongoDB 的专业支持。

## MongoDB 适用的领域

* 大数据
* 内容管理及交付
* 移动及社会化基础设施
* 用户数据管理
* 数据中心

# 数据模型

MongoDB 中的数据模式非常灵活。同一集合中的文档不需要具有同一字段或结构，集合文档的公用字段可能包含不同类型的数据。

## 设计 MongDB 模式时应注意的问题

* 根据用户需求来设计模式。
* 如果想一起使用对象，请将这些对象合并到一个文档中，否则要将它们分开（但是要确保不需要连接）。
* 经常复制数据（但要有一定限度），因为与计算时间相比，硬盘空间显得非常便宜。
* 在写入时进行连接，而不能在读取时连接。
* 针对经常发生的用例来设计模式。
* 在模式中实现复杂的聚合。

## 范例

假使一个客户需要为他的博客站点设计一个数据库，让我们来看看 RDBMS 与 MongoDB 在模式设计上的差异。网站需求如下所示：

* 每篇博客都具有唯一的标题、描述以及 URL。
* 每篇博客都具有一个或多个标签。
* 每篇博客都具有发表者的名称，以及喜欢
* 每篇博客都有用户的评论，用户名、消息、日期时间以及评论的喜欢度。
* 每篇博客都可以有 0 个或多个评论。

在 RDBMS 中，设计一个能够满足上述需求的数据库模式至少需要 3 个表。如下图所示。

![rdbms1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgcAAADUCAYAAAAIlICTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACVrSURBVHhe7Z0teOPIEkUHLnxw6cKFC0MHDhwYGhgYGBoYGBgaaBhoahgYGBoYOFCvr2TZrXbJP0p3qyWd8313Y1uy7FXdKl0rGetHBQAAAOBBOAAAAIAOhAMAAADoQDgAAACADoQDAAAA6EA4AAAAgA6EAwAAAOhAOAAAAIAOhAMAAADoQDgAAACADoQDAAAA6EA4AAAAgA6EAwAAAOhAOAAAAIAOhAMAAADoQDgAAACADoQDAAAA6BAtHPz69QvNSBAXax+jcgWwdKKGg6+vP2gGYjjGh/6YjvB/XrS/URp9h+jhYP32gSYshmMa6I9pCP/np+0NFFff9THhAHUUw1RwCP0xDeH//NAb8RXDx4QD1BHDMQ30xzSE//NDb8RXDB9HDwcb98bQdMVwTAP9MQ3h//y0vWEd5NAwxfBx/HDw7poMTVYMxzTQH9MQ/s/PrjfcQQ3FUQwfEw5QRwzHNNAf0xD+zw+9EV8xfEw4QB0xHNNAf0xD+D8/9EZ8xfBxgnDwiSYshmMa6I9pCP/nZ98b9oEOXa4YPiYcTFj6w5On59fq4XF1UlpP61vb8cVwTAP9EV/4fx7QG/EVw8eEgwnr8WlVrTfv1fvH50lpPa1vbccXwzEN9Ed84f95sPTeKDXkRg8Hb+6NoTySWerB58xySlpP61vb8cVwTAP9EV/4fx60vWEd5JagUkNu/HDg/gfmqXV19+u2etxYy8bRgzOJDKPfMT08Ple/f9/UCm9rudbT+tZ2fDEc05C3P8rzagrh/3mw6w13UMur132fbJ6r6/a2uW46lRpyCQdnq9Rw8FUnRQ3ClvC2lms9huN45O2PJYUD/D91TvdGKj9fst10PdX4uLyQmzkcvFWPt7+rn78a3a22j29eXGozHm8Lstov17LX59vdutfPbwPWDV/zsXrxt/H8GDxHj7frOj2s3WM9/y8Z5Q/H1kg+e1MxHMfm7AHo+bffr77fQh9aXm3XnZfw/zw4uzdmHQ7KC7kJwsFXj97rIXb9/B483gyzu9ft/XoIqgj7ZT9vX6q1lr02B+3dNur7OrAPWbd9jWZZs952G/VAPf2c3XojyTdVOCD9wdg1lb2tVgzHNJzuj8C/Rh+YPWL6MPDqTIX/58G+N+wDXd0XrbZh9+Xh8LFaXoi+fn7Z9kF3e3u1fRLezhu4fR/7Hm7xvbz3sb2tVjF8nC8c1EVrD7THH1fhm0EYDrlj9y9Y1zNQt+AXbH+7jcOwk08yycenu+2Z6uPjY6fWVFqu9RiO43GyPw685/XBsR4xfXi4rTkK/8+DIb1hL9PtfYhe12eNj/VB+Nzt7cyBW74sMeRGDwd686be9gPu1OPt4HtvC/LWLjt2/4J1+97LRdtv1Biwfb955Q9HfzCGt/3haG3HF8MxDSf748BfzZm22ldHe6RR14e2V+cm/D8P2t6wDnKNtn72D8z1Wd32w912mYJye+at73kd+cu925kDt+/jkkJuvnDg/Vqh+7h2ujfoOoNQy+6Cg3Xf/UvX7Xsv525/r/XznbGt9NqZSre3pmqN5N/WcobjuJzuj8CTB33Q1yN77X3Y79U5Cf/Pg/N6wx2YWz93/K/jynaZHt+GA/N5B/KXH66bK3DvfFxYyI0fDtyb75d28P5Ufr3T9Xhd7Pbx7VDbrX/u/UvWdeq8ptPD+uRz9Gltt24nuTqj1uvnlf6968fnscS9l9bT+tZ2fDEc03C6Pxqv3T3c7Xy16w+pr0d6fNjxaruNmQn/z4Ndb7g62fLmsO7L820IqPuiXab19iFaYXnXK7tt+fK3G7zGVjkCd6khN3M4QDGlb8vS5Tk/3H4/Ja2n9a3t+GI4puF0f3jDx1yOQuH/eXDOsaMbdpuz0PX928fq7tbrGy8sN3+QeKyn/J7zbmcO3KWGXMLBhKU/UNHAk1lOqR6kbn1rO74Yjmk43R/NcHoiHJwt/D8Pkh076rMK45zVvUS1NwsMuQnCAZqyGI5pON0fm+q+DgfWMpRL+D8/+96wD3RDVX/S168f6uDdngloVU5oKDXkEg5QRwzHNNAf0xD+z0+83nCfqr3vJ1AAWJnrzV8xfEw4QB0xHNNAf0xD+D8/9EZ8xfBxtnDw5w8qSVaNJIZjGuiPsmTVQML/+TnVG+hyxfAx4WChsmokMRzTQH+UJasGEv7PD70xXNb+kmL4mHCwUFk1khiOaaA/ypJVAwn/54feGC5rf0kxfDxaOBhKuJ1QQ7G2Fer6blX9PqKb24dq/fSr+nj5t6PP1+vq/e3V3GafLsF6/ilZNZIYjmmgP8rqD6sGEv7Pz6W9gfay9pcUw8ejhoOr29fqv5vzpHVFuJ1QIsV2pX9+PVd//+zTU3V9/bv6XP+svjZXbuD919H65d7cZquHl7eddF9Y79fXJe89lFUjieGYBvqjrP6waiDh//wM6Y0hhNsJNRRrW6FSBWdrf0kxfEw4uGD43T6uq9f1e3X/tKl/Pr5sat09rd1Pp/vfbvBp+P2sPldu6K1U3Gb4vT7fmNtspaH3/vFJOJgp9EdZ/WHVQML/+VlCb6QKztb+kmL4eNRw8Og1vH76tx/cUHl//6genjfV2/anCLcTSqTYrtQOP/3U8zT0JN2/fVhVD3fb4ffmtHZFXrvi6ufA4ec/9t33HsqqkcRwTAP9UVZ/WDWQ8H9+hvTG1MJB2xuxg7O1v6QYPi4mHHS1qRs7lAi3E0qk2K7kF3jlfj6v3qr15qN+bL15q54fb/bDT3IpsB6Cr1f1Fb6sbbby3+eP+6Ys/mPffe+hrBpJDMc00B9l9YdVAwn/5+e7vaGf/m15YSnB2dpfUgwfl3fmwO24sACbt/ezCyFSbFdqC3znht+TG3xKfq9u+Gkb967QDw8P1fvK7QdX1CYFNkV+X/2sHh+O/07V14/Vj3oA6jVivfdQVo0khmMa6I+y+sOqgYT/8/Pd3ujqspDoS6TYrtT2RuzgbO0vKYaPCztzcLjz7z2JcDuhRN92NTDe3p3001N7zWzJ2mar/fBbu8HUpD9t9+/d75Oeqqtft9X9rSuuBuDbVfX+8l/1+/d19c/PR3Obvuqh58sNQA3XF/ea7bD194n+P4W/jX///bdX/npWjSSGYxroj7L6w6qBhP/z893e0M/6tqv50oKztb+kGD4u6MzBh1kANbmS1c2DLjhxfDhJx7b77gaffk/UJy23ttnKL/Bq3RT45bVJgzcP+t3RxiXCTXV9c7sbfpuXX9Xt/XN1555rbdPXwfBrB6B7Tf3/KHHq/0WpU/tGQ1GE2/EDQatwHatGEsMxDfRHWf1h1UDC//n5bm806oZmqQ2Jkgi3E0r0bVd+KjE4W/tLiuHjcs4cuB3lqy6qGypKVT/vXqq/bl6qf25fqtVqdbAtX8e2q2JqyFmcO/w0gPRT70sFbk8Raft6XEP65tYNv81/rsD6fdHv6vruuX7c2qYva/BpuHb1VutZcq8rrG0dCwaSVSOJ4ZgG+qOs/rBqIOH//Hy3N5YcnK39JcXwcTlnDlwRrMJqwPzvxiUrDb5XV+TN5mBbvo5tN9bwa4ZeM3z84afir91r3N7d1aeG/rz/rt5W19XD40tdfGubltrBp9NPMqh+6v9BP7Vvnty2tG+0TWFtQ+oLBpJVI4nhmAb6o6z+sGog4f/8fLc35C1fSwrO1v6SYvi4kHBgF1c78MHtvP+54l4/rk4OPunYdjduYKiQfXp7a/6ZVJ+U+uoi1oVsTgv5BW4NeXf/UH2sf9XDb/Pyu7q5e6puz/hk1EqDr/3/0IA7PGXWGEwS1jZOyaqRxHBMA/1RVn9YNZDwf36+1xvu54KDs7W/pBg+LiYcHBTY7cSX10312w2U1dunS33nDY+j23Xm8IddqFPDz5JfYP3Ue9awWz3d1KeFXp7uqjtX4Pun84efJGpT+vvE/Xx1xqoN9tqkT2E9/5SsGkkMxzTQH2X1h1UDCf/n57u9ofq3WlpwtvaXFMPH44YD7RhXjEZhgV3qu36ufly/VD9+P7kB0qS2cDuhRN921+tm+LmN1z9fN5+1VpuPswpsqS2w3rMSnk5p3tyvqns38G70+6IH9/NhVf9bVuv5fRLWPpHpa7n9ce4+sWTVSGI4poH+KKs/rBpI+D8/g3rDeZfgbO8vKYaPRw0Hx/j8+moGn1P7V8ci3E6oY5wq8DnpMpQ5/FzSe3AG1U8NKA0/yXp+ny7Bev4pWTWSGI4DeX+srn78qG6a49EB9EdZ/WHVQOr1/4n6wnCG9AbBuZG1v6QYc3y0cKB/+qEd2qfNqxsYrhA3D8+7xz4/Pw+2c4lyDj8ZdDf8XMEl6/ljyaqRFMNUi2N74PgRMRzQH2ll1UAy/X9GfWE4l/bGKZYUnK39JcWY46OFg1ParF9dWrvs95CnpAKekvW8Y1KB298n6XRmO/RuXWGv75viXt+91LKeP5asGkkxTLUovANHzHBwSvTH92TVQDrw/5n1heFc2hsE572s/SXFmOPFhgOUVlaNpBimWhQ6eOiI8XqTNRyg78mqgXTg/zPrC8OJ3RtLCs7W/pJizPFs4SAm/z2j78qqkRTDVIvkm+EA8mLVQOr1P+EgGad6wzoookbW/pJizPEiw4H+zejr59/V69ff1erzf/VO8LEOdugyWTWSYphqkWQMB+qP8BMLXIZVA6nX/4SDZMTsjaVh7S8pxhwvLhw031H95W45/fmsH1NQ8AegdbBDl8mqkRTDVIskUziw+oOAcDlWDaRe/xMOkhGrN8TSgrO1v6QYc7y4cPD+vq4+P1bV+vOzen1/c/NvVb2/vVafnx/bNeyDHbpMVo2kGKZaJJnCQdsfn2831efmt9kfcBqrBlKv/wkHyYjVG0sMztb+kmLM8aLCwZ8/79XKJb+Hl4etnhqt3PD72HeldbBbivRt8ffG46eWhbJqJMUwFRwSqz8+XCB4X/3l9KP6eP3H/fynWr9cd/pjz2t18+PG/dfi2LL5Y9VAwv/5idEbYonB2dpfUgwfFxUOvt4fqsfVYxMMVi4UvG7qr8C8f3mpVm/NRVSEdbCbrFb6d7lVdW0tu1CEg3KJ1R+dYPD2WL1vnqrN6mf1sf65XetcCAeW8H9+YvTGUoOztb+kGD4uKhxsvr52Zw0eV8/V4/qjkQsKCg0t1sFusiIcLIIY/fH5drsdfH+5T0ZX9dD7+li7YKBB+Nd2rXMhHFjC//mJ0RtLDc7W/pJi+LiscOCOknUweHmsA8HT62v1+Lo6Hg50cN0+Lj7fto8311zZsXH32+foILrxzjTpOffB/SHr9r6Xnu3o8Rf9iqzFLd9tq0edABD8PwrCQT5eXl7OVoz+2IeD/7lw8J8biDfV15v7ZOTCgR47JBhy29+b70U4CNX636rhMcFw4vbGsoKztb+kGHO8mHDw53NdvWxet2cNFA6eXTB4aX66cND3awU9+uIOyrv7OsBuD9Kdx7379YG6DQvbdcP77UH20nX9g7MO/Mdes15Xty84c+C/hm6H/4/+6x+TVSMphqnmiHVAuEQx+uNjfVUPv4/13004ePtZfWkQugH4ubFq5g853b6qnnYBdToDMAVWDaTW/1YNLxWcx3d7Qyw1OFv7S4oxx4sIB3++dPWsTR0C9uFAZwsUDJ6r57U7Av7Zf0f27iDnDrbmp23jcX3abw/O4UH02P2z19VrGvS95i44DA0Hxv9j+BrHZNVIimGquWANfF+X8N3++Hz77Ybc3004cD8/1/+6YPBfPQj1Scnvjz3eANTw6/ypPeHA0lD/W/7wBf18pzfEkoOztb+kGHN89HDw5+vNBYO3XTBo9fTqQsHGlcctb/9ZSsvuIGccIPsezxIOrPeyVfg8wkF5WEPd13f4Tn/UwaD+BOSG30rhwH06cuHgc/PT7I89hIM+rBpIsfxv+ccX7BnaG2LpwdnaX1IMH48bDtxQW73vg4HOGHx9uCOXhl3771UNdgc5HVjd/c6pdR0ww8eD+70HeOP+pevufnXgdO3m9llnDoJlx7TbTvg8hQX//glZNZJiDcepYA1uX7EY2h8afM2p0SYUnNMfe7wh9/FUXfkDrz6NSjgIlcL/lq9CLZlBveEgOM86HDT/EkHB4K1e5dSwa+gc6LYHyZbdHwEGj/sH7WMH+PD+JeuGryn6tuP/PcLuDxyPnHlo5W9H4WOHe274Gsdk1UhKMRxLwhrMvlIxtD806DT4vt7v3QPn9cee7pD7eLra/0715mYyAzAFVg2kHP63fBdqSQzrDYKzsPaXFMPH44aDr/0XHr39Of+tWAc7dJmsGkk5hmNurOHrKwdD+6P9RKR/qgXxsGogjeF/y5O+5s6g3iA411j7S4rh41HDgb64ovnDwyeX+vb/VPEU1sFuLtKn/z7OPStwjqwaSWMMx9hYA9bXGAztj+Z3qX9f1B9wGqsGUgn+tzzra24M6Q2Cc4O1v6QYPh73zMFArIMdukxWjaRLTPV6s03a0tVjZf3ZTy6sIeprbHL2B5zGqoEUY6jGxPJyqKkzpDcIzg3W/pJi+JhwsFBZNZIOTFX//m0fAq4eFQHeq8crLxi0yhgQrCHpqzRy9gecxqqBFGOopsTyuq+S6fswQW8Mx9pfUgwfTzIcwPexaiR1TPX+WF35B/9ATVDYsg0RKa9aZw1DXyVDf5SFVQMpxlDNidUHvrIz4MMEvTEca39JMXxMOFgoVo2kjqnU6OHZgG1gOAwBzQCIGQ6sYedrStAfZWHVQIoxVMfC6pFQSRn4YYLeGI61v6QYPiYcLBSrRlLHVBc3+1XlPzQEa6D5mir0R1lYNZBiDNVSsPonVFQGfpigN4Zj7S8pho8JBwvFqpF0YKoBpwkvwRpYvuYC/VEWVg2kGEO1VKz+8vVtBn6YoDeGY+0vKYaPCQeDOfYtWuV/w5ZVI+kSUw391wrWYPI1R8roj2l7NiZWDaQYQ3UqWL3naxADPkws79gRD2t/STF8TDjw0TdlXT3pywa/yTLCwblYg8fXEhilP475+WAZ4UBK4f8pYPVlqO/Cv1ZoiRfSrf0lxfAx4cCHcBBtOFrDxdfSGKU/CAe9WDWQYvl/6lg9GyoWHDt8CAeRaHbkjZdIr/bX3XSLu6e4/D+K6aTY+nKdH9WTf+rr5J/dB0UMXqv07+a2aiS1prKGwXe0dMboj0M/t561vB74WcOuXe7U6asZYNVAijFU54jV076+wzjHjsgQDvoZp8Dakf5BX/e31+Wuh1t4je7tfR3Iu0mh2cZFBfaL6G27xl9WJlaNpNZU1gC4VLBnlP448LPny2PLOreFwoTv7+lj1UCKMVSXgNXvQzXesWP6Hyyt/SXF8PEszhz4O1KFq4scBgCHlu1CgFWEoeHg4LUO31dpWDWSGI5pGKU/hoaDg2HV6OTMmxBWDST8fznWAf8SjXfsmP4HS2t/STF8PMtwUBfrWDjYoed7g49wwHBMxCj98Z1wEPTO3LBqIOH//JR07JjaB0trf0kxfDyzcKD7PenPu6/Lc/r10P3aFPU65xbGe+3weSr4BQUeA6tGEsMxDaP0x4Gfj3jWX1bf7gbpsGemjlUDCf/np4xjh8b29D5YWvtLiuHjWfzNQe+pz3oAGsuCx394RZUJ6se6TjDoFnFq1wO3aiQxHNMwTn+Efu569tiygx4p3M+XYtVAwv/5Ge/Y4Xta96f3wdLaX1IMH8/u1wpwHlaNJIZjGsbpD+jDqoGE//Mz3rHDD7/T/GBp7S8pho8JB70cmmev6QcSq0YSwzEN4/QH9GHVQML/+ZnfsSMf1v6SYvh44uEAhmLVSGI4poH+KAurBhL+z884vTGPD5bW/pJi+JhwsFCsGkkMxzTQH2Vh1UDC//mhN4Zj7S8pho8JBwvFqpHEcEwD/VEWVg0k/J8femM41v6SYviYcLBQrBpJDMc00B9lYdVAwv/5oTeGY+0vKYaPCQcLxaqRxHBMA/1RFlYNJPyfH3pjONb+kmL4mHCwUKwaSQzHNNAfZWHVQML/+aE3hmPtLymGjyceDubxz1HGwKqRxHBMQxkDMGe/DH2tPO/RqoGE//NTRm9ME2t/STF8TDhYKFaNJIZjGsoYgAX2i75U5uyvnY2HVQMJ/+enjN6YJtb+kmL4mHCwUKwaSQzHNJQxAAkHLVYNJPyfn1F6YyTfxcbaX1IMH88iHFjX5K6/kjL4Gkt9vWW7vJ9wgHbv774is1b4/duH78MtaK6F/6TvzNayMoazVSOJ4ZiGcfrDUX9X+96XHf/1evZSn1se9/umr0+t6+AH/Re8/31L923zPKwaSPg/P6P0BuHgJDMIB+HAaAeZf9tRD7VzDszBcPLvh1fQcvebu+FztsOyfu3tAPSfVwBWjSSGYxrG6w+vBzo+PeLZoz4PtlcvsDwevlZPnx4Mae95dc+G77+9H2zz7P5usGog4f/8jNEbh6E0CKq+t0TtL3/5+V5LibW/pBg+nt2vFfyzA7srZjnOO2sgwm2Gw8owRvDpplVjLj8olINVI4nhmIZR+iM8yPtePubZYz7vbK/F8rjfR0f6VK/VFw6M19PzmofCbV7WZ1YNJPyfn1F648B3AXUP+P4NQ2rXz2Nh7S8pho9nGQ7286Rdfkkxw3Wt5+oxb5j2Dk1BOIBCw0GvZ1vO9fmwcFBvinCweEbpDSscyG9bvzfq8+Ghn8fC2l9SDB/PLBzofndAaJio0Of/PjLYRm2Y5jV6r+VdP8cPJf66hAMYcQD6/eF5+Zhne31eb8/3sttGveKl4UD3t+uH79FfN3y9zv1wm4SDqTJab/jhoNMbwvMX4eB7jFLgukh+0usOu5qD4XMaDcPdNv3ra9fb8l7PN1e4bPeahAMYqz+OeFn0efYCnzfh+Jxw4G3Pye/TNsA3AzgYvMHr7Z8XDmjCwVQZpTdqX3n+CQOAHxbCdcP7I2LtLymGjyceDk6z+9QDHawaSQzHNJTaH3kID+TjY9VAwv/5Gas3uqHUu18/1g3SnZDtQijh4AKKHH51wrM+0Xgm6KisAZYSq0YSwzENRfZHNggH0M/kekNnFcK/VxgJa39JMXw8+zMHYGPVSGI4poH+KAurBhL+z0/5vaFfWZX5IdLaX1IMHxMOFopVI4nhmAb6oyysGkj4Pz/0xnCs/SXF8DHhYKFYNZIYjmmgP8rCqoGE//NDbwzH2l9SDB8TDhaKVSOJ4ZgG+qMsrBpI+D8/9MZwrP0lxfAx4WChWDWSGI5poD/KwqqBhP/zQ28Mx9pfUgwfEw4WilUjieGYBvqjLKwaSPg/P/TGcKz9JcXwMeFgoVg1khiOaZhGf5T3Tw5TYdVAwv/54dgxHGt/STF8TDhYKFaNJIZjGqbRH4QD/J8fjh3DsfaXFMPHhIOFYtVIYjimYRr9QTjA//nh2DEca39JMXw88XDQDLMb72sv9VXJ/tdgdr46Ofiedn9Z56szvW9VtB8PvxQjuKZD8DqdL8048h5yYtVIYjimYcz+2FvTv7+9FsGTvkO+9SjhAP/nZ5zemAfW/pJi+HgG4cA7MG8PvN377bALB593oRbjohv13b7HQw5ex//KZv91j7yHzFg1khiOaRivP3y/+fe3Abdj6HD9+WLVQML/+RmnN+aBtb+kGD6exZkDe/gJ774O9NtP677q2bj7NB8Mxr7HxcH2vNfpG7jH3kNmrBpJDMc0lNcfVjAN158vVg0k/J+fcXpjHlj7S4rh42WFg5NHYa1vHbCDx+uD/Lmvc+l7yINVI4nhmIby+oNwYAn/52ec3pgH1v6SYvh4OeGgvt096OsynLrf/mxpL/Pc9/jBQd4PC51fMTgOfuVgv4fcWDWSGI5pGK8/vADQCbWEA0v4Pz/j9MY8sPaXFMPHCwoHjt2vCVptl4WPt5fj7HvcMfja333vITNWjSSGYxrGGoAdL3Z8SjiwhP/zM1ZvzAFrf0kxfDzxcDAB9GmtkGt/+1g1khiOaaA/ysKqgYT/80NvDMfaX1IMHxMOorP9K/CRzwycwqqRxHBMA/1RFlYNJPyfH3pjONb+kmL4mHCwUKwaSQzHNNAfZWHVQML/+aE3hmPtLymGjwkHC8WqkcRwTAP9URZWDST8nx96YzjW/pJi+JhwsFCsGkkMxzTQH2Vh1UDC//mhN4Zj7S8pho8JBwvFqpHEcEwD/VEWVg0k/J8femM41v6SYviYcLBQrBpJDMc00B9lYdVAwv/5oTeGY+0vKYaPCQcLxaqRxHBMA/1RFlYNJPyfn1O9gS5XDB/PLByM/SUu0/kSGatGEsMxDeP0h+9H/7b1BUjLwqqBhP/zc6o30OWK4eNlhgN9S2GMLyaKtZ0RsGokMRzTME5/9PUD4cCqgYT/83OqN9DliuFjwsF3IBzAmYzTH4SDPqwaSPg/P6d6A12uGD6efjioLyZjfSNh+E2F7QWPgsfrB/vWPYa1HX8YN7dvvGsw6KJN/jUZ6os4tQTXXOgsS4BVI4nhmIZx+uPQj83tIBxsvbfz3BEvdq4p4l/UaWJYNZDwf35O9Qa6XDF8PPFwoIHnDyh/AAbUA2+77NQnfn/dYxxsJxzGXsjYDtzufX9d//WC4Z0Aq0YSwzEN4/WH5THPXwdeP+JF42qkp0N0mVg1kPB/fk71BrpcMXw87XAQDqtwsPWdVTg4qDt6z0Ac4WQ48Ldx5P7BazdKOXitGkkMxzSM0h8dz/m3twf8J/nO96TjmBe3AbfU64VcglUDCf/np+0NFFff9fF8w0E95Pwh5i0LD+rH1j1GzHCQ+SOYVSMphqngkFH6o+M5/7bCgTvI15dwDkLoWV7UtrzQMEGsGkj4Pz/a3yiNvsO0w0H9ScY74PoH+XDI+cus5/Wte4xwO+6WPYzFsfvNsPXfgq7Dn3LwWjWSGI5pGKU/DjzW3vZ/bRV6r9+LoSd1P/XfxqTCqoGE/wEaJv8HiRpQu9Of9Seh/QG488dTfcu20+7YusfobqdvGIsT9+ug4b2HM19/KFaNJIZjGsoNB0LLnOfas2B9XgwfD381NyGsGkj4H6Bh8uEAhmHVSGI4poH+KAurBhL+B2ggHBxl+4nKVNpP9qmxaiQxHNNAOCgLqwYS/gdoIBwsFKtGEsMxDfRHWVg1kPA/QAPhYKFYNZIYjmmgP8rCqoGE/wEaCAcLxaqRxHBMA/1RFlYNJPwP0EA4WChWjSSGYxroj7KwaiDhf4AGwsFCsWokMRzTQH+UhVUDCf8DNBAOFopVI4nhmAb6oyysGkj4H6Bh4uHg3C95gRCrRhLDMQ3LCwd+P5aHVQMJ/wM0zCgc+BAOTmHVSGI4pmEW4UDfkHj2tyISDgCmDOFgoVg1khiOaSAclIVVAwn/AzQs49cK2++E310kJviOeP/iMZ1rLPyYb8CwaiQxHNMwZn/ceJ7uXCipvsDYfpl/UaXDPlBPeY/5K5v0v3Z9PZTg+Xq9nBdxsmog4X+AhvmHgzoI+J9g/PWEt65xdcaTM3CiWDWSGI5pGK8/wisu+n3hh19vWV8fXHzmoOe1O7cdBz2aHqsGEv4HaJh3OHgyLr0cfFpqtRt+9f28g2oMrBpJDMc0jN8fDbtP6GEAcGjZ0T64OBz0vLbDv9xz7rMGwqqBhP8BGmYcDtxwqy+93D1dag3FQ7QtLzTMEKtGEsMxDSWFg9rTx8LBjqAPIoSD/fbb5Yfr5cCqgYT/ARoW8DcHejwcSt0hqE8xut/+bPE/3cwNq0YSwzENZYQD3d/2RX12IDy139zv7YN6nXMP5Edee4vCgoLHGD1m1UDC/wANy/iDxHqZG0Ttp556yDWDqdH2eeHjZ39Kmh5WjSSGYxrG6w/Pz07+QT/0+27ZkT5oD+iXnH1rdfCUi8JGXKwaSPgfoGHi4QCGYtVIYjimYbxwMM7B9xzGPDNn1UDC/wANhIOFYtVIYjimYX7h4PDMwF5nvGZ91qD7a4acWDWQ8D9AA+FgoVg1khiOaaA/ysKqgYT/ARoIBwvFqpHEcEwD/VEWVg0k/A/QQDhYKFaNJIZjGuiPsrBqIOF/gAbCwUKxaiQxHNNAf5SFVQMJ/wM0EA4WilUjieGYBvqjLKwaSPgfoIFwsFCsGkkMxzTQH2Vh1UDC/wANhIOFYtVIYjimgf4oC6sGEv4HaCAcLBSrRhLDMQ30R1lYNZDwP0AD4WChWDWSGI5poD/KwqqBhP8BGggHC8WqkcRwTAP9URZWDST8D9BAOFgoVo0khmMa6I+ysGog4X+ABsLBQrFqJDEc00B/lIVVAwn/AzQQDhaKVSOJ4ZgG+qMsrBpI+B+ggXCwUKwaSQzHNNAfZWHVQML/AA2Eg4Vi1UhiOKaB/igLqwYS/gdoIBwsFKtGEsMxDfRHWVg1kPA/QAPhYKFYNZIYjmmgP8rCqoGE/wEaCAcLxaqRxHBMA/1RFlYNJPwP0EA4WChWjSSGYxroj7KwaiDhf4AGwsFCsWokMRzTQH+UhVUDCf8DNBAOFopVI4nhmAb6oyysGkj4H6AhWzhA0xDDMQ30xzSE/wEaCAeoI4ZjGuiPaQj/AzQQDlBHDMc00B/TEP4HaCAcoI4YjmmgP6Yh/A/QQDhAHTEc00B/TEP4H6CBcIA6Yjimgf6YhvA/QEP0cICmL4ZjfOiP6Qj/A0QOB2g+grhY+xiVK4ClEy0cAAAAwDwgHAAAAEAHwgEAAAB0IBwAAABAB8IBAAAAdCAcAAAAQAfCAQAAAHQgHAAAAEAHwgEAAAB0IBwAAABAB8IBAAAAdCAcAAAAQAfCAQAAAHQgHAAAAEAHwgEAAAB0IBwAAABAB8IBAAAAdCAcAAAAQAfCAQAAAHQgHAAAAIBHVf0f3C5OqUmk2GQAAAAASUVORK5CYII=)

在 MongoDB 中，设计出来的模式却只有一个集合 post，其结构如下：

{

\_id: POST\_ID

title: TITLE\_OF\_POST,

description: POST\_DESCRIPTION,

by: POST\_BY,

url: URL\_OF\_POST,

tags: [TAG1, TAG2, TAG3],

likes: TOTAL\_LIKES,

comments: [

{

user:'COMMENT\_BY',

message: TEXT,

dateCreated: DATE\_TIME,

like: LIKES

},

{

user:'COMMENT\_BY',

message: TEXT,

dateCreated: DATE\_TIME,

like: LIKES

}

]

}

虽然只是展示数据，在 RDBMS 中需要连接三张表，而在 MongoDB 中则只需要一个集合。

# 创建数据库

## use 命令

MongoDB 用 use + **数据库名称** 的方式来创建数据库。use 会创建一个新的数据库，如果该数据库存在，则返回这个数据库。

### 语法格式

use 语句的基本格式如下：

use DATABASE\_NAME

### 范例

创建一个名为 的数据库，使用 use 语句如下：

>use mydb

switched to db mydb

使用命令 db 检查当前选定的数据库。

>db

mydb

使用命令 show dbs 来检查数据库列表。

>show dbs

local 0.78125GB

test 0.23012GB

刚创建的数据库（mydb）没有出现在列表中。为了让数据库显示出来，至少应该插入一个文档。

>db.movie.insert({"name":"tutorials point"})

>show dbs

local 0.78125GB

mydb 0.23012GB

test 0.23012GB

db:表示的是当前数据表

movie:表示当前数据库的的一个集合,有sql基础的话可以理解为当前数据下的一个表

name:表示该集合下的一个字段

tutorials point:表示name字段的值

在 MongoDB 中，默认的数据库是 test，如果你没有创建任何数据库，那么集合就会保存在 test 数据库中。

# 删除数据库

## dropDatabase() 方法

MongoDB 的 dropDatabase() 命令用于删除已有数据库。

### 语法格式

dropDatabase() 命令的语法格式如下：

db.dropDatabase()

它将删除选定的数据库。如果没有选定要删除的数据库，则它会将默认的 test 数据库删除。

### 范例

首先使用 show dbs 来列出已有的数据库。

>show dbs

local 0.78125GB

mydb 0.23012GB

test 0.23012GB

>

如果想删除新数据库 <mydb>，如下面这样使用 dropDatabase() 方法：

>use mydb

switched to db mydb

>db.dropDatabase()

>{ "dropped" : "mydb", "ok" : 1 }

>

再来看一下数据库列表，确实删除了 <mydb>。

>show dbs

local 0.78125GB

test 0.23012GB

>

# 创建集合

## createCollection() 方法

在 MongoDB 中，创建集合采用 **db.createCollection(name, options)** 方法。

### 语法格式

createCollection() 方法的基本格式如下：

db.createCollection(name, options)

在该命令中，name 是所要创建的集合名称。options 是一个用来指定集合配置的文档。

| **参数** | **类型** | **描述** |
| --- | --- | --- |
| name | 字符串 | 所要创建的集合名称 |
| options | 文档 | 可选。指定有关内存大小及索引的选项 |

参数 options 是可选的，所以你必须指定的只有集合名称。下表列出了所有可用选项：

| **字段** | **类型** | **描述** |
| --- | --- | --- |
| capped | 布尔 | （可选）如果为 true，则创建固定集合。固定集合是指有着固定大小的集合，当达到最大值时，它会自动覆盖最早的文档。 **当该值为 true 时，必须指定 size 参数。** |
| autoIndexId | 布尔 | （可选）如为 true，自动在 \_id 字段创建索引。默认为 false。 |
| size | 数值 | （可选）为固定集合指定一个最大值（以字节计）。 **如果 capped 为 true，也需要指定该字段。** |
| max | 数值 | （可选）指定固定集合中包含文档的最大数量。 |

在插入文档时，MongoDB 首先检查固定集合的 size 字段，然后检查 max 字段。

### 范例

不带参数的 createCollection() 方法的基本格式为：

>use test

switched to db test

>db.createCollection("mycollection")

{ "ok" : 1 }

>

可以使用 show collections 来查看创建了的集合。

>show collections

mycollection

system.indexes

下面是带有几个关键参数的 createCollection() 的用法：

>db.createCollection("mycol", { capped : true, autoIndexID : true, size : 6142800, max : 10000 } )

{ "ok" : 1 }

>

在 MongoDB 中，你不需要创建集合。当你插入一些文档时，MongoDB 会自动创建集合。

>db.tutorialspoint.insert({"name" : "tutorialspoint"})

>show collections

mycol

mycollection

system.indexes

tutorialspoint

>

# 删除集合

## drop() 方法

MongoDB 利用 db.collection.drop() 来删除数据库中的集合。

### 语法格式

drop() 命令的基本格式如下：

db.COLLECTION\_NAME.drop()

### 范例

首先检查在数据库 mydb 中已有集合：

>use mydb

switched to db mydb

>show collections

mycol

mycollection

system.indexes

tutorialspoint

>

接着删除集合 mycollection。

>db.mycollection.drop()

true

>

再次检查数据库中的现有集合：

>show collections

mycol

system.indexes

tutorialspoint

>

如果成功删除选定集合，则 drop() 方法返回 true，否则返回 false。

# 数据类型

MongoDB 支持如下数据类型：

* **String**：字符串。存储数据常用的数据类型。在 MongoDB 中，UTF-8 编码的字符串才是合法的。
* **Integer**：整型数值。用于存储数值。根据你所采用的服务器，可分为 32 位或 64 位。
* **Boolean**：布尔值。用于存储布尔值（真/假）。
* **Double**：双精度浮点值。用于存储浮点值。
* **Min/Max keys**：将一个值与 BSON（二进制的 JSON）元素的最低值和最高值相对比。
* **Arrays**：用于将数组或列表或多个值存储为一个键。
* **Timestamp**：时间戳。记录文档修改或添加的具体时间。
* **Object**：用于内嵌文档。
* **Null**：用于创建空值。
* **Symbol**：符号。该数据类型基本上等同于字符串类型，但不同的是，它一般用于采用特殊符号类型的语言。
* **Date**：日期时间。用 UNIX 时间格式来存储当前日期或时间。你可以指定自己的日期时间：创建 Date 对象，传入年月日信息。
* **Object ID**：对象 ID。用于创建文档的 ID。
* **Binary Data**：二进制数据。用于存储二进制数据。
* **Code**：代码类型。用于在文档中存储 JavaScript 代码。
* **Regular expression**：正则表达式类型。用于存储正则表达式。

# 插入文档

## insert() 方法

要想将数据插入 MongoDB 集合中，需要使用 insert() 或 save() 方法。

### 语法格式

insert() 方法的基本格式为：

>db.COLLECTION\_NAME.insert(document)

### 范例 1

>db.mycol.insert({

\_id: ObjectId(7df78ad8902c),

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100

})

mycol 是上一节所创建的集合的名称。如果数据库中不存在该集合，那么 MongoDB 会创建该集合，并向其中插入文档。

在插入的文档中，如果我们没有指定 \_id 参数，那么 MongoDB 会自动为文档指定一个唯一的 ID。

\_id 是一个 12 字节长的 16 进制数，这 12 个字节的分配如下：

\_id: ObjectId(4 bytes timestamp, 3 bytes machine id, 2 bytes process id, 3 bytes incrementer)

为了，你可以将用 insert() 方法传入一个文档数组，范例如下：

### 范例 2

>db.post.insert([

{

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100

},

{

title: 'NoSQL Database',

description: 'NoSQL database doesn't have tables',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 20,

comments: [

{

user:'user1',

message: 'My first comment',

dateCreated: new Date(2013,11,10,2,35),

like: 0

}

]

}

])

也可以用 db.post.save(document) 插入文档。如果没有指定文档的 \_id，那么 save() 就和 insert() 完全一样了。

一、使用save()函数，如果原来的对象不存在，那他们都可以向collection里插入数据，如果已经存在，save会调用update更新里面的记录，而insert则会忽略操作

二、insert可以一次性插入一个列表，而不用遍历，效率高， save则需要遍历列表，一个个插入。

save方法实际上执行的是upsert,只是按id查找,所有字段更新,如果save的文档中没有指定id则save方法实际执行的是insert方法并自动生成id

# 查询文档

## find() 方法

要想查询 MongoDB 集合中的数据，使用 find() 方法。

db.collection.find({}).count()

- 查询所有结果的数量

### 语法格式

find() 方法的基本格式为：

>db.COLLECTION\_NAME.find()

find() 方法会以非结构化的方式来显示所有文档。

## pretty() 方法

用格式化方式显示结果，使用的是 pretty() 方法。

### 语法格式

>db.mycol.find().pretty()

### 范例

>db.mycol.find().pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

除了 find() 方法之外，还有一个 findOne() 方法，它只返回一个文档。

## MongoDB 中类似于 WHERE 子句的语句

如果想要基于一些条件来查询文档，可以使用下列操作。

| **操作** | **格式** | **范例** | **RDBMS中的类似语句** |
| --- | --- | --- | --- |
| 等于 | {<key>:<value>} | db.mycol.find({"by":"tutorials point"}).pretty() | where by = 'tutorials point' |
| 小于 | {<key>:{$lt:<value>}} | db.mycol.find({"likes":{$lt:50}}).pretty() | where likes < 50 |
| 小于或等于 | {<key>:{$lte:<value>}} | db.mycol.find({"likes":{$lte:50}}).pretty() | where likes <= 50 |
| 大于 | {<key>:{$gt:<value>}} | db.mycol.find({"likes":{$gt:50}}).pretty() | where likes > 50 |
| 大于或等于 | {<key>:{$gte:<value>}} | db.mycol.find({"likes":{$gte:50}}).pretty() | where likes >= 50 |
| 不等于 | {<key>:{$ne:<value>}} | db.mycol.find({"likes":{$ne:50}}).pretty() | where likes != 50 |

## MongoDB 中的 And 条件

### 语法格式

在 find() 方法中，如果传入多个键，并用逗号(,)分隔它们，那么 MongoDB 会把它看成是 **AND** 条件。AND 条件的基本语法格式为：

>db.mycol.find({key1:value1, key2:value2}).pretty()

### 范例

下例将展示所有由 “tutorials point” 发表的标题为 “MongoDB Overview” 的教程。

>db.mycol.find({"by":"tutorials point","title": "MongoDB Overview"}).pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

对于上例这种情况，RDBMS 采用的 WHERE 子句将会是：**where by='tutorials point' AND title='MongoDB Overview'**。你可以在 find 子句中传入任意的键值对。

## MongoDB 中的 OR 条件

### 语法格式

若基于 **OR** 条件来查询文档，可以使用关键字 **$or**。 OR 条件的基本语法格式为：

>db.mycol.find(

{

$or: [

{key1: value1}, {key2:value2}

]

}

).pretty()

### 范例

下例将展示所有由 “tutorials point” 发表的或标题为 “MongoDB Overview” 的教程。

>db.mycol.find({$or:[{"by":"tutorials point"},{"title": "MongoDB Overview"}]}).pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

## 结合使用 AND 与 OR 条件

### 范例

下例所展示文档的条件为：喜欢数大于 100，标题是 “MongoDB Overview”，或者是由 “tutorials point” 所发表的。响应的 SQL WHERE 子句为：**where likes>10 AND (by = 'tutorials point' OR title = 'MongoDB Overview')**

>db.mycol.find({"likes": {$gt:10}, $or: [{"by": "tutorials point"},{"title": "MongoDB Overview"}]}).pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

# 更新文档

MongoDB 中的 update() 与 save() 方法都能用于更新集合中的文档。update() 方法更新已有文档中的值，而 save() 方法则是用传入该方法的文档来替换已有文档。

## update() 方法

update() 方法更新已有文档中的值。

### 语法格式

update() 方法基本格式如下：

>db.COLLECTION\_NAME.update(SELECTIOIN\_CRITERIA, UPDATED\_DATA)

- 如果需要修改指定的属性，而不是替换需要使用“修改操作符”来完成修改

$set 可以用来修改文档中的指定属性

$unset 可以用来删除文档的指定属性

db.student.update({\_id:1},{**$unset**:{"new":""}})

### 范例

假如 mycol 集合中有下列数据：

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"MongoDB Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

下面的例子将把文档原标题 'MongoDB Overview' 替换为新的标题 'New MongoDB Tutorial'。

>db.mycol.update({'title':'MongoDB Overview'},{$set:{'title':'New MongoDB Tutorial'}})

>db.mycol.find()

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"New MongoDB Tutorial"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

>

MongoDB 默认只更新单个文档，要想更新多个文档，需要把参数 multi 设为 true。

>db.mycol.update({'title':'MongoDB Overview'},{$set:{'title':'New MongoDB Tutorial'}},{multi:true})

## save() 方法

save() 方法利用传入该方法的文档来替换已有文档。

### 语法格式

save() 方法基本语法格式如下：

>db.COLLECTION\_NAME.save({\_id:ObjectId(),NEW\_DATA})

### 范例

下例用 \_id 为 '5983548781331adf45ec7' 的文档代替原有文档。

>db.mycol.save(

{

"\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point New Topic", "by":"Tutorials Point"

}

)

>db.mycol.find()

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"Tutorials Point New Topic", "by":"Tutorials Point"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

>

# 删除文档

## remove() 方法

MongoDB 利用 remove() 方法 清除集合中的文档。它有 2 个可选参数：

* deletion criteria：（可选）删除文档的标准。
* justOne：（可选）如果设为 true 或 1，则只删除一个文档。

### 语法格式

remove() 方法的基本语法格式如下所示：

>db.COLLECTION\_NAME.remove(DELLETION\_CRITTERIA)

### 范例

假如 mycol 集合中包含下列数据：

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"MongoDB Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

下面我们将删除其中所有标题为 'MongoDB Overview' 的文档。

>db.mycol.remove({'title':'MongoDB Overview'})

>db.mycol.find()

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

>

## 只删除一个文档

如果有多个记录，而你只想删除第一条记录，那么就设置 remove() 方法中的 justOne 参数：

>db.COLLECTION\_NAME.remove(DELETION\_CRITERIA,1)

## 删除所有文档

如果没有指定删除标准，则 MongoDB 会将集合中所有文档都予以删除。**这等同于 SQL 中的 truncate 命令**。

>db.mycol.remove({})

>db.mycol.find()

>

# 映射

在 MongoDB 中，映射（Projection）指的是只选择文档中的必要数据，而非全部数据。如果文档有 5 个字段，而你只需要显示 3 个，则只需选择 3 个字段即可。

## find() 方法

MongoDB 的查询文档曾介绍过 find() 方法，它可以利用 AND 或 OR 条件来获取想要的字段列表。在 MongoDB 中执行 find() 方法时，显示的是一个文档的所有字段。要想限制，可以利用 0 或 1 来设置字段列表。1 用于显示字段，0 用于隐藏字段。

### 语法格式

带有映射的 find() 方法的基本语法格式为：

>db.COLLECTION\_NAME.find({},{KEY:1})

### 范例

假如 mycol 集合拥有下列数据：

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"MongoDB Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

下例将在查询文档时显示文档标题。

>db.mycol.find({},{"title":1,\_id:0})

{"title":"MongoDB Overview"}

{"title":"NoSQL Overview"}

{"title":"Tutorials Point Overview"}

>

注意：在执行 find() 方法时，\_id 字段是一直显示的。如果不想显示该字段，则可以将其设为 0。

# 限制记录

## limit() 方法

要想限制 MongoDB 中的记录，可以使用 limit() 方法。limit() 方法接受一个数值类型的参数，其值为想要显示的文档数。

### 语法格式

limit() 方法的基本语法格式为：

>db.COLLECTION\_NAME.find().limit(NUMBER)

### 范例

假设 mycol 集合拥有下列数据：

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"MongoDB Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

下例将在查询文档时只显示 2 个文档。

>db.mycol.find({},{"title":1,\_id:0}).limit(2)

{"title":"MongoDB Overview"}

{"title":"NoSQL Overview"}

>

如果未指定 limit() 方法中的数值参数，则将显示该集合内的所有文档。

## skip() 方法

### 语法格式

skip() 方法基本语法格式为：

>db.COLLECTION\_NAME.find().skip(NUMBER).limit(NUMBER)

### 范例

下例将只显示第二个文档：

>db.mycol.find({},{"title":1,\_id:0}).skip(1) .limit(1)

{"title":"NoSQL Overview"}

>

注意：skip() 方法中的默认值为 0。

# 记录排序

## sort() 方法

MongoDB 中的文档排序是通过 sort() 方法来实现的。sort() 方法可以通过一些参数来指定要进行排序的字段，并使用 1 和 -1 来指定排序方式，其中 1 表示升序，而 -1 表示降序。

### 格式

sort() 方法基本格式为：

>db.COLLECTION\_NAME.find().sort({KEY:1})

### 范例

假设集合 mycol 包含下列数据：

{ "\_id" : ObjectId(5983548781331adf45ec5), "title":"MongoDB Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec6), "title":"NoSQL Overview"}

{ "\_id" : ObjectId(5983548781331adf45ec7), "title":"Tutorials Point Overview"}

下面的范例将显示按照降序排列标题的文档。

>db.mycol.find({},{"title":1,\_id:0}).sort({"title":-1})

{"title":"Tutorials Point Overview"}

{"title":"NoSQL Overview"}

{"title":"MongoDB Overview"}

>

注意，如果不指定排序规则，sort() 方法将按照升序排列显示文档。

# 索引

索引能够实现高效地查询。没有索引，MongoDB 就必须扫描集合中的所有文档，才能找到匹配查询语句的文档。这种扫描毫无效率可言，需要处理大量的数据。

索引是一种特殊的数据结构，将一小块数据集保存为容易遍历的形式。索引能够存储某种特殊字段或字段集的值，并按照索引指定的方式将字段值进行排序。

## ensureIndex() 方法

要想创建索引，需要使用 MongoDB 的 ensureIndex() 方法。

mongodb使用createIndex()和ensureIndex()方法来创建索引，前者用于3.0及以上版本，后者用于3.0以下版本。

### 语法格式

ensureIndex() 方法的基本语法格式为：

>db.COLLECTION\_NAME.ensureIndex({KEY:1})

这里的 key 是想创建索引的字段名称，1 代表按升序排列字段值。-1 代表按降序排列。

### 范例

>db.mycol.ensureIndex({"title":1})

>

可以为 ensureIndex() 方法传入多个字段，从而为多个字段创建索引。

>db.mycol.ensureIndex({"title":1,"description":-1})

>

ensureIndex() 方法也可以接受一些可选参数，如下所示：

| **参数** | **类型** | **描述** |
| --- | --- | --- |
| background | 布尔值 | 在后台构建索引，从而不干扰数据库的其他活动。取值为 true 时，代表在后台构建索引。默认值为 false |
| unique | 布尔值 | 创建一个唯一的索引，从而当索引键匹配了索引中一个已存在值时，集合不接受文档的插入。取值为 true 代表创建唯一性索引。默认值为 false。 |
| name | 字符串 | 索引名称。如果未指定，MongoDB 会结合索引字段名称和排序序号，生成一个索引名称。 |
| dropDups | 布尔值 | 在可能有重复的字段内创建唯一性索引。MongoDB 只在某个键第一次出现时进行索引，去除该键后续出现时的所有文档。 |
| sparse | 布尔值 | 如果为 true，索引只引用带有指定字段的文档。这些索引占据的空间较小，但在一些情况下的表现也不同（特别是排序）。默认值为 false。 |
| expireAfterSeconds | 整型值 | 指定一个秒数值，作为 TTL 来控制 MongoDB 保持集合中文档的时间。 |
| v | 索引版本 | 索引版本号。默认的索引版本跟创建索引时运行的 MongoDB 版本号有关。 |
| weights | 文档 | 数值，范围从 1 到 99, 999。表示就字段相对于其他索引字段的重要性。 |
| default\_language | 字符串 | 对文本索引而言，用于确定停止词列表，以及词干分析器（stemmer）与断词器（tokenizer）的规则。默认值为 english。 |
| language\_override | 字符串 | 对文本索引而言，指定了文档所包含的字段名，该语言将覆盖默认语言。默认值为 language。 |

## 创建索引

> db.users.createIndex({"name":1})

{

"createdCollectionAutomatically" : false,

"numIndexesBefore" : 1,

"numIndexesAfter" : 2,

"ok" : 1

}

例2：给name字段创建倒序索引

> db.users.createIndex({"name":-1})

{

"createdCollectionAutomatically" : false,

"numIndexesBefore" : 2,

"numIndexesAfter" : 3,

"ok" : 1

}

例3：给name，age字段创建组合索引

> db.users.createIndex({"name":1,"age":1})

{

"createdCollectionAutomatically" : false,

"numIndexesBefore" : 3,

"numIndexesAfter" : 4,

"ok" : 1

}

例4：在后台给age字段创建索引

> db.users.createIndex({age:1},{background:1})

{

"createdCollectionAutomatically" : false,

"numIndexesBefore" : 4,

"numIndexesAfter" : 5,

"ok" : 1

}

在后台创建索引的原因：  
在前台创建索引期间会锁定数据库，会导致其它操作无法进行数据读写，在后台创建索引是，会定期释放写锁，从而保证其它操作的运行，但是后台操作会在耗时更长，尤其是在频繁进行写入的服务器上。

## 查看索引

MongoDB提供的查看索引信息的方法：  
getIndexes()方法可以用来查看集合的所有索引，  
getIndexKeys()方法查看索引键。  
totalIndexSize()查看集合索引的总大小，  
getIndexSpecs()方法查看集合各索引的详细信息

例1： getIndexes()的用法

> db.users.getIndexes()

[

{

"v" : 1,

"key" : {

"\_id" : 1

},

"name" : "\_id\_",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : 1

},

"name" : "name\_1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : -1

},

"name" : "name\_-1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : 1,

"age" : 1

},

"name" : "name\_1\_age\_1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"age" : 1

},

"name" : "age\_1",

"ns" : "test1.users",

"background" : 1

}

]

例2：getIndexKeys()的用法

> db.users.getIndexKeys()

[

{

"\_id" : 1

},

{

"name" : 1

},

{

"name" : -1

},

{

"name" : 1,

"age" : 1

},

{

"age" : 1

}

]

例3：totalIndexSize()的用法

> **db**.users.totalIndexSize()

81920

例4：getIndexSpecs()的用法

> db.users.getIndexSpecs()

[

{

"v" : 1,

"key" : {

"\_id" : 1

},

"name" : "\_id\_",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : 1

},

"name" : "name\_1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : -1

},

"name" : "name\_-1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : 1,

"age" : 1

},

"name" : "name\_1\_age\_1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"age" : 1

},

"name" : "age\_1",

"ns" : "test1.users",

"background" : 1

}

]

## 删除索引

不再需要的索引，我们可以将其删除，mongodb提供两种删除索引的方法：  
dropIndex( name )方法用于删除指定的索引  
dropIndexes()方法用于删除全部的索引

例1:dropIndex()的用法

> db.users.dropIndex("name\_1")

{ "nIndexesWas" : 5, "ok" : 1 }

> db.users.dropIndex("name\_1\_age\_1")

{ "nIndexesWas" : 4, "ok" : 1 }

> db.users.getIndexSpecs()

[

{

"v" : 1,

"key" : {

"\_id" : 1

},

"name" : "\_id\_",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"name" : -1

},

"name" : "name\_-1",

"ns" : "test1.users"

},

{

"v" : 1,

"key" : {

"age" : 1

},

"name" : "age\_1",

"ns" : "test1.users",

"background" : 1

}

]

我们可以看到,name字段的索引和name与age字段的组合索引皆被删除

例2:dropIndexes()的用法

> db.users.**dropIndexes**()

{

"nIndexesWas" : 3,

"msg" : "non-\_id indexes dropped for collection",

"ok" : 1

}

> db.users.getIndexSpecs()

[

{

"v" : 1,

"key" : {

"\_id" : 1

},

"name" : "\_id\_",

"ns" : "test1.users"

}

]

在使用了dropIndexes()方法后,我们之前建的所有索引都被删除掉了

# Mongoose

## 简介

*/\*  
 1.下载安装Mongoose  
 npm i mongoose --save  
 2.在项目中引入mongoose  
 var mongoose = require("mongoose");  
 3.连接MongoDB数据库  
 mongoose.connect('mongodb://数据库的ip地址:端口号/数据库名', { useMongoClient: true});  
 - 如果端口号是默认端口号（27017） 则可以省略不写  
  
 4.断开数据库连接(一般不需要调用)  
 - MongoDB数据库，一般情况下，只需要连接一次，连接一次以后，除非项目停止服务器关闭，否则连接一般不会断开  
 mongoose.disconnect()  
  
 - 监听MongoDB数据库的连接状态  
 - 在mongoose对象中，有一个属性叫做connection，该对象表示的就是数据库连接  
 通过监视该对象的状态，可以来监听数据库的连接与断开  
  
 数据库连接成功的事件  
 mongoose.connection.once("open",function(){});  
  
 数据库断开的事件  
 mongoose.connection.once("close",function(){});  
  
 Schema  
 Model  
 Document  
  
 \*/  
  
//引入***var *mongoose*** = *require*(**"mongoose"**);  
*//连接数据库****mongoose***.connect(**"mongodb://127.0.0.1/mongoose\_test"** , { **useMongoClient**: **true**});  
  
***mongoose***.connection.once(**"open"**,**function**(){  
 ***console***.log(**"数据库连接成功~~~"**);  
});  
  
***mongoose***.connection.once(**"close"**,**function**(){  
 ***console***.log(**"数据库连接已经断开~~~"**);  
});  
  
*//断开数据库连接****mongoose***.disconnect();

## Schema和model

**var *mongoose*** = *require*(**"mongoose"**);  
***mongoose***.connect(**"mongodb://127.0.0.1/mongoose\_test"**,{**useMongoClient**:**true**});  
***mongoose***.connection.once(**"open"**,**function** () {  
 ***console***.log(**"数据库连接成功~~~"**);  
});  
  
  
*//将mongoose.Schema 赋值给一个变量***var *Schema*** = ***mongoose***.Schema;  
  
*//创建Schema（模式）对象***var *stuSchema*** = **new *Schema***({  
  
 **name**:String,  
 **age**:Number,  
 **gender**:{  
 **type**:String,  
 **default**:**"female"** },  
 **address**:String  
  
});  
  
*//通过Schema来创建Model  
//Model代表的是数据库中的集合，通过Model才能对数据库进行操作  
//mongoose.model(modelName, schema):  
//modelName 就是要映射的集合名 mongoose会自动将集合名变成复数***var *StuModel*** = ***mongoose***.**model**(**"student"** , ***stuSchema***);  
  
*//向数据库中插入一个文档  
//StuModel.create(doc, function(err){});****StuModel***.create({  
 **name**:**"白骨精"**,  
 **age**:16,  
 **address**:**"白骨洞"**},**function** (err) {  
 **if**(!err){  
 ***console***.log(**"插入成功~~~"**);  
 }  
});

## Model的方法

**var *mongoose*** = *require*(**"mongoose"**);  
***mongoose***.connect(**"mongodb://127.0.0.1/mongoose\_test"**,{**useMongoClient**:**true**});  
***mongoose***.connection.once(**"open"**,**function** () {  
 ***console***.log(**"数据库连接成功~~~"**);  
});  
  
**var *Schema*** = ***mongoose***.Schema;  
  
**var *stuSchema*** = **new *Schema***({  
  
 **name**:String,  
 **age**:Number,  
 **gender**:{  
 **type**:String,  
 **default**:**"female"** },  
 **address**:String  
  
});  
  
**var *StuModel*** = ***mongoose***.**model**(**"student"** , ***stuSchema***);  
*/\*  
 - 有了Model，我们就可以来对数据库进行增删改查的操作了  
  
 Model.create(doc(s), [callback])  
 - 用来创建一个或多个文档并添加到数据库中  
 - 参数：  
 doc(s) 可以是一个文档对象，也可以是一个文档对象的数组  
 callback 当操作完成以后调用的回调函数  
  
 查询的：  
 Model.find(conditions, [projection], [options], [callback])  
 - 查询所有符合条件的文档 总会返回一个数组  
 Model.findById(id, [projection], [options], [callback])  
 - 根据文档的id属性查询文档  
 Model.findOne([conditions], [projection], [options], [callback])  
 - 查询符合条件的第一个文档 总和返回一个具体的文档对象  
  
 conditions 查询的条件  
 projection 投影 需要获取到的字段  
 - 两种方式  
 {name:1,\_id:0}  
 "name -\_id"  
 options 查询选项（skip limit）  
 {skip:3 , limit:1}  
 callback 回调函数，查询结果会通过回调函数返回  
 回调函数必须传，如果不传回调函数，压根不会查询  
  
 \*/  
  
/\*StuModel.find({name:"唐僧"},function (err , docs) {  
 if(!err){  
 console.log(docs);  
 }  
});\*/  
  
/\*StuModel.find({},{name:1 , \_id:0},function (err , docs) {  
 if(!err){  
 console.log(docs);  
 }  
});\*/  
  
/\*StuModel.find({},"name age -\_id", {skip:3 , limit:1} , function (err , docs) {  
 if(!err){  
 console.log(docs);  
 }  
});\*/  
  
/\*StuModel.findOne({} , function (err , doc) {  
 if(!err){  
 console.log(doc);  
 }  
});\*/  
  
/\*StuModel.findById("59c4c3cf4e5483191467d392" , function (err , doc) {  
 if(!err){  
 //console.log(doc);  
 //通过find()查询的结果，返回的对象，就是Document，文档对象  
 //Document对象是Model的实例  
 console.log(doc instanceof StuModel);  
 }  
});\*/  
  
  
  
/\*StuModel.create([  
 {  
 name:"沙和尚",  
 age:38,  
 gender:"male",  
 address:"流沙河"  
 }  
  
],function (err) {  
 if(!err){  
 console.log(arguments);  
 }  
});\*/  
  
  
/\*  
 修改  
 Model.update(conditions, doc, [options], [callback])  
 Model.updateMany(conditions, doc, [options], [callback])  
 Model.updateOne(conditions, doc, [options], [callback])  
 - 用来修改一个或多个文档  
 - 参数：  
 conditions 查询条件  
 doc 修改后的对象  
 options 配置参数  
 callback 回调函数  
 Model.replaceOne(conditions, doc, [options], [callback])  
\* \*/  
  
//修改唐僧的年龄为20  
/\*StuModel.updateOne({name:"唐僧"},{$set:{age:20}},function (err) {  
 if(!err){  
 console.log("修改成功");  
 }  
});\*/  
  
/\*  
 删除：  
 Model.remove(conditions, [callback])  
 Model.deleteOne(conditions, [callback])  
 Model.deleteMany(conditions, [callback])  
 \*/  
/\*StuModel.remove({name:"白骨精"},function (err) {  
 if(!err){  
 console.log("删除成功~~");  
 }  
});\*/  
  
/\*  
 Model.count(conditions, [callback])  
 - 统计文档的数量的  
 \*/****StuModel***.count({},**function** (err , count) {  
 **if**(!err){  
 ***console***.log(count);  
 }  
});

## Document的方法

**var *mongoose*** = *require*(**"mongoose"**);  
***mongoose***.connect(**"mongodb://127.0.0.1/mongoose\_test"**,{**useMongoClient**:**true**});  
***mongoose***.connection.once(**"open"**,**function** () {  
 ***console***.log(**"数据库连接成功~~~"**);  
});  
  
**var *Schema*** = ***mongoose***.Schema;  
  
**var *stuSchema*** = **new *Schema***({  
  
 **name**:String,  
 **age**:Number,  
 **gender**:{  
 **type**:String,  
 **default**:**"female"** },  
 **address**:String  
  
});  
  
**var *StuModel*** = ***mongoose***.**model**(**"student"** , ***stuSchema***);  
*/\*  
 Document 和 集合中的文档一一对应 ， Document是Model的实例  
 通过Model查询到结果都是Document  
 \*/  
  
//创建一个Document***var *stu*** = **new *StuModel***({  
 **name**:**"奔波霸"**,  
 **age**:48,  
 **gender**:**"male"**,  
 **address**:**"碧波潭"**});  
  
*/\*  
 document的方法  
 Model#save([options], [fn])  
 \*/  
/\*  
stu.save(function (err) {  
 if(!err){  
 console.log("保存成功~~~");  
 }  
});\*/****StuModel***.findOne({},**function** (err , doc) {  
 **if**(!err){  
 */\*  
 update(update,[options],[callback])  
 - 修改对象  
 remove([callback])  
 - 删除对象  
  
 \*/  
 //console.log(doc);  
 /\*doc.update({$set:{age:28}},function (err) {  
 if(!err){  
 console.log("修改成功~~~");  
 }  
 });\*/  
  
 /\*doc.age = 18;  
 doc.save();\*/  
  
 /\*doc.remove(function (err) {  
 if(!err){  
 console.log("大师兄再见~~~");  
 }  
 });\*/  
  
  
 /\*  
 get(name)  
 - 获取文档中的指定属性值  
 set(name , value)  
 - 设置文档的指定的属性值  
 id  
 - 获取文档的\_id属性值  
 toJSON() \*\*\*\*\*\*  
 - 转换为一个JSON对象  
  
 toObject()  
 - 将Document对象转换为一个普通的JS对象  
 转换为普通的js对象以后，注意所有的Document对象的方法或属性都不能使用了  
  
 \*/  
 //console.log(doc.get("age"));  
 //console.log(doc.age);  
  
 //doc.set("name","猪小小");  
 //doc.name = "hahaha";  
  
 //console.log(doc.\_id);  
 //var j = doc.toJSON();  
 //console.log(j);  
  
 //var o = doc.toObject();  
  
 //console.log(o);* doc = doc.toObject();  
  
 **delete** doc.address;  
  
 ***console***.log(doc.\_id);  
  
 }  
});