CODE:

import random

import math

def generate\_board(n):

"""Generate a random board configuration for N queens."""

return [random.randint(0, n - 1) for \_ in range(n)]

def calculate\_cost(board):

"""Calculate the number of conflicts on the board."""

n = len(board)

conflicts = 0

# Count conflicts between pairs of queens

for i in range(n):

for j in range(i + 1, n):

if board[i] == board[j]: # Same column

conflicts += 1

if abs(board[i] - board[j]) == abs(i - j): # Same diagonal

conflicts += 1

return conflicts

def get\_neighbors(board):

"""Generate all valid neighbors by moving a queen."""

neighbors = []

n = len(board)

for i in range(n):

for new\_row in range(n):

if new\_row != board[i]:

new\_board = board[:]

new\_board[i] = new\_row

neighbors.append(new\_board)

return neighbors

def print\_board(board):

"""Print the board as a matrix."""

n = len(board)

matrix = [[0] \* n for \_ in range(n)]

for i in range(n):

matrix[i][board[i]] = 1

for row in matrix:

print(" ".join(str(cell) for cell in row))

def simulated\_annealing(n, initial\_temperature=100, cooling\_rate=0.95, max\_iterations=1000):

"""Solve N-Queens problem using Simulated Annealing."""

# Generate a random initial board configuration

current\_board = generate\_board(n)

current\_cost = calculate\_cost(current\_board)

temperature = initial\_temperature

iterations = 0

while current\_cost > 0 and iterations < max\_iterations:

neighbors = get\_neighbors(current\_board)

# Randomly select a neighbor

next\_board = random.choice(neighbors)

next\_cost = calculate\_cost(next\_board)

# Calculate the change in cost

delta\_cost = next\_cost - current\_cost

# Accept the new state with a certain probability

if delta\_cost < 0 or random.random() < math.exp(-delta\_cost / temperature):

current\_board = next\_board

current\_cost = next\_cost

# Reduce the temperature

temperature \*= cooling\_rate

iterations += 1

# Optionally, print the progress

if iterations % 100 == 0:

print(f"Iteration {iterations}: Cost = {current\_cost}")

if current\_cost == 0:

print("Solution found:")

print\_board(current\_board)

return current\_board

else:

print("Failed to find a solution within the maximum iterations.")

return None

# Set the size of the board (N x N)

n = 4 # Example for 4 queens

solution = simulated\_annealing(n)

if solution:

print("Final Board Configuration (as a matrix):")

print\_board(solution)

OUTPUT:

![](data:image/png;base64,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)