网上下载，分享给爱好技术的朋友，共同努力！！

**Axis1.x**

**一、搭建简单的axis web服务**

1、在官方网站下载axis的工程（这个等下就有用的）和源码、jar包等，下载地址是：

[http://labs.renren.com/apache-mirror//ws/axis/1\_4/](http://labs.renren.com/apache-mirror/ws/axis/1_4/)

2、解压下载的工程或源码（两个中任意一个都可以），解压axis-bin-1.4可以看到大致目录是这样的：
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docs是文档、lib是jar包、sample是示例、xmls是当前工程所需的xml、webapps是当前工程的webroot目录；

我们打开webapps目录就可以看到一个axis的文件夹，这个文件夹里面有WEB-INF文件夹和一些页面，将axis复制到你的tomcat的webapps目录下。然后启动tomcat服务，访问<http://localhost:8080/axis/>，看到下面的解码就说明部署成功了：
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以后我们将和这个工程不离不弃，它将在我们的axis1.x的webService中发挥很大的作用！

3、创建我们自己的web工程，这里我新建的AxisWebService；创建好工程后，将刚才解压的axis-bin中的lib的jar包copy到当前工程的lib中；

axis-ant.jar

axis.jar

commons-discovery-0.2.jar

commons-logging-1.0.4.jar

jaxrpc.jar

log4j-1.2.8.jar

saaj.jar

wsdl4j-1.5.1.jar

activation-1.1.jar

mail-1.4.jar

创建webService类文件，代码如下：

|  |
| --- |
| **package** com.hoo.service;  /\*\*  \* <b>function:</b>jws的axis WebService  \* **@author** hoojo  \* **@createDate** Dec 15, 2010 17:03:49 PM  \* **@file** HelloWorldService.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HelloWorldService {  **public** String sayHello(String name, **int** age) {  **return** name + " say : hello world! [axis] my age is " + age;  }  } |

4、复制HelloWorldService.java到我们刚才复制的axis文件夹下即可；也就是tomcat下的webapps下的axis下即可；注意：还有重要的一般就是要将这个java文件中的包名去掉，并且将这个文件重命名为HelloWorldService.jws；如果带包名的话，请求后编译的class将会在包路径下，这样我们在全球当前jws的时候就会出现找不到class，详细的你可以到发布在tomcat下的工程看看WEB-INF目录下的jwsClass就一目了然了。

上面的工作完成后，启动tomcat服务器，访问[http://localhost:8080/axis/](http://localhost:8080/axis/HelloWorldService.jws)[HelloWorldService.jws](http://localhost:8080/axis/HelloWorldService.jws)

你会看到：

There is a Web Service here

[Click to see the WSDL](http://localhost:8080/axis/HelloWorldService.jws?wsdl)

如果你和我看到的是一样的，就证明你已经成功的部署了一个axis1.x的webService。然后我们点击下就可以看到wsdl的xml文件了，内容如下：

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:definitions targetNamespace="**http://localhost:8080/axis/HelloWorldService.jws**" xmlns:apachesoap="**http://xml.apache.org/xml-soap**" xmlns:impl="**http://localhost:8080/axis/HelloWorldService.jws**" xmlns:intf="**http://localhost:8080/axis/HelloWorldService.jws**" xmlns:soapenc="**http://schemas.xmlsoap.org/soap/encoding/**" xmlns:wsdl="**http://schemas.xmlsoap.org/wsdl/**" xmlns:wsdlsoap="**http://schemas.xmlsoap.org/wsdl/soap/**" xmlns:xsd="**http://www.w3.org/2001/XMLSchema**">  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <!--  WSDL created by Apache Axis version: 1.4  Built on Apr 22, 2006 (06:55:48 PDT)    -->  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:message name="**sayHelloResponse**">    <wsdl:part name="**sayHelloReturn**" type="**xsd:string**" />    </wsdl:message>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:message name="**sayHelloRequest**">    <wsdl:part name="**name**" type="**xsd:string**" />    <wsdl:part name="**age**" type="**xsd:int**" />    </wsdl:message>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:portType name="**HelloWorldService**">  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:operation name="**sayHello**" parameterOrder="**name age**">    <wsdl:input message="**impl:sayHelloRequest**" name="**sayHelloRequest**" />    <wsdl:output message="**impl:sayHelloResponse**" name="**sayHelloResponse**" />    </wsdl:operation>    </wsdl:portType>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:binding name="**HelloWorldServiceSoapBinding**" type="**impl:HelloWorldService**">    <wsdlsoap:binding style="**rpc**" transport="**http://schemas.xmlsoap.org/soap/http**" />  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:operation name="**sayHello**">    <wsdlsoap:operation soapAction="" />  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:input name="**sayHelloRequest**">    <wsdlsoap:body encodingStyle="**http://schemas.xmlsoap.org/soap/encoding/**" namespace="**http://DefaultNamespace**" use="**encoded**" />    </wsdl:input>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:output name="**sayHelloResponse**">    <wsdlsoap:body encodingStyle="**http://schemas.xmlsoap.org/soap/encoding/**" namespace="**http://localhost:8080/axis/HelloWorldService.jws**" use="**encoded**" />    </wsdl:output>    </wsdl:operation>    </wsdl:binding>  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:service name="**HelloWorldServiceService**">  [**-**](http://localhost:8080/axis/HelloWorldService.jws?wsdl) <wsdl:port binding="**impl:HelloWorldServiceSoapBinding**" name="**HelloWorldService**">    <wsdlsoap:address location="**http://localhost:8080/axis/HelloWorldService.jws**" />    </wsdl:port>    </wsdl:service>    </wsdl:definitions> |

分析下wsdl的xml文件内容：

targetNamespace=[**http://localhost:8080/axis/HelloWorldService.jws**](http://localhost:8080/axis/HelloWorldService.jws)

是我们部署的webservice命名空间，也就是我们访问的webService路径。

<wsdl:message name="**sayHelloResponse**">

<wsdl:part name="**sayHelloReturn**" type="**xsd:string**" />

</wsdl:message>

是返回值的信息，**sayHelloResponse**代表响应，即返回值，type是返回值的类型

<wsdl:message name="**sayHelloRequest**">

<wsdl:part name="**name**" type="**xsd:string**" />

<wsdl:part name="**age**" type="**xsd:int**" />

</wsdl:message>

请求方法参数信息，**sayHelloRequest**即请求，part是参数parameter，type是参数的类型

<wsdl:portType name="**HelloWorldService**">

<wsdl:operation name="**sayHello**" parameterOrder="**name age**">

  <wsdl:input message="**impl:sayHelloRequest**" name="**sayHelloRequest**" />

  <wsdl:output message="**impl:sayHelloResponse**" name="**sayHelloResponse**" />

  </wsdl:operation>

  </wsdl:portType>

portType的name是当前webService的名称，operation是一个操作，即可以调用的方法。name就是方法名称了，parameterOrder是参数，input输入即传入参数，output输出即返回的值；

<wsdl:service name="**HelloWorldServiceService**">

<wsdl:port binding="**impl:HelloWorldServiceSoapBinding**" name="**HelloWorldService**">

  <wsdlsoap:address location="**http://localhost:8080/axis/HelloWorldService.jws**" />

  </wsdl:port>

  </wsdl:service>

webService的名称和绑定的信息，以及访问的url地址。

5、下面编写客户端代码

代码如下：

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **public** **class** HelloWorldClient {  /\*\*  \* <b>function:</b>jws axis WebService客户端  \* **@author** hoojo  \* **@createDate** 2010-12-15 下午05:10:28  \* **@param** args  \* **@throws** ServiceException  \* **@throws** RemoteException  \*/  **public** **static** **void** main(String[] args) **throws** ServiceException, RemoteException {  //webService访问地址  //String url = "http://localhost:8080/axis/HelloWorldService.jws";  String url = "http://127.0.0.1:8080/axis/HelloWorldService.jws";    //创建服务  Service service = **new** Service();  //创建调用句柄  Call call = (Call) service.createCall();  //设置请求地址  call.setTargetEndpointAddress(url);  /\*\*  \* 设置调用的方法和方法的命名空间；  \* 因为这里是手动发布到webroot目录下的，所以命名空间和请求地址一致  \* 当然null也可以，因为本身它就没有设置命名空间，一般方法的命名空间是  \* 包名倒写组成，如com.hoo.service,ns=http://service.hoo.com  \*/  call.setOperationName(**new** QName(**null**, "sayHello"));  /\*\*  \* 用call调用sayHello方法，设置请求的参数，返回的就是返回值了  \*/  String result = (String) call.invoke(**new** Object[] { "jack", 99 });  System.*out*.println(result);  }  } |

分析上面的代码

url是根据xml文件中的wsdlsoap:address location的信息得到的，命名空间和方法名称是根据

<wsdl:operation name="sayHello">

<wsdlsoap:operation soapAction="" />

- <wsdl:input name="sayHelloRequest">

<wsdlsoap:body encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" namespace="http://DefaultNamespace" use="encoded" />

</wsdl:input>

- <wsdl:output name="sayHelloResponse">

<wsdlsoap:body encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" namespace="http://localhost:8080/axis/HelloWorldJWS.jws" use="encoded" />

</wsdl:output>

的信息得到的，而请求参数和返回值的详细信息是在

<wsdl:message name="sayHelloRequest">

<wsdl:part name="name" type="xsd:string" />

<wsdl:part name="age" type="xsd:int" />

</wsdl:message>

- <wsdl:message name="sayHelloResponse">

<wsdl:part name="sayHelloReturn" type="xsd:string" />

</wsdl:message>

- <wsdl:portType name="HelloWorldJWS">

- <wsdl:operation name="sayHello" parameterOrder="name age">

<wsdl:input message="impl:sayHelloRequest" name="sayHelloRequest" />

<wsdl:output message="impl:sayHelloResponse" name="sayHelloResponse" />

</wsdl:operation>

</wsdl:portType>

里可以很详细的看到。

至于代码的call.invoke是java中反射机制，不懂的建议看看jdk文档java.lang.reflect包下的内容。

运行上面的代码就可以看到控制台输出：

jack say : hello world! [axis] my age is 99

好了，axis的就完成了，下面我们不用官方的axis的工程，我们写一个自己的AxisWebService工程，然后发布的tomcat的webapps中看看。

6、刚才copy了lib下的jar包，现在要copy下web.xml中的内容，去掉里面的AdminServlet这个配置，其他的都可保留。

然后像刚才一样，将HelloWorldService.java复制到webroot目录下，去掉包名，并且修改后缀为HelloWorldService.jws即可。（如果有兴趣可以看看，发布在tomcat目录下的当前工程的web-inf目录，看看里面是否多了些东西）最后发布当前web工程，访问<http://localhost:8080/AxisWebService/HelloWorldService.jws>，如果看到和刚才一样的界面，证明你快成功了。点击链接看到wsdl的xml就成功了。

好了，还没有完。看看web.xml中的配置，你大概就知道为什么了。

web.xml中最主要的文件就是org.apache.axis.transport.http.AxisServlet，它就是webService的中央控制器；即配置jws的后缀也在web.xml中定义的，在看看还有services/\*，这就表明上面的访问路径也可以是这样的：<http://localhost:8080/AxisWebService/services/HelloWorldService>

当然如果要这样写就需要用wsdd的发布方式，详细请看下文！

参考文档：<http://ws.apache.org/axis/java/user-guide.html>

**二、用wsdd（Web Services Deployment Descriptor）方式发布WebService**

wsdd方法比jws方法要稍微复杂些，但一定程度上比jws发布的方法要灵活。

1、首先在AxisWebService工程创建一个java类，里面写简单的2个方法getName、getAge，代码如下：

|  |
| --- |
| **package** com.hoo.service;  /\*\*  \* <b>function:</b>wsdd发布模式的axis WebService  \* **@author** hoojo  \* **@createDate** Dec 15, 2010 17:24:35 PM  \* **@file** HelloWorldWSDD.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HelloWorldWSDD {    **public** String getName(String name) {  **return** "your name : " + name;  }    **public** **int** getAge(**int** age) {  **return** age + 10;  }  } |

2、如果用wsdd方法首先需要定制我们的wsdd xml文件，这里命名为deploy.wsdd，创建在当前web工程的WEB-INF目录下，代码如下：

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <deployment xmlns="http://xml.apache.org/axis/wsdd/"  xmlns:java="http://xml.apache.org/axis/wsdd/providers/java">  <service name="HelloWorldWSDD" provider="java:RPC">  <parameter name="className" value="com.hoo.service.HelloWorldWSDD" />  <!-- \* 代表所有的方法都暴露 -->  <parameter name="allowedMethods" value="\*" />  <parameter name="scope" value="request" />  </service>  </deployment> |

service标签代表一个WebService服务，HelloWorldWSDD就是当前WebService的名称；provider是java的WebService类型，分别有： RPC、Document、Wrapped、Message、EJB、RMI；有兴趣的可以看看org.apache.axis.providers.java包下面的WebService的实现类或是文档；

parameter的参数className代表当前WebService的class类路径；

allowedMethods代表暴露的方法，那些方法在客户端可以调用；

<parameter name="scope" value="request" />

这个是当前WebService的作用域，它有3个值，分别是：request、session、application。

request代表为每个WebService SOAP的请求都产生一个服务对象，和Spring的scope很像，在服务请求频繁的话会消耗很多资源。

session 是给每个调用当前WebService的客户端创建一个服务对象

application 是个当前所有的请求创建一个服务对象

3、写完配置后，就需要用axis提供的AdminClient工具类帮我们发布WebService，直到生成server-config.wsdd，步骤如下：运行cmd命令，然后进入当前工程发布的目录，即%tomcat\_home%/webapps/project/WEB-INF>

我的是：C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>

然后输入命令：java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient deploy.wsdd

这里的deploy.wsdd是我们刚才定制的wsdd文件，java当然是jvm的命令，-Djava.ext.dirs=lib设置当前命令的依赖包，AdminClient是axis提供的工具类，这个类本来是可以在官方的工程中admin可以直接运行的（这里不可以，下载下来的少了AdminServlet，有兴趣的可以研究下，就是前面说的官方的示例）；

如果运行命令后，看到：

Processing file deploy.wsdd

<Admin>Done processing</Admin>

就代表快成功了，why？快！ 看看deploy.wsdd同级目录有没有生成server-config.wsdd如果有这个文件就成功了，没有就失败了。如果失败了还有解决办法，首先你得启动tomcat，将我们的工程发布出去。然后在重复上面的命令，不行就换命令行代码如下：

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deploy.wsdd

-lhttp://localhost:8080/AxisWebService/services/AdminService是因为你的端口可能被axis占用了，我们将指定AdminService来完成转换，运行上面命令就没有问题了。

4、在WebBrowser的地址栏输入：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

你就可以看到如下效果：

## And now... Some Services

* HelloWorldWSDD [*(wsdl)*](http://localhost:8080/AxisWebService/services/HelloWorldWSDD?wsdl)
  + getName
  + getAge
* AdminService [*(wsdl)*](http://localhost:8080/AxisWebService/services/AdminService?wsdl)
  + AdminService
* Version [*(wsdl)*](http://localhost:8080/AxisWebService/services/Version?wsdl)
  + getVersion

刚才在deploy.wsdd中指定的WebService就在上面出现了，还有暴露出来的方法。点击wsdl就可以看到刚才一样熟悉的wsdl的xml文档。

5、下面我们编写客户端代码调用上面的WebService，代码块和上面的jws几乎一样，只是参数，方法名称不同。

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  /\*\*  \* <b>function:</b>wsdd 模式的axis WebService客户端  \* **@author** hoojo  \* **@createDate** Dec 15, 2010 17:30:48 PM  \* **@file** HelloWorldWSDDClient.java  \* **@package** com.hoo.client  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HelloWorldWSDDClient {  **public** **static** **void** main(String[] args) **throws** ServiceException, RemoteException {  //webService访问地址  String url = "http://localhost:8080/AxisWebService/services/HelloWorldWSDD";  //创建服务  Service service = **new** Service();  //创建调用句柄  Call call = (Call) service.createCall();  //设置请求地址  call.setTargetEndpointAddress(url);  /\*\*  \* 设置调用的方法和方法的命名空间；  \* 当然null也可以，因为本身它就没有设置命名空间，一般方法的命名空间是  \* 包名倒写组成，如com.hoo.service,ns=http://service.hoo.com  \*/  call.setOperationName(**new** QName("http://service.hoo.com", "getName"));    /\*\*  \* 用call调用getName方法，设置请求的参数，返回的就是返回值了  \*/  String result = (String) call.invoke(**new** Object[] { "jack" });  System.*out*.println(result);    call.setOperationName(**new** QName("http://service.hoo.com", "getAge"));    /\*\*  \* 用call调用getAge方法，设置请求的参数，返回的就是返回值了  \*/  **int** resultAge = Integer.*parseInt*(call.invoke(**new** Object[] { 89 }).toString());  //服务器端+10  System.*out*.println(resultAge);  }  } |

运行后结果如下：

your name : jack
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call.setOperationName(new QName("http://service.hoo.com", "getName"));

这里设置命名空间，也可以用null代替，但是不能随意设置，有时候会出现异常。

**三、取消发布的WebService（删除一个发布成功的Web服务）**

首先，取消发布也需要定制wsdd文件，undeploy.wsdd具体格式如下：

|  |
| --- |
| <undeployment xmlns="http://xml.apache.org/axis/wsdd/">  <service name="HelloWorldWSDD"/>  </undeployment> |

同样，像上面发布WebService一样，用命令完成。

命令如下：

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService undeploy.wsdd

键入命令后，回车看到：

Processing file undeploy.wsdd

<Admin>Done processing</Admin>

就代表你取消服务成功了，那样别人就不能访问你的服务了。再在浏览器地址栏输入：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

看看是不是刚才发布的服务被成功取消了！

**四、handler的作用及特性**

Axis中有一个basicHandler的抽象类，这个类可以供我们继承。可以完成很多复杂的功能，如：统计当前服务被调用的次数、验证服务调用信息等待

1、下面我们继承这个类，完成统计服务调用次数的功能；

RequestHandler代码如下：

|  |
| --- |
| **package** com.hoo.service.handler;  **import** org.apache.axis.AxisFault;  **import** org.apache.axis.MessageContext;  **import** org.apache.axis.handlers.BasicHandler;  /\*\*  \* <b>function:</b>继承抽象类BasicHandler完成服务的调用统计功能  \* **@author** hoojo  \* **@createDate** Dec 15, 2010 11:00:20 PM  \* **@file** RequestHandler.java  \* **@package** com.hoo.service.handler  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** RequestHandler **extends** BasicHandler {  **private** **static** **final** **long** *serialVersionUID* = 2128841024713159133L;  **private** **static** **long** *COUNT* = 0L;  **private** **static** **int** *REQUEST\_COUNT* = 0;  **public** **void** invoke(MessageContext msgContext) **throws** AxisFault {  /\*\*  \* MessageContext相当于当前Services的一个上下文，  \* 里面存储的是当前服务和调用的一些信息  \*/  *COUNT* ++;  *REQUEST\_COUNT* ++;  String state = (String) **this**.getOption("state");  System.*out*.println("state: " + state + ", count: " + *COUNT* + ", requestCount: " + *REQUEST\_COUNT*);  }  } |

BasicHandler是一个抽象类，继承这个类需要实现invoke签名方法，上面的代码很简单，就是一个累加统计，MessageContext是当前WebService的一个上下文，可以得到当前服务的公共信息和请求信息。这里的this.getOption("state");是和wsdd中的parameter对应的。

2、编写wsdd文件，加入RequestHandler配置信息，wsdd配置如下：

deployHandler.wsdd:

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <deployment xmlns="http://xml.apache.org/axis/wsdd/"  xmlns:java="http://xml.apache.org/axis/wsdd/providers/java">  <handler name="RequestHandler" type="java:com.hoo.service.handler.RequestHandler">  <parameter name="state" value="success" />  </handler>  <service name="HelloWorldWSDDHandler" provider="java:RPC">  <requestFlow>  <handler type="RequestHandler"/>  </requestFlow>  <parameter name="className" value="com.hoo.service.HelloWorldWSDD" />  <!-- \* 代表所有的方法都暴露 -->  <parameter name="allowedMethods" value="\*" />  <parameter name="scope" value="request" />  <responseFlow>  <handler type="RequestHandler"/>  </responseFlow>  </service>  </deployment> |

handler元素配置的就是在上面编写的RequestHandler，type就是classpath；里面的parameter和上面RequestHandler中的this.getOption(“state”)的对应。

service元素中的requestFlow handler是请求的时候调用的handler、responsHandler是响应的时候调用的handler。

3、发布当前WebService，和前面的一样运行命令行：

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployHandler.wsdd

看到下面的就表示执行成功

Processing file undeploy.wsdd

<Admin>Done processing</Admin>

然后在浏览器中请求：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

就可以看到发布的服务，下面编写客户端代码

4、客户端和上面HelloWorldWSDDClient一样，这里就不写了。

调用后可以看到服务器端的控制台输出：

state: success, count: 5, requestCount: 5

state: success, count: 6, requestCount: 6

state: success, count: 7, requestCount: 7

state: success, count: 8, requestCount: 8

why? 为什么是4次？首先请求的时候执行一次handler，响应执行一次。然后调用2个方法，那就响应了2次，所以是4次。可以注销一个方法看看是不是少了2次，state是配置文件中的消息。

**五、Chain链的作用**

Chain是一个链，是Handler的链。也就是说一次请求可能要执行多个Handler。

1、下面我们就编写一个Handler，让它用chain的方法执行。

|  |
| --- |
| **package** com.hoo.service.chain;  **import** org.apache.axis.SimpleChain;  **import** com.hoo.service.handler.RequestHandler;  **import** com.hoo.service.handler.ResponseHandler;  /\*\*  \* <b>function:</b>用chain实现调用多个handler  \* **@author** hoojo  \* **@createDate** Dec 15, 2010 11:25:27 PM  \* **@file** HandlerChain.java  \* **@package** com.hoo.service.chain  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HandlerChain **extends** SimpleChain {  **private** **static** **final** **long** *serialVersionUID* = 1226195692055911394L;    **public** HandlerChain() {  RequestHandler request = **new** RequestHandler();  ResponseHandler response = **new** ResponseHandler();  **this**.addHandler(request);  **this**.addHandler(response);  }  } |

上面的HandlerChain继承了SimpleChain，在构造器中创建了RequestHandler、ResponseHandler，然后用addHandler添加到chain的handler中。特别说明下，这里的chain其实也是一个handler，为什么这样说？我们继承的SimpleChain就继承了BsaicHandler这个抽象类，所以chain也是一个handler。有人想既然是handler那它的配置也应该和handler差不多，没错chain的配置可以引用handler的配置。

2、配置chain的wsdd文件

先看配置方式1：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <deployment xmlns=*"http://xml.apache.org/axis/wsdd/"*  xmlns:java=*"http://xml.apache.org/axis/wsdd/providers/java"*>  <chain name=*"HandlerChain"*>  <handler type=*"java:com.hoo.service.chain.HandlerChain"*/>  </chain>    <service name=*"HelloWorldWSDDHandlerChain"* provider=*"java:RPC"*>  <requestFlow>  <chain type=*"HandlerChain"*/>  </requestFlow>  <parameter name=*"className"* value=*"com.hoo.service.HelloWorldWSDD"* />  <parameter name=*"allowedMethods"* value=*"\*"* />  <parameter name=*"scope"* value=*"request"* />  </service>  </deployment> |

在chain元素中配置了一个handler标签，这个标签的type就是classpath类路径，然后在requestFlow标签中配置chain元素标签，用type引用上面的chain即可。

配置方式2：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <deployment xmlns=*"http://xml.apache.org/axis/wsdd/"*  xmlns:java=*"http://xml.apache.org/axis/wsdd/providers/java"*>    <handler name=*"hchain"* type=*"java:com.hoo.service.chain.HandlerChain"*/>    <chain name=*"handlerChain"*>  <handler type=*"hchain"*/>  </chain>    <service name=*"HelloWorldWSDDHandlerChain2"* provider=*"java:RPC"*>  <parameter name=*"className"* value=*"com.hoo.service.HelloWorldWSDD"* />  <parameter name=*"allowedMethods"* value=*"\*"* />  <parameter name=*"scope"* value=*"request"* />  <responseFlow>  <chain type=*"handlerChain"*/>  </responseFlow>  </service>  </deployment> |

上面先配置了handler，刚才说过chain也是一种特别的handler。所以用handler标签配置chain，然后在chain标签中用handler的type引用hchain，最好在responseFlow标签中用chain引用上面配置好的chain。

注意：chain标签中只能配置handler、chain这2种元素，chain里面可以嵌套配置chain；

3、发布wsdd配置过chain的WebService

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployChain.wsdd

在浏览器中请求：<http://localhost:8080/AxisWebService/servlet/AxisServlet>

就可以看到发布的服务了。

4、编写客户端代码，请求刚才发布的WebService。客户端的代码和上面的HelloWorldWSDDClient几乎引用，只是请求的服务换成刚才我们发布的那个服务路径就可以了。运行后服务器端控制台效果如下：

state: null, count: 1, requestCount: 1

state: null, count: 1, RESPONSE\_COUNT: 1

state: null, count: 2, requestCount: 2

state: null, count: 2, RESPONSE\_COUNT: 2

**六、传递、返回复杂类型的对象**

上面的服务传递的是简单数据类型，返回的也是简单数据类型。下面我们用JavaBean 、List、Map、Array等返回值或参数完成WebService。

1、首先看看JavaBean模式的参数和返回值的WebService，JavaBean代码如下：

|  |
| --- |
| **package** com.hoo.entity;  **import** java.io.Serializable;  /\*\*  \* <b>function:</b>User Entity  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 10:20:02 PM  \* **@file** User.java  \* **@package** com.hoo.entity  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** User **implements** Serializable {  **private** **static** **final** **long** *serialVersionUID* = 677484458789332877L;  **private** **int** id;  **private** String name;  **private** String email;  **private** String address;  //Constractor  **//getter、setter**  @Override  **public** String toString() {  **return** **this**.id + "#" + **this**.name + "#" + **this**.email + "#" + **this**.address;  }  } |

没有上面特别就是一个普通的Java对象，里面提供一些属性及getter、setter方法和toString方法（在显示数据的时候有用），值得注意的是在远程调用的Java对象都需要实现Serializable接口，这样在网络中传递对象的时候就不会出现重复的JavaBean。用过或是了解EJB、RMI的朋友应该知道这点。 序列化后的对象可以用io进行序列化写入到文件中，也可以反序列化解析到对象中的数据。

2、好，回正题。下面编写WebService的服务器端代码。

|  |
| --- |
| **package** com.hoo.service;  **import** java.util.ArrayList;  **import** java.util.Date;  **import** java.util.HashMap;  **import** java.util.List;  **import** java.util.Map;  **import** com.hoo.entity.User;  /\*\*  \* <b>function:</b>axis WebService传递复杂类型数据  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 10:21:06 PM  \* **@file** ManagerUser.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  @SuppressWarnings("deprecation")  **public** **class** ManagerUser {    **public** User getUserByName(String name) {  User user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName(name);  user.setAddress("china");  user.setEmail(name + "@hoo.com");  **return** user;  }    **public** **void** setUser(User user) {  System.*out*.println(user);  }    **public** List<User> getUsers(**int** i) {  List<User> users = **new** ArrayList<User>();  **for** (**int** j = 0; j <= i; j++) {  User user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName("jack#" + j);  user.setAddress("china");  user.setEmail("jack" + j + "@hoo.com");  users.add(user);  }  **return** users;  }    **public** **void** setUserMap(Map<String, User> maps) {  System.*out*.println(maps);  }    **public** User[] getUserArray(**int** i) {  User[] users = **new** User[i];  **for** (**int** j = 0; j < i; j++) {  User user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName("jack#" + j);  user.setAddress("china");  user.setEmail("jack" + j + "@hoo.com");  users[j] = user;  }  **return** users;  }    **public** **void** setUserArray(User[] users) {  **for** (User u : users) {  System.*out*.println(u);  }  }    **public** Map<String, User> getUserMap() {  Map<String, User> users = **new** HashMap<String, User>();  User user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName("jack#");  user.setAddress("china");  user.setEmail("jack@hoo.com");  users.put("A", user);    user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName("tom");  user.setAddress("china");  user.setEmail("tom@hoo.com");  users.put("B", user);  **return** users;  }    **public** **void** setUsers(List<User> users) {  **for** (User u : users) {  System.*out*.println(u);  }  }  } |

3、编写wsdd文本发布当前WebService，wsdd文件代码如下：

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <deployment xmlns=*"http://xml.apache.org/axis/wsdd/"*  xmlns:java=*"http://xml.apache.org/axis/wsdd/providers/java"*>  <service name=*"ManagerUser"* provider=*"java:RPC"*>  <parameter name=*"className"* value=*"com.hoo.service.ManagerUser"* />  <parameter name=*"allowedMethods"* value=*"\*"* />  <parameter name=*"scope"* value=*"request"* />  <!-- 这里的urn:User和new QName("urn:User", "User")这里是对应的 -->  <beanMapping qname=*"myNSD:User"* xmlns:myNSD=*"urn:User"* languageSpecificType=*"java:com.hoo.entity.User"*/>  </service>  </deployment> |

和上面的wsdd文件不同的是，这里多了beanMapping的配置。Qname是xml中规范限定名称，由命名空间url、本地名称、前缀组成，本地名称是必需的且qname是不可变的。后面的myNSD（namespace）是必需的，是通过前面的qname指定的，myNSD后面的urn：User就和程序中的QName对应的第一个参数，第二个参数对应配置文件中的qname的myNSD冒号后面的值。languageSpecificType是javaBean的类路径。

4、发布WebService，还是允许命令行：

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployComplex.wsdd

发布后，在浏览器中请求：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

就可以看到发布的WebService和暴露的方法了。

5、客户端代码的编写，这次客户端和以前有些不一样。因为这里设置了参数和返回值都是复杂类型，而不是简单的类型了。代码如下：

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** java.util.Date;  **import** java.util.List;  **import** java.util.Map;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ParameterMode;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **import** org.apache.axis.encoding.XMLType;  **import** org.apache.axis.encoding.ser.BeanDeserializerFactory;  **import** org.apache.axis.encoding.ser.BeanSerializerFactory;  **import** com.hoo.entity.User;  /\*\*  \* <b>function:</b>axis WebService传递复杂对象，客户端  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 10:32:57 PM  \* **@file** UserServiceClient.java  \* **@package** com.hoo.client  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  @SuppressWarnings("unchecked")  **public** **class** UserServiceClient {    **private** **static** **final** String *url* = "http://localhost:8080/AxisWebService/services/ManagerUser";  **private** **static** Service *service* = **new** Service();    **public** **static** User getUser(String name) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  QName qn = **new** QName("urn:User", "User");  //call.registerTypeMapping(User.class, qn, new BeanSerializerFactory(User.class, qn), new BeanDeserializerFactory(User.class, qn));  call.registerTypeMapping(User.**class**, qn, BeanSerializerFactory.**class**, BeanDeserializerFactory.**class**);  call.setOperationName("getUserByName");  /\*  \* 这里客户端和服务器端共用一个User，在实际开发中  \* 客户端和服务器端在不同的机器上，所以User对象可能不一样  \* 需要我们根据WebService的wsdl分析对象的属性  \*/  call.addParameter("name", XMLType.*XSD\_STRING*, ParameterMode.*IN*);  call.setReturnClass(User.**class**);  User user = (User) call.invoke(**new** Object[] { "jackson" });  **return** user;  }    **public** **static** **void** setUser(User user) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("setUser");  //设置参数类型  call.addParameter("user", qn, ParameterMode.*IN*);  call.invoke(**new** Object[] { user });  }    **public** **static** List<User> getUsers(**int** i) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("getUsers");  call.addParameter("i", XMLType.*XSD\_INT*, ParameterMode.*IN*);  call.setReturnClass(List.**class**);  List<User> users = (List<User>) call.invoke(**new** Object[] { i });  **return** users;  }    **public** **static** **void** setUsers(List<User> users) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("setUsers");  call.addParameter("users", XMLType.*XSD\_ANYTYPE*, ParameterMode.*IN*);  call.invoke(**new** Object[] { users });  }    **public** **static** **void** setUserMap(Map<String, User> maps) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("setUserMap");  call.addParameter("maps", XMLType.*XSD\_ANYTYPE*, ParameterMode.*IN*);  call.invoke(**new** Object[] { maps });  }    **public** **static** Map<String, User> getUserMap() **throws** RemoteException, ServiceException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("getUserMap");  //call.addParameter("null", XMLType.XSD\_ANYTYPE, ParameterMode.IN);  call.setReturnClass(Map.**class**);  Map<String, User> maps = (Map<String, User>) call.invoke(**new** Object[]{});  **return** maps;  }    **public** **static** User[] getUserArray(**int** i) **throws** ServiceException, RemoteException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("getUserArray");  call.addParameter("i", XMLType.*XSD\_INT*, ParameterMode.*IN*);  call.setReturnClass(User[].**class**);  User[] users = (User[]) call.invoke(**new** Object[] { i });  **return** users;  }    **public** **static** **void** setUserArray(User[] users) **throws** RemoteException, ServiceException {  Call call = (Call) *service*.createCall();  call.setTargetEndpointAddress(*url*);  //这里的QName的ns和wsdd文件中的对应  QName qn = **new** QName("urn:User", "User");  //这里是将对象序列化和反序列化的配置  call.registerTypeMapping(User.**class**, qn, **new** BeanSerializerFactory(User.**class**, qn), **new** BeanDeserializerFactory(User.**class**, qn));  call.setOperationName("setUserArray");  call.addParameter("users", XMLType.*XSD\_ANYTYPE*, ParameterMode.*IN*);  call.invoke(**new** Object[] { users });  }    @SuppressWarnings("deprecation")  **public** **static** **void** main(String[] args) **throws** RemoteException, ServiceException {  User user = **new** User();  user.setId(**new** Date().~~getSeconds~~());  user.setName("tom");  user.setAddress("china");  user.setEmail("tom@hoo.com");  System.*out*.println("============getUser=============");  System.*out*.println(*getUser*("jack"));  System.*out*.println("============setUser=============");  *setUser*(user);//看服务器端控制台  System.*out*.println("============getUsers List=============");  List<User> users = *getUsers*(3);  **for** (User u : users) {  System.*out*.println(u);  }  System.*out*.println("============setUsers List=============");  *setUsers*(users);  System.*out*.println("============getUserMap=============");  Map<String, User> map = *getUserMap*();  System.*out*.println(map);  System.*out*.println("============setUserMap=============");  *setUserMap*(map);  System.*out*.println("============getUserArray=============");  User[] arr = *getUserArray*(3);  System.*out*.println("============setUserArray=============");  *setUserArray*(arr);  }  } |

需要说明的是，这里传递的User和服务器端的User是同一个对象，在实际开发中应该不是同一个对象的。如java调用.net的WebService，传递的对象应该不是同一个。需要我们自己根据wsdl文件中的描述创建JavaBean。注意的是对象一个要序列化。

new QName("urn:User", "User")这里的QName的urn:User和wsdd文件中的对应，参数User也是和wsdd文件中的qname=*"myNSD:User"*对应的

这里是将对象序列化和反序列化的配置

call.registerTypeMapping(User.class, qn, new BeanSerializerFactory(User.class, qn), new BeanDeserializerFactory(User.class, qn));

User是Mapping的对象，也就是更加wsdl中参数描述创建的Java对象

call.addParameter("i", XMLType.XSD\_INT, ParameterMode.IN);设置参数信息，ParameterMode.IN代表传递的参数，XMLType.XSD\_INT,代表参数的类型，前面的i是参数名称

call.setReturnClass(User[].class);设置返回值的类型

特别说明：

1. 如果你调用的方法有返回值，一定要设置返回值的类型。call.setReturnClass
2. 如果你调用的方法有参数，一定要设置参数的类型call.addParameter
3. 记得添加wsdl4j.jar，序列化转换的时候需要用到，否则会出现找不到类型异常

运行后，效果如下：

客户端：

============getUser=============

41#jackson#jackson@hoo.com#china

============setUser=============

- No returnType was specified to the Call object! You must call setReturnType() if you have called addParameter().

============getUsers List=============

41#jack#0#jack0@hoo.com#china

41#jack#1#jack1@hoo.com#china

41#jack#2#jack2@hoo.com#china

41#jack#3#jack3@hoo.com#china

============setUsers List=============

- No returnType was specified to the Call object! You must call setReturnType() if you have called addParameter().

============getUserMap=============

{A=41#jack##jack@hoo.com#china, B=41#tom#tom@hoo.com#china}

============setUserMap=============

- No returnType was specified to the Call object! You must call setReturnType() if you have called addParameter().

============getUserArray=============

============setUserArray=============

- No returnType was specified to the Call object! You must call setReturnType() if you have called addParameter().

服务器端：

37#tom#tom@hoo.com#china

37#jack#0#jack0@hoo.com#china

37#jack#1#jack1@hoo.com#china

37#jack#2#jack2@hoo.com#china

37#jack#3#jack3@hoo.com#china

{A=37#jack##jack@hoo.com#china, B=37#tom#tom@hoo.com#china}

37#jack#0#jack0@hoo.com#china

37#jack#1#jack1@hoo.com#china

[37#jack#2#jack2@hoo.com#china](mailto:37#jack)

Map、Array、List、JavaBean都可以顺利转换，不管是参数还是返回值。怎么样，很简单吧！

**传递内部类**

如果你传递的JavaBean带有内部类，那么你的内部类需要是静态化的，且一样要序列化。为Account对象添加一个属性Birthday，Birthday是一个内部类，

|  |
| --- |
| **package** com.hoo.entity;  **import** java.io.Serializable;  /\*\*  \* <b>function:</b>Account Entity  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 10:18:20 PM  \* **@file** Account.java  \* **@package** com.hoo.entity  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** Account {  **private** **int** id;  **private** String name;  **private** String email;  **private** String address;  **private** Birthday birthday;    **public** Birthday getBrithday() {  **return** birthday;  }  **public** **void** setBrithday(Birthday birthday) {  **this**.birthday = birthday;  }    **//getter、setter**    @Override  **public** String toString() {  **return** **this**.id + "#" + **this**.name + "#" + **this**.email + "#" + **this**.address + "#" + **this**.birthday.getBirthday();  }    /\*\*  \* axis中传的的内部类一定要是静态的，且要序列化  \*/  **public** **static** **class** Birthday **implements** Serializable {  **private** **static** **final** **long** *serialVersionUID* = 1L;  **private** String bitthday;  // **getter、setter**  }  } |

同样我们需要在客户端调用的时候，注册类型序列化和反序列化。

QName qn = **new** QName("urn:Account", "entity.Account");

call.registerTypeMapping(Account.**class**, qn, **new** BeanSerializerFactory(Account.**class**, qn), **new** BeanDeserializerFactory(Account.**class**, qn));

QName qn2 = **new** QName("urn:Birthday", "Account.Birthday");

call.registerTypeMapping(Birthday.**class**, qn2, **new** BeanSerializerFactory(Birthday.**class**, qn2), **new** BeanDeserializerFactory(Birthday.**class**, qn2));

而在wsdd文件中和刚才几乎一样

<beanMapping qname="myNSD:entity.Account" xmlns:myNSD="urn:Account" languageSpecificType="java:com.hoo.entity.Account"/>

<beanMapping qname="myNSD:Account.Birthday" xmlns:myNSD="urn:Birthday" languageSpecificType="java:com.hoo.entity.Account$Birthday"/>*com.hoo.* com.hoo.entity.Account$Birthday是内部类的表示方式

**七、axis调用RMI模式WebService**

和先前写的web service几乎一样，不同的是这里写的WebService要实现接口，而我们实现的接口要继承rmi的Remote接口才行。

1、RMI接口，很简单的2个方法，继承Remote接口

|  |
| --- |
| **package** com.hoo.rmi;  **import** java.rmi.Remote;  /\*\*  \* <b>function:</b>用axis实现RMI调用  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 16:22:25 PM  \* **@file** HelloRMI.java  \* **@package** com.hoo.rmi  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **interface** HelloRMI **extends** Remote {  **public** String sayHello(String name);    **public** **int** getAge(**int** age);  } |

2、实现上面的接口

|  |
| --- |
| **package** com.hoo.rmi.impl;  **import** com.hoo.rmi.HelloRMI;  /\*\*  \* <b>function:</b>实现RMI服务器接口  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 16:23:15 PM  \* **@file** HelloRMIImpl.java  \* **@package** com.hoo.rmi.impl  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HelloRMIImpl **implements** HelloRMI {  **public** **int** getAge(**int** age) {  **return** age + 10;  }  **public** String sayHello(String name) {  **return** name + " say: hello rmi WebService !";  }  } |

3、定制wsdd发布服务

|  |
| --- |
| <?xml version=*"1.0"* encoding=*"UTF-8"*?>  <deployment xmlns=*"http://xml.apache.org/axis/wsdd/"*  xmlns:java=*"http://xml.apache.org/axis/wsdd/providers/java"*>  <service name=*"HelloRMI"* provider=*"java:RPC"*>  <parameter name=*"className"* value=*"com.hoo.rmi.impl.HelloRMIImpl"* />  <parameter name=*"allowedMethods"* value=*"getAge,sayHello"* />  <parameter name=*"scope"* value=*"request"* />  </service>  </deployment> |

4、命令行发布服务

java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployRMI.wsdd

在浏览器中输入：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

即可查看到刚才发布的服务

5、编写客户端调用代码

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **import** com.hoo.rmi.HelloRMI;  /\*\*  \* <b>function:</b>axis WebService的RMI调用模式  \* **@author** hoojo  \* **@createDate** Dec 16, 2010 16:28:09 PM  \* **@file** HelloRMIClient.java  \* **@package** com.hoo.client  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** HelloRMIClient {  **public** **static** **void** main(String[] args) **throws** ServiceException, RemoteException {  String url = "http://localhost:8080/AxisWebService/services/HelloRMI";  //axis call调用  Service service = **new** Service();  Call call = (Call) service.createCall();  call.setTargetEndpointAddress(url);  call.setOperationName(**new** QName(url, "sayHello"));  String result = (String) call.invoke(**new** Object[] { "jack" });  System.*out*.println(result);    //远程接口模式，只管接口不管实现，这就是面向接口的好处  HelloRMI rmi = (HelloRMI) service.getPort(url, HelloRMI.**class**);  System.*out*.println(rmi.getAge(22));  }  } |

HelloRMI rmi = (HelloRMI) service.getPort(url, HelloRMI.**class**);

用rmi接口调用的还是比较简单明了，接口中的方法都一目了然。我们也不用操心接口里面的方法是怎么样实现的，更具有面向接口编程、更加透明化。

**八、WebService处理异常信息**

在数据传递和远程调用过程中，有时候调用者传递错误的数据和是调用的方法错误。那我们怎样处理这个错误？方法有很多，这里介绍下用异常处理远程调用的错误方法。

1、编写服务器端的异常类，在远处调用中（WebService）异常类继承RemoteException，记得要序列化下，代码如下：

|  |
| --- |
| **package** com.hoo.exception;  **import** java.rmi.RemoteException;  /\*\*  \* <b>function:</b>定制服务器端异常信息  \* **@author** hoojo  \* **@createDate** Dec 17, 2010 00:00:52 AM  \* **@file** RemoteServerException.java  \* **@package** com.hoo.exception  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** RemoteServerException **extends** RemoteException {  **private** **static** **final** **long** *serialVersionUID* = 1L;  **private** String message;    **public** String getMessage() {  **return** message;  }  **public** **void** setMessage(String message) {  **this**.message = message;  }  **public** RemoteServerException() {  System.*out*.println("Remote Servier Exception ");  }    **public** **void** showMessage() {  System.*out*.println(**this**.message);  }  } |

2、编写客户端的异常信息类，和前面远程传递对象一样。因为我们并不知道服务器端的异常信息类代码，但是通过wsdl的xml文件的描述我们可以知道远程异常类的基本信息：方法、方法参数、返回值等信息，下面是客户端的异常信息类代码：

|  |
| --- |
| **package** com.hoo.exception;  **import** java.rmi.RemoteException;  /\*\*  \* <b>function:</b>本地客户端异常信息  \* **@author** hoojo  \* **@createDate** Dec 17, 2010 00:05:30 AM  \* **@file** LocalClientException.java  \* **@package** com.hoo.exception  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** LocalClientException **extends** RemoteException {  **private** **static** **final** **long** *serialVersionUID* = 3;  **private** String message;  **public** String getMessage() {  **return** message;  }  **public** **void** setMessage(String message) {  **this**.message = message;  }  **public** LocalClientException() {  System.*out*.println("Local Client Exception ");  }    **public** **void** showMessage() {  System.*out*.println(**this**.message);  }  } |

内容几乎一样，就是类名称不同。

3、编写触发异常的WebService服务器端代码

|  |
| --- |
| **package** com.hoo.service;  **import** com.hoo.exception.RemoteServerException;  /\*\*  \* <b>function:</b>发出异常信息  \* **@author** hoojo  \* **@createDate** Dec 17, 2010 00:08:07 AM  \* **@file** ThrowException.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** ThrowException {    **public** **void** doException() **throws** RemoteServerException {  RemoteServerException rse = **new** RemoteServerException();  rse.setMessage("服务器端出现异常");  **throw** rse;  }  } |

4、定制wsdd文件，发布当前WebService。

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <deployment xmlns="http://xml.apache.org/axis/wsdd/"  xmlns:java="http://xml.apache.org/axis/wsdd/providers/java">  <service name="ThrowException" provider="java:RPC">  <parameter name="className" value="com.hoo.service.ThrowException" />  <parameter name="allowedMethods" value="\*" />  <parameter name="scope" value="Session" />  <operation name="doException" qname="operNS:doException" xmlns:operNS="doException">  <fault name="RemoteServerExceptionFault" qname="fut:fault" xmlns:fut="RemoteServerExceptionFault" type="tns:RemoteServerException" xmlns:tns="RemoteServerException"/>  </operation>  <typeMapping qname="myNSD:Exception" xmlns:myNSD="ns:CustomException" languageSpecificType="java:com.hoo.exception.RemoteServerException" serializer="org.apache.axis.encoding.ser.BeanSerializerFactory"  deserializer="org.apache.axis.encoding.ser.BeanDeserializerFactory" encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"/>  </service>  </deployment> |

特别说明，这里多了3个xml标签元素。operation、fault、typeMapping，下面将依次介绍。

operation看看这个标签中的内容，就和我们最先看到的wsdl的xml文件中的方法标签很像。没错这里它指定的就是一个方法，operation就指定触发异常信息的方法。和你在服务器端触发异常的WebService的方法对应，qname是限定名称，xmlns是限定名称的命名空间。

fault的name一个名称，可以随便取。type就是你服务器端抛出异常的类型，这里服务器端抛出的RemoteServerException，所以类型就是RemoteServerException。如果你服务器端抛出的是NullPointException这里的type就是NullPointException。

typeMapping这个也很关键，和前面的beanMapping有几分相似特别是前面一段qname、xmlns、以及languageSpecificType都是一样的，用法也一样。分别和客户端的new QName("ns:CustomException", "Exception");中的对应；其中serializer="org.apache.axis.encoding.ser.BeanSerializerFactory"就是序列化的工厂类，deserializer="org.apache.axis.encoding.ser.BeanDeserializerFactory"这个不说你也知道是反序列化的工厂类，encodingStyle这个是编码样式。

5、用定制好的wsdd文件发布我们的WebService，依旧是命令行：

C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployException.wsdd

发布完成后，在浏览器中输入：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

即可查看刚才发布的服务信息，但是你点击wsdl链接的时候并不能看到xml的内容，那是因为服务器端抛出了异常导致的。这个不是错误是正常的，不过你可以在web.xml中配置异常的信息页面。

6、编写客户端代码，这里的代码和传递对象的WebService也很类似

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **import** org.apache.axis.encoding.ser.BeanDeserializerFactory;  **import** org.apache.axis.encoding.ser.BeanSerializerFactory;  **import** com.hoo.exception.LocalClientException;  **import** com.hoo.exception.RemoteServerException;  **public** **class** TryExceptionClient {  /\*\*  \* <b>function:</b>捕捉服务器端异常信息的WebService的客户端  \* **@author** hoojo  \* **@createDate** Dec 17, 2010 00:12:56 AM  \* **@param** args  \* **@throws** ServiceException  \* **@throws** RemoteException  \*/  **public** **static** **void** main(String[] args) {  String url = "http://localhost:8080/AxisWebService/services/ThrowException";  Service service = **new** Service();  **try** {  Call call = (Call) service.createCall();    /\*\*  \* 注册异常类信息和序列化类  \* ns:CustomException 和 wsdd 配置文件中的typeMapping中的xmlns:myNSD="ns:CustomException"的对应  \* Exception 和 wsdd 配置文件中的typeMapping中的qname="myNSD:Exception"的Exception对应  \*/  QName qn = **new** QName("ns:CustomException", "Exception");  /\*\*  \* 这里配置的LocalClientException，会将服务器端的RemoteServerException转换成本地的异常信息LocalClientException  \*/  call.registerTypeMapping(LocalClientException.**class**, qn,  **new** BeanSerializerFactory(LocalClientException.**class**,qn),  **new** BeanDeserializerFactory(LocalClientException.**class**, qn));  call.setOperationName(**new** QName(url, "doException"));    call.setTargetEndpointAddress(url);  call.invoke(**new** Object[]{});  } **catch** (RemoteServerException e) {  e.showMessage();  System.*out*.println("RemoteServerException:" + e.getMessage());  e.printStackTrace();  } **catch** (LocalClientException e) {  e.showMessage();  System.*out*.println("LocalClientException:" + e.getMessage());  e.printStackTrace();  } **catch** (RemoteException e) {  System.*out*.println("RemoteException:" + e.getMessage());  e.printStackTrace();  } **catch** (ServiceException e) {  System.*out*.println("ServiceException:" + e.getMessage());  e.printStackTrace();  }  }  } |

看上面的registerTypeMapping和wsdd文件中的typeMapping有些相同之处吧，下面运行下上面的代码，结果如下：

|  |
| --- |
| Local Client Exception  服务器端出现异常  LocalClientException:服务器端出现异常  com.hoo.exception.LocalClientException: 服务器端出现异常  at sun.reflect.NativeConstructorAccessorImpl.newInstance0(Native Method)  at sun.reflect.NativeConstructorAccessorImpl.newInstance(Unknown Source)  at sun.reflect.DelegatingConstructorAccessorImpl.newInstance(Unknown Source)  at java.lang.reflect.Constructor.newInstance(Unknown Source)  at java.lang.Class.newInstance0(Unknown Source)  at java.lang.Class.newInstance(Unknown Source)  at org.apache.axis.encoding.ser.BeanDeserializer.<init>(BeanDeserializer.java:104)  at org.apache.axis.encoding.ser.BeanDeserializerFactory.getGeneralPurpose(BeanDeserializerFactory.java:89)  at org.apache.axis.encoding.ser.BaseDeserializerFactory.getDeserializerAs(BaseDeserializerFactory.java:89)  at org.apache.axis.encoding.DeserializationContext.getDeserializer(DeserializationContext.java:464)  at org.apache.axis.encoding.DeserializationContext.getDeserializerForType(DeserializationContext.java:547)  at org.apache.axis.message.SOAPFaultDetailsBuilder.onStartChild(SOAPFaultDetailsBuilder.java:157)  at org.apache.axis.encoding.DeserializationContext.startElement(DeserializationContext.java:1035)  at com.sun.org.apache.xerces.internal.parsers.AbstractSAXParser.startElement(Unknown Source)  at com.sun.org.apache.xerces.internal.impl.XMLNSDocumentScannerImpl.scanStartElement(Unknown Source)  at com.sun.org.apache.xerces.internal.impl.XMLDocumentFragmentScannerImpl$FragmentContentDispatcher.dispatch(Unknown Source)  at com.sun.org.apache.xerces.internal.impl.XMLDocumentFragmentScannerImpl.scanDocument(Unknown Source)  at com.sun.org.apache.xerces.internal.parsers.XML11Configuration.parse(Unknown Source)  at com.sun.org.apache.xerces.internal.parsers.XML11Configuration.parse(Unknown Source)  at com.sun.org.apache.xerces.internal.parsers.XMLParser.parse(Unknown Source)  at com.sun.org.apache.xerces.internal.parsers.AbstractSAXParser.parse(Unknown Source)  at javax.xml.parsers.SAXParser.parse(Unknown Source)  at org.apache.axis.encoding.DeserializationContext.parse(DeserializationContext.java:227)  at org.apache.axis.SOAPPart.getAsSOAPEnvelope(SOAPPart.java:696)  at org.apache.axis.Message.getSOAPEnvelope(Message.java:435)  at org.apache.axis.handlers.soap.MustUnderstandChecker.invoke(MustUnderstandChecker.java:62)  at org.apache.axis.client.AxisClient.invoke(AxisClient.java:206)  at org.apache.axis.client.Call.invokeEngine(Call.java:2784)  at org.apache.axis.client.Call.invoke(Call.java:2767)  at org.apache.axis.client.Call.invoke(Call.java:2443)  at org.apache.axis.client.Call.invoke(Call.java:2366)  at org.apache.axis.client.Call.invoke(Call.java:1812)  at com.hoo.client.TryExceptionClient.main(TryExceptionClient.java:44) |

服务器端控制台会输出：Remote Servier Exception

这是在创建异常的时候，在构造函数中输出的。

**九、WebService中文件传输**

WebService处理传递普通的信息，还可以传输文件，下面介绍WebService是怎么完成文件传输的。

1. 首先编写服务器端上传文件的WebService方法

|  |
| --- |
| **package** com.hoo.service;  **import** java.io.File;  **import** java.io.FileNotFoundException;  **import** java.io.FileOutputStream;  **import** java.io.InputStream;  **import** javax.activation.DataHandler;  /\*\*  \* <b>function:</b>Axis WebService完成文件上传服务器端  \* **@author** hoojo  \* **@createDate** Dec 18, 2010 1:16:16 PM  \* **@file** UploadFileService.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** UploadFileService {    /\*\*  \* <b>function:</b>传递文件  \* **@author** hoojo  \* **@createDate** Dec 18, 2010 1:27:58 PM  \* **@param** handler DataHandler这个参数必须  \* **@param** fileName 文件名称  \* **@return** upload Info  \*/  **public** String upload(DataHandler handler, String fileName) {  **if** (fileName != **null** && !"".equals(fileName)) {  File file = **new** File(fileName);  **if** (handler != **null**) {  InputStream is = **null**;  FileOutputStream fos = **null**;  **try** {  is = handler.getInputStream();  fos = **new** FileOutputStream(file);  **byte**[] buff = **new** **byte**[1024 \* 8];  **int** len = 0;  **while** ((len = is.read(buff)) > 0) {  fos.write(buff, 0, len);  }  } **catch**(FileNotFoundException e) {  **return** "fileNotFound";  } **catch** (Exception e) {  **return** "upload File failure";  } **finally** {  **try** {  **if** (fos != **null**) {  fos.flush();  fos.close();  }  **if** (is != **null**) {  is.close();  }  } **catch** (Exception e) {  e.printStackTrace();  }  }  **return** "file absolute path:" + file.getAbsolutePath();  } **else** {  **return** "handler is null";  }  } **else** {  **return** "fileName is null";  }  }  } |

上传方法和我们以前在Web中上传唯一不同的就是参数一DataHandler，可以将这类看成文件传输器，他可以把文件序列化。然后通过DataHandler可以得到一个输入流InputStream，通过这个流可以读到文件的内容。其他的操作和普通上传类似。

1. 定制wsdd发布文件上传的WebService服务

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <deployment xmlns="http://xml.apache.org/axis/wsdd/"  xmlns:java="http://xml.apache.org/axis/wsdd/providers/java">  <service name="UploadFile" provider="java:RPC">  <parameter name="className" value="com.hoo.service.UploadFileService" />  <parameter name="allowedMethods" value="\*" />  <parameter name="scope" value="Session" />  <!-- 和服务器端上传文件的方法签名对应，参数也对应 -->  <operation name="upload" qname="operNS:upload" xmlns:operNS="upload" returnType="rns:string"  xmlns:rns="http://www.w3.org/2001/XMLSchema">  <parameter name="handler" type="ns:DataHandler" xmlns:ns="http://www.w3.org/2001/XMLSchema"/>  <parameter name="fileName" type="ns:string" xmlns:ns="http://www.w3.org/2001/XMLSchema"/>  </operation>  <typeMapping qname="hns:DataHandler" xmlns:hns="ns:FileUploadHandler"  languageSpecificType="java:javax.activation.DataHandler"  serializer="org.apache.axis.encoding.ser.JAFDataHandlerSerializerFactory" deserializer="org.apache.axis.encoding.ser.JAFDataHandlerDeserializerFactory" encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"/>  </service>  </deployment> |

上面才xml节点元素在前面都见过了，说明下operation中的参数，注意要指定参数类型，特别是DataHandler的类型，然后就是typeMapping的serializer、deserializer的序列化和反序列化工厂类的配置。

1. 用dos命令发布当前WebService

C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployUpload.wsdd

发布完成后，可以通过这个地址查看uploadFile这个service了

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

1. 编写客户端代码

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** javax.activation.DataHandler;  **import** javax.activation.FileDataSource;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ParameterMode;  **import** javax.xml.rpc.ServiceException;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **import** org.apache.axis.encoding.XMLType;  **import** org.apache.axis.encoding.ser.JAFDataHandlerDeserializerFactory;  **import** org.apache.axis.encoding.ser.JAFDataHandlerSerializerFactory;  /\*\*  \* <b>function:</b>上传文件WebService客户端  \*  \* **@author** hoojo  \* **@createDate** Dec 18, 2010 1:38:14 PM  \* **@file** UploadFileClient.java  \* **@package** com.hoo.client  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** UploadFileClient {  **public** **static** **void** main(String[] args) **throws** ServiceException, RemoteException {  String url = "http://localhost:8080/AxisWebService/services/UploadFile";  String fileName = "readMe.txt";  String path = System.*getProperty*("user.dir") + "\\WebRoot\\" + fileName;  System.*out*.println(path);    //这样就相当于构造了一个带文件路径的File了  DataHandler handler = **new** DataHandler(**new** FileDataSource(path));    Service service = **new** Service();  Call call = (Call) service.createCall();  call.setTargetEndpointAddress(url);    /\*\*  \* 注册异常类信息和序列化类 ns:FileUploadHandler 和 wsdd 配置文件中的typeMapping中的xmlns:hns="ns:FileUploadHandler" 的对应 DataHandler  \* 和 wsdd 配置文件中的typeMapping中的qname="hns:DataHandler"的DataHandler对应  \*/  QName qn = **new** QName("ns:FileUploadHandler", "DataHandler");  call.registerTypeMapping(DataHandler.**class**, qn,  JAFDataHandlerSerializerFactory.**class**,  JAFDataHandlerDeserializerFactory.**class**);  call.setOperationName(**new** QName(url, "upload"));    //设置方法形参，注意的是参数1的type的DataHandler类型的，和上面的qn的类型是一样的  call.addParameter("handler", qn, ParameterMode.*IN*);  call.addParameter("fileName", XMLType.*XSD\_STRING*, ParameterMode.*IN*);  //设置返回值类型，下面2种方法都可以  call.setReturnClass(String.**class**);  //call.setReturnType(XMLType.XSD\_STRING);    String result = (String) call.invoke(**new** Object[] { handler, "remote\_server\_readMe.txt" });  System.*out*.println(result);  }  } |

至此，文件传输就完成了。怎么样，还不错吧！

如果你用myEclipse进行开发的话，运行时可能会出现以下的错误:

Exception in thread "main" java.lang.NoClassDefFoundError: com/sun/mail/util/LineInputStream

原因是jar包版本不统一,解决方法如下:

删除Java EE 5 Libraries/javaee.jar/mail里的包有东西.

具体方法如下:

用rar打开X:/Program Files/MyEclipse 6.0/myeclipse/eclipse/plugins/com.genuitec.eclipse.j2eedt.core\_6.0.1.zmyeclipse601200710/data/libraryset/EE\_5/javaee.jar,然后删除mail,一切就ok了.

**十、Axis WebService常用命令和调试工具**

上面我们在发布wsdd服务的时候都会在dos窗口写上一段命令，下面还介绍下其他的几个命令：

1. **AdminClient命令**

java org.apache.axis.client.AdminClient c:/deploy.wsdd

这样就可以用AdminClient发布一个WebService了，如果你对AdminClient的参数信息不是很了解输入：java org.apache.axis.client.AdminClient就可以查看帮助了。

|  |
| --- |
| Usage: AdminClient [Options] [list | <deployment-descriptor-files>]  Processes a set of administration commands.  The following Options are available:  -l<url> sets the AxisServlet URL  -h<hostName sets the AxisServlet host  -p<portNumber> sets the AxisServlet port  -s<servletPath> sets the path to the AxisServlet  -f<fileName> specifies that a simple file protocol should be used  -u<username> sets the username  -w<password> sets the password  -d sets the debug flag (for instance, -ddd would set it to  3)  -t<name> sets the transport chain touse  Commands:  list will list the currently deployed services  quit will send a quit message to SimpleAxisServer  passwd value changes the admin password  Deployment Descriptor files:  <deployment-descriptor-files> deploys or undeploys Axis components and  web services described in these files  If -l or -h -p -s are not set, the AdminClient will invoke  http://localhost:8080/axis/servlet/AxisServlet |

帮助信息如上所示，如果你有下载axis的源码，可以看看AdminClient的源码就知道是怎么回事了。如果上述命令找不到AdminClient，请设置dirs

java org.apache.axis.client.AdminClient c:/deploy.wsdd –p8081

上面的-p8081设置端口信息，默认AdminClient会使用8080端口。当你的端口换成其他的可以用-p设置端口

java org.apache.axis.client.AdminClient

-lhttp://localhost:8080/axiswebProject/services/AdminService deploy.wsdd

通过-l指定你的AdminService的url路径完成发布wsdd，这个很有效

1. **调试工具，监听WebService的通讯信息**

在dos窗口输入：

C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>java -Djava.ext.dirs=lib org.apache.axis.utils.tcpmon

org.apache.axis.utils.tcpmon是一个端口监听的工具类，它可以监听到指定host、port的WebService通信信息
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在listen port填写你要监听的端口即可，是监听的端口不实服务器的端口。也就是你请求服务器的端口。

1. **查看发布的WebService服务信息**

通过在WebBrowser地址栏输入：

[http://localhost:8080/[Project]/servlet/AxisServlet](http://localhost:8080/%5bProject%5d/servlet/AxisServlet)

可以查看你发表过的WebService，Project是你的axis的web工程

**十一、用工具生成代码**

1. 用Axis提供的WSDL2java工具类生成代码，命令如下：

C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>java -Djava.ext.dirs=lib org.apache.axis.wsdl.WSDL2Java -s <http://localhost:8080/AxisWebService/services/HelloWorldWSDD?wsdl> –o c:\

-s 是设置wsdl的路径url和是当前物理硬盘上的wsdl文件（可以将页面上的wsdl的xml文件另存为一份试试，也是可以的）

-o 是设置转换的文件的输出目录

上面的命令会生产服务器端的实现代码和客户端的调用代码。代码文件如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQMAAACXCAIAAACeM6l9AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsQBiC4+owAAFU5JREFUeF7tndtPHdUex4eGp5pzcmyrpXcvGwunm3pXiPRJY9ImEF/4A3YMD00ID/SNpE9NeIMHQsRkx/AH8GIgkcTHarKV06pHSeAI6lGPt6MnKRVotbSc32/dZs3MWrNnL2bfZv9GUzYz6/qd32/WWsP+/Fbb7u6uRwcp0PIKHGh5BUgAUgAVIE8gOyAFyBPIBkgBqUCbbZ3w4YcfxqjU29vb3t5OMpICmVEgzhP6X3nFa/Pa2tqgt/zfBw8eHDhw4MaNm7du3Xq59+WHDj6UGSGoIy2ugHWdsAeHx/6Dn574F9wAPt+7d6+/v3/54+Wtra0Wl4+6nxkFrJ4Aj3+jM0DPt7e3r1+/fv/+/eXl5TJCLF1uvzC9UbFakO3yUsW59p3B1lrHXuy7PVRADRWIGxNwIGAH/6BGhtdee/V8T0/X2bM1bCdVRQpUV4EyYwKbFTEv0JwBPnYc6zh95jSMG9VtHZVOCtRKgXKzIzks+M6AYwMdpEDWFLB6AiwDxHCgpkd8lqQtoyGNSQ+YVstjoKgl8M/LtcPG9AVYEPjnTYsDrTSxeMBc/uojOInXfsOMokB5FnOKQ1VVvrXtgV5kzQKoP1yBRGOCnCOJBYN4o7S3Z5odgWENeIvwVwo8FoeVznB+onuNn14bmu9SllgcWBiUqYsDIV/A0lamRLbdRW8AbTs3Oj5cmn+PL8SXForD46M5WU9nd19pdZ1fWOnrW1nHVJCmb+hSbmO6MJaXTZu9yBLZW2vsBZlNZhWI8wQxBPgTJH/BwBcOBk9Ao5u6wqwMjouD0hXgvFca6+IP5K6xksdtFI7hRW6UkPrKVF9xQX9nxEqbU3auEkC5whXQEQZldVBG7tIQLwMcYWhuPI8Os7G+go7g5TrzXnFAf5kV01pjLzJrBtQx+5gAj2ndBdR7JH3BUNn3WPvUsx2HgA/853hFt6Gvu5M7jQdGvjE9EXQE7grgZegIl3Kd3ZBq6b15Dx0Bcs1izXNeAbzR5eVuRQ2lxM2lQOxf1sT7U+EFmjP471bDvcWn9dikeK6jofqjg38eJiX+LEiNAjh5KQUe8DimlMYK6g8SS5NjwqbR4L35ycl5TwxA/tqBXSlMFPOdMArg5wnpCBvT09iw3OgHa1N8DpWotVovmuveUmsrUcDqCZubm3wKFDNHgjSRui7OLg7DFIQdBW9ILRQuzq5NrYjz7QuDckYEsyNvQc6ZYBLvn+cTptndxbycVOECRA0lsFjIF4vSMfRmoPmXhEuxz8p7Rju1qlhN9taae1GJtJS2qRSwfu9oZmbmzUIBv3eE3zkK/WAn2tremn17ZGRkH/2FJ3nX6njY/BMWyNfgrrOshJVQslZRwDom7OzsaK9M/bFBzpHwJ6Spm05siaC9NKpbQ6jibChgHROuXr2apIfXrl1LksySxnFMwHefRXjp5DiY7KPBlDWzClg9IbM9po6RAiYFiN4kuyAFUAHyBLIDUoA8gWyAFJAK0JhAtkAKoAJliP7nn3/p5k0E00IfiOgn88mYAnFjAhD9y8uljo7jFy708w/9/Xjm4MGDQG9u72xnTAvqTisrUIbofzL31F/+8lcQiH8Aoh8+ENHfyhaT1b6X4RNOHD969NHD8OfkUyePdXQcARVOnzpeAdFfXjYF79eS4rfUVXdyP8gglRePUqSnQOpEP8fQtAZGTrg1XiPQsICQzaRrQonritJ2GhWH3yvUlYi55CYJ5UpTgbgx4ZOvfv5k46ebGz/eWP/xxpc//ONf/4H/l9e+h/+/27z38522WhL9CP0ousfbeG++5CluzfPWV0sMxknnSFaXzrutdU/4Rg9fA5HMHkB2AW+IuYRNhy+MO4Mb6XS9dUuJ84RnHn/02SeOPvtkx3NPHns+d/yFzuMvPHXixadOvnj25Etdp+D/msqGXKZENtHyh4eHBacJI4Sg0tJqUJK6sE5F54EJh75PzpoCXyrH76Kb8OyYS2n1gsqpRIE4ov+zb/776de/fAojw1fayPClPzJYiP6Y+qNQvzFxlOLnMJo0fcZsXumWrCeOEAjmsMOUl02mROiAMKxmIvqT1AUsqMYeWfuscNJoiuglfSYZjj4QmAD6v5iCFFRiAJRWKBA3Jpw/88jTjz0SHBmOPS9GhhMwMthmR5LUUdCyslEz1B+8G0aKH6cOElFmFP/gRcFpwhUcITjMbMuL10TogADQYCP6k9SlKJ9qhOvbmJ705gKBDvQ4Buj67Cvp0WRk2Y4KxHnC59/++s9//xocGX66ydcMbNlg8wR/NoyBLKb6hCNYof5A220Uv0KU2VwIaWbGZgKxjzkY3cw+mSIAsAr80AGqPhvRn6QuKIRx0QLFi3MH0TrTLbJdyo3Ojno8Jo2KMaPiGDBHYK5vSuZoCa2ezeoJcI97Th3uOX3k/JkjfGR45vGjzz7B1wxsZOg8URnRD1I7Qv3SXHBCsroOdiB4TPF77CIhxgpj733iunCVC+FsIgFqROkaex2uL+YSm/MU+KigHiUMu8Y4BiAAX6GYk7W6Tbv1P+4t6hff/++L7377/Nvf+Mjw2Te/fPo1XzOwkWH9Bx4sNekRwOcDUH+gBDvFzwj84sLkqqKXDb9bIgCYG2kj+jF1ubrACgPjgMnl+GTND1OjtUK/FH0HjO/CRD72mkwcLKQHxjEQ78ksyZLeEUqnKRBH9J87eSh/8pA/MuCyQY0MHc/ljpmI/hh1rVB/MI+d4ufmWWRhK/gR+d0aAcDiCpb4A8ayg3XnRue6J1SsPy3WAMZUEgcuiwLrkphLwccBmLwIZFBYzYvpJaTACSH0X1Kr6BmmZGTilSsQR/T3vv5GfIEfvf/u/oj+ytub7RyONGu2RalR7+KI/r8f/9u5Ew+fO/kwjAx5XDMcxjWDPzIcrSfRXyN9aloNToRc1zU1bWgWK6sv0Z9FRd36xIMUUJQCN/XSyEVEfxoqUhnNrwAxa81/D6kHaShAnpCGilRG8ytAntD895B6kIYC5AlpqEhlNL8CRPQ3/z2kHqShABH9aahIZTS/AkT0N/89pB6koQAR/ZqKdSf6939HnYFu54z7b3NjlEBEv+E+1IPojwYHaAwDaZlWENFvuNU1J/qtwQEqtkPnmADOGStuYoNmIKLfdGNqTPQnCQ7QoPaTnWYR0d8ARL81OEA0AIIemuDy5Qv+Zrpinh+ILhXNbo+o0PLBBIjohw09ZXQitVFoougBKRL9xqL4joq8bWtD812KkJOhCWZnx+UG7SwAVHDbuUBwA4YLWQsMPthbNJgAEf0qZhECcMomZOAMe/QASJoi0R8tCqINeCW5AW/XWMmPe+aHJjAw/rIHoeAGcNpeYNATWjSYABH9lpluPYj+cHCA8gEQIox//Ly9fIG2KAHZDyZARP/YpIjiivvaaoZUW6I/GhwgWQCEMOOvOhDIvjQ9vcEiY6jOyogKFExAKSZDeIZ/vvPOO7/fvr11+/b2779vb23tbG/d2d6+s7Nz986dP+7e/fOPu3/++QekiWTHmCSReEfyhB+wRKVZHBYf1QcoEj6rI1AYv6KdCv9uyRtqlVaXX1Xf1NRwIA5Nubq03qgm6edCUW1iLmmRXPTeGeSKyMuzKkX06352u/6Yho0UfkY/W9/wsHYzgxVpTQ4msxlUo58noj877wH31ZOWDyZARP++7CczmSmYABH9mTFm145QMAGmHBH9rgZE+bKlADFr2bqf1BtXBcgTXJWjfNlSgDwhW/eTeuOqAHmCq3KUL1sKENGfrftJvXFVgIh+V+UoX7YUIKI/W/eTeuOqABH9mnKtTPS7GlCa+eoaVYCIfsOtbCWiPwC5pWnWzVYWEf2GO9aKRH9qhrsP16prVAEi+k0mQER/ao7RNAUR0U9Ef9RYNU3adYYoEhCAbYPLD5YOEiBoihsrXgA4iJ9RhypKj0vAk7GjrlEFiOgnoj/kCYFQALuL3oBwhmiIgCj7Dzi2RH4wiICtKKxRxiXAWAORow5RBYjoJ6I/aIehUACAh/YVF+B5Hw0R4JnYf70wW1EsjR+XwOAJdYgqQES/ZSLbskS/QQ/LfqBsalTw5lgYGmRIExzJthY1l1zdqAJE9Lc20R81Xgb+F9TsfWlyzBu6BDOYaIiA9dVS39Qcm90g8pa8qFDKBokqQES/vC8tSfSHHuYiDIwlokI4RICZ/Rdn44oKxiVojKgCRPQnGNIpSW0UqGtUASL6a3OTqZbyCtQ3qgAR/eXvEKWougINEFWAiP6q32WqoCkUIGatKW4TNbLqCpAnVF1iqqApFCBPaIrbRI2sugLkCVWXmCpoCgWI6G+K20SNrLoCRPRXXWKqoCkUIKK/KW4TNbLqChDRr0mcAaI/ocFUxM4rWSrKlbAlSZNBIwL7DjGsR9BAScuITUdEv0GeLBH9OjOWquUkNT+FtQUNOWn2mqUjot8gdRMT/SbDUfsMLubHxF62buy8Uy7IBF9thTbMXkzVqp0aE9MCIvpN4mSU6IdupWqMmSqMiP7mIPoFMc9tL8zRi1OXl/y+mKYibPfyQfZk9tl5tgiYFti9Nu82yVJBLlamYRrPqlsScQCwkbIemVaD/f1AASaXi8P/XVyUiP5GJvoHVnBbTHb4ZH2Udhc3XjDybO/S4oDvC3J/864xz4e2NWMpja0OcgLTE7AafjXUW5Q1axuhJs41583rW/rqplkam2DEJzayvX1BVS13A1awf6QjFgO3ClKRQxDR38BEv2Qj8Y4qst7O0fuMvJ8Ys/r7kY+vdoXewPDrV9hAkbs0xGdPjMTn57DmQaMrxOfKjY6bHQir48QnlqsK6cx7K+sy3outIxbLLhdYIJlDENFvk7czX1pdhwkFp3g9Qfivr/Tx39WBK7fQQ1i/rDjgaD2RS2WK8hgO78LRy7qDrwKSWUjDp9qPIFrniOhvaKLfQNbbOXoWjAWPjenCmFwRBAwZHvZevtMUYCiQLADvb0xP2OY5QSdxy2VytLiOJMT/VbLoB4trWz1hc3Pz3MlD+ZOHek4d7jl95PyZI0+feeTpxx595vGjzz7R8dyTHc/ljkGaSp4YF2fXplZgasiOhUHbWzWIHoWv+0Q6mK9iDCl/pC4Wi/7NBPWDv8fkNTX14iyfreJR8IYCA3qk7GBdudG57gkZ3i3QSllge/tE99qu1nqcAcsc+iVzURYdYObjCXUKq3n9ZdCwt8BL7xrLL+768sp1Qjub/Cd5mRkni/2O6/fXFxNMcaDoQRuS/z3B1hFz1XZBKjFO+y60MzMzva+/EV/WR++/OzIyUlF9lLg6CtQVhjd2CVbd4O2B50CSrifuSOKESWqFNET0JxSKkpVVAGxTPfeXLg8UwyuqsgVUkiB1/J+I/krkb9y0aT8h3XqKrYAAwXjAC6uKxwPMl6Aj1cH/ieh3u+eUK2sKELOWtTtK/XFTgDzBTTfKlTUFyBOydkepP24KkCe46Ua5sqYAEf1Zu6PUHzcFiOh3041yZU0BIvqzdkepP24KENGv6UZEv9GI6kP0l9vXmYh+frNCOqQrCxH9bo9Ve654mC7t2pzKI6LfIBsR/WZbcoTodQJurXuCfzep3CO/rDU7NsZaLhH9JmmI6C9riMkTbADdpAg4sN8kXwtPXnpqKYnoJ6K/ykQ/0n4Kh+KGC5rjN/WQ1gCSP8zm6yCDfVpFRD8KuVCEGA2I3XL2FTAuEbOh0k3hbeg6ls3JKXtdCmdJjqDYHmDGomx9aTqiP9o7gJDk9puxX1i1xSgI6khEP5irN//eBgPQkfCN7CMfBNsNm8Lb0XXpZji0Y9nRuqA6uKEYEYJxeHHuELMdt7wULcq6wb0VYG9coj+pUOEnRTK0n4h+O2WvKZpsU/jow1oQ/ET0pzYRLxevwLUiIvrxoQxo8cLkqgg/IfaRN1Dw1lkJ7kcv4+yE0HVD2YG6dEILyze5HJ/g8KAmoUO/ZCyKAfJZIPqTCCVDvCCJpgllQPuJ6Of6lKHscb5ijQZgcgci+o0PiTSJfojPZAp9wFZifMUMCWSQgoQxCgKNJqLfdTTNZL4E0GON++1I9CduZdo9JqI/sfSUsIwCRPSTidRfgbSfkG49SoHoT1AxEf0JRKIkpICjAsSsOQpH2TKmAHlCxm4odcdRAfIER+EoW8YUIE/I2A2l7jgqUIbot5Xa29sL37VxrJOykQKNp0CcJ/S/8orX5rW1tUGz+b8PHjw4cODAjRs3b9269XLvyw8dfKjxekQtIgVcFChD9Ht73t7eHhTM/wU3gH/v3bvX39+//PHy1taWS52UhxRoPAXKEP3gCCFngC5sb29fv379/v37y8vLqfXIkaaPbN2eWoNiC7K11rEXtWk01RKnQNyYgAMBO/gHNTK89tqr53t6us6eJWlJgcwoUGZMYLMi5gWaM8DHjmMdp8+chmVDZoSgjrS4AuVmR3JY8J0BxwY6SIGsKRBH9IvhQE2P+CxJWznAUiGsh5nOrmQjeCzR57gr2bpdY/MFTBnEOoKTeO03Lb6RPMtAKH5oOybJU+2wh55/mGICZM1Ost+fRGOCnCOJBYNYRO/tVTI7Sr4RPP9iO98gfm1o3t+zMZbvNvLvuD92CVFn5l4QB2Dcx8cwksvqOr+w0idiAyA8DPst4zausH0lP3hUEhv7bzuffdPJWA/jPEEMAf4EyV8w8IVDJZ6QeCN43DNY7ZuKsUDU3u1xfLeNf0cGkrsCD1Lh3z4VvgIcYWhuPI+pkN/HjccBYsYQJHJA4rmN29Yn2s4+YzaTze5YPQEehroLqPdI+oIB0lRFFditTjyP8YfTxnXQLg4WI9sHRo6QcsARWLgKHAnQES7lOrsh1ZLi91kwht05rwDzIc0fqtJbKrQhFIj9y5p4fyq8QHMG/92qqRPiIR6is8MpbVu6B87DpMQPnxK3dbuNfxfxWSYn5z0Rh81fO7DILYUJttE5+zwxL2IDbExPY6wjiMYAYXnYHCpRaxNvZ98Qt54aEVDA6gmbm5t8ChQzR4I0YTntdHZEeBs2rm/13r4w6AcPjN263c7yw2IhXyyq+BdaO9D8SyJoGPssE+VGO7Xt7lkL7K1dHEYyHQ9/Y3qysqZTwPq9o5mZmTcLBfzeEX7nKPSDnWhre2v27ZGRkZr0eV90YrXh8pooQJVUV4E4ol97ZeqPDXKOhD93dnaq27pUSmdLBO2lUSqFUiFZU8A6Jly9ejVJX69du5Yk2b7TOI4JHP4eXhSvQvfdDCogswpYPSGzPaaOkQImBYhZI7sgBVAB8gSyA1KAPIFsgBSQCtCYQLZACqAC/wfoduNVWlcZawAAAABJRU5ErkJggg==)

deploy、undeploy是发布、卸载WebService的wsdd文件

HelloWorldWSDD是服务器端代码接口文件，继承了Remote接口，定义了getAge、sayHello方法

HelloWorldWSDDService是获得当前Service实例的接口

HelloWorldWSDDServiceLocator实现了HelloWorldWSDDService接口，客户端在调用当前WebService时候有用

HelloWorldWSDDSoapBindingImpl当前WebService接口HelloWorldWSDD的实现，需要自己实现方法的业务

HelloWorldWSDDSoapBindingStub看结尾的Stub就知道，这个可以完成客户端的实现，用它就可以调用到WebService的方法

下面用WSDL2Java生成的代码调用WebService，注意你还得用dos命令将上面的服务通过deploy.wsdd发布出去。下面是调用代码：

|  |
| --- |
| **package** localhost.AxisWebService.services.HelloWorldWSDD.clientimpl;  **import** java.net.MalformedURLException;  **import** java.net.URL;  **import** java.rmi.RemoteException;  **import** javax.xml.rpc.ServiceException;  **import** localhost.AxisWebService.services.HelloWorldWSDD.HelloWorldWSDDServiceLocator;  **import** localhost.AxisWebService.services.HelloWorldWSDD.HelloWorldWSDDSoapBindingStub;  **public** **class** Client {  **public** **static** **void** main(String[] args) **throws** ServiceException, RemoteException, MalformedURLException {  String target = "http://localhost:8080/AxisWebService/services/HelloWorldWSDD";  HelloWorldWSDDServiceLocator service = **new** HelloWorldWSDDServiceLocator();  HelloWorldWSDDSoapBindingStub stub = **new** HelloWorldWSDDSoapBindingStub(**new** URL(target), service);    System.*out*.println(stub.getAge(22));  System.*out*.println(stub.getName("张三"));  }  } |

用自动生成的代码完成客户端调用比较简单，如果你的WebService的实现版本是JAX-WS2.0就可以用MyEclipse的WebService插件工具帮助我们生产代码，如：axis2就可以，下次会介绍Axis2.x的用法。

**十二、用Axis操作 Header头部信息**

Axis中操作Header的信息是通过Handler来完成的，在读取Header的信息的时候，可以完成Header的操作的Handler有JWSHandler、SOAPMonitorHandler、JAXRPCHandler。JWSHandler是完成jws发布模式的WebService的Header的读取操作，

SOAPMonitorHandler是完成SOAPMonitor模式的，JAXRPCHandler是java rpc模式的。

下面将会用JAXRPCHandler读取客户端的Header信息，然后用BasicHandler将客户端请求的Header写入客户端的响应的Header中。

1. 首先编写一个方法，这个方法什么也不做。就是在这个方法请求和响应的时候分别完成读取Header的信息和写入响应的Header内容。代码如下：

|  |
| --- |
| **package** com.hoo.service;  /\*\*  \* <b>function:</b>读取客户端头部Header信息的WebService  \* **@author** hoojo  \* **@createDate** Dec 19, 2010 11:33:25 AM  \* **@file** ReadHeaderService.java  \* **@package** com.hoo.service  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** OperaterHeaderService {  /\*\*  \* <b>function:</b>提供一个空方法，在调用这个方法的时候  \* 触发ReadHeaderHandler读取Header的信息  \* **@author** hoojo  \* **@createDate** Dec 19, 2010 11:33:54 AM  \*/  **public** **void** readHeader() {  }  } |

1. 客户端的Header中的内容是下面这样的xml内容

|  |
| --- |
| <ns1:Header soapenv:mustUnderstand="0" xmlns:ns1="soap">  <ServiceName>ReadHeaderService</ServiceName>  <CreateDate>2010-12-19T06:22:59.931Z</CreateDate>  <ns2:Version xmlns:ns2="service">1.0</ns2:Version>  <author>  <name>axis</name>  <age>14</age>  </author>  <copyRight>  <year>2010</year>  <number>123123123</number>  </copyRight>  <Tel>555666442</Tel>  </ns1:Header> |

下面将用客户端代码将上面的xml元素添加的Header中，代码如下：

|  |
| --- |
| /\*\* 添加请求的header \*/  //父节点，根节点  SOAPHeaderElement el = **new** SOAPHeaderElement(**new** QName("soap", "Header"));  //文本节点  MessageElement msgEl = **new** MessageElement(**new** QName("ServiceName"), "ReadHeaderService");  el.addChild(msgEl);    //文本节点  el.addChild(**new** MessageElement(**new** QName("CreateDate"), **new** Date()));  el.addChild(**new** MessageElement(**new** QName("service", "Version"), "1.0"));  //子元素  msgEl = **new** MessageElement(**new** QName("author"));  msgEl.addChild(**new** MessageElement(**new** QName("name"), "axis"));  msgEl.addChild(**new** MessageElement(**new** QName("age"), "14"));  el.addChild(msgEl);  //子元素  msgEl = **new** MessageElement(**new** QName("copyRight"));  msgEl.addChild(**new** MessageElement(**new** QName("year"), "2010"));  msgEl.addChild(**new** MessageElement(**new** QName("number"), "123123123"));  el.addChild(msgEl);  el.addChild(**new** MessageElement(**new** QName("Tel"), "555666442"));  System.*out*.println(el.toString());  //设置请求的header  call.addHeader(el); |

上面的就完成了xml中的内容，并且添加到请求的Header中。

1. 根据上面的Header的内容，我们现在编写一个Handler用来读取客户端请求信息中的Header的内容，这个Handler需要继承JAXRPCHandler。代码如下：

|  |
| --- |
| **package** com.hoo.service.handler;  **import** java.util.Iterator;  **import** java.util.List;  **import** javax.xml.soap.SOAPHeader;  **import** org.apache.axis.AxisFault;  **import** org.apache.axis.MessageContext;  **import** org.apache.axis.handlers.JAXRPCHandler;  **import** org.apache.axis.message.MessageElement;  **import** org.apache.axis.message.NodeImpl;  **import** org.apache.axis.message.SOAPHeaderElement;  **import** org.apache.axis.message.Text;  /\*\*  \* <b>function:</b>读取Header信息的Handler  \* **@author** hoojo  \* **@createDate** Dec 19, 2010 11:34:56 AM  \* **@file** ReadHeaderHandler.java  \* **@package** com.hoo.service.handler  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** ReadHeaderHandler **extends** JAXRPCHandler {  **private** **static** **final** **long** *serialVersionUID* = -546314372478633248L;  @SuppressWarnings("unchecked")  @Override  **public** **void** invoke(MessageContext msgContext) **throws** AxisFault {  **try** {  //头对象  SOAPHeader header = msgContext.getCurrentMessage().getSOAPHeader();  Iterator<SOAPHeaderElement> iter = header.getChildElements();  **while** (iter.hasNext()) {  //子元素  SOAPHeaderElement el = iter.next();  //继续子元素  List<NodeImpl> list = el.getChildren();  **for** (NodeImpl node : list) {  **if** (node.hasChildNodes()) {  MessageElement msg = (MessageElement) node;  **if** (msg.hasChildNodes()) {  List<NodeImpl> msgNode = msg.getChildren();  **for** (NodeImpl n : msgNode) {  **if** (!n.hasChildNodes()) {  Text text = (Text) n;  System.*out*.println("父节点：" + el.getName() + ", 节点：" + msg.getName() + ", 值：" + text.getValue());  } **else** {  MessageElement child = (MessageElement) n;  **if** (child.hasChildNodes()) {  List<NodeImpl> childNode = child.getChildren();  **for** (NodeImpl n2 : childNode) {  **if** (!n2.hasChildNodes()) {  Text text = (Text) n2;  System.*out*.print("父父节点：" + el.getName() + ", 父节点：" + msg.getName());  System.*out*.println(", 节点：" + child.getName() + "##" + child.getNodeName()  + ", 值：" + text.getValue() + "##" + child.getValue());  }  }  }  }  }  }  }  }  }  } **catch** (Exception e) {  e.printStackTrace();  }  }  } |

上面读取Header内容的代码有点小长，不过比较简单。就是用循环遍历Header的内容，Header的内容是一个xml的文档。所以用循环一步步向里面遍历，不过感觉写个递归会更简单。

1. 下面将编写一个Handler来向客户端的Response中写入Header内容，写入的Header的内容就是客户端请求的Header内容。代码如下：

|  |
| --- |
| **package** com.hoo.service.handler;  **import** java.util.Iterator;  **import** javax.xml.soap.SOAPException;  **import** org.apache.axis.AxisFault;  **import** org.apache.axis.Message;  **import** org.apache.axis.MessageContext;  **import** org.apache.axis.handlers.BasicHandler;  **import** org.apache.axis.message.SOAPEnvelope;  **import** org.apache.axis.message.SOAPHeader;  **import** org.apache.axis.message.SOAPHeaderElement;  /\*\*  \* <b>function:</b>用handler向客户端写入Response 的Header信息  \* **@author** hoojo  \* **@createDate** Dec 19, 2010 2:08:35 PM  \* **@file** WriteHeaderHandler.java  \* **@package** com.hoo.service.handler  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** WriteHeaderHandler **extends** BasicHandler {  **private** **static** **final** **long** *serialVersionUID* = 1L;  @SuppressWarnings("unchecked")  **public** **void** invoke(MessageContext msgContext) **throws** AxisFault {  Message msg = msgContext.getCurrentMessage();  SOAPEnvelope se = msg.getSOAPEnvelope();    //request Header的部分头信息  Message reqMsg = msgContext.getRequestMessage();  SOAPEnvelope reqSe = reqMsg.getSOAPEnvelope();  SOAPHeader reqHeader = **null**;  **try** {  reqHeader = (SOAPHeader) reqSe.getHeader();  } **catch** (SOAPException e) {  e.printStackTrace();  }    //response Header部分头信息  Message respMsg = msgContext.getResponseMessage();  SOAPEnvelope respSe = respMsg.getSOAPEnvelope();  SOAPHeader respHeader = **null**;  **try** {  respHeader = (SOAPHeader) respSe.getHeader();  } **catch** (SOAPException e) {  e.printStackTrace();  }    Iterator<SOAPHeaderElement> iter = reqHeader.examineAllHeaderElements();  **while** (iter.hasNext()) {  SOAPHeaderElement she = iter.next();  **try** {  //添加请求信息到响应的Header中  respHeader.addChildElement(she);  } **catch** (SOAPException e) {  e.printStackTrace();  }  System.*out*.println(she.getNodeName());  }  //设置响应信息  msgContext.setResponseMessage(respMsg);  **try** {  System.*out*.println("header Info:" + se.getHeader());  } **catch** (SOAPException e) {  e.printStackTrace();  }  }  } |

上面的代码是取出respHeader = (SOAPHeader) respSe.getHeader();

然后循环遍历Header的元素写入到respHeader.addChildElement(she);

1. 好了，上面已经写好了WebService的方法，以及请求时读取Header内容的Handler和在响应时写入Header内容的Handler。下面开始写wsdd发布当前WebService。

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <deployment xmlns="http://xml.apache.org/axis/wsdd/"  xmlns:java="http://xml.apache.org/axis/wsdd/providers/java">  <handler name="ReadHeaderHandler" type="java:com.hoo.service.handler.ReadHeaderHandler"/>  <handler name="WriteHeaderHandler" type="java:com.hoo.service.handler.WriteHeaderHandler"/>    <service name="OperaterHeader" provider="java:RPC">  <requestFlow>  <handler type="ReadHeaderHandler"/>  </requestFlow>  <parameter name="className" value="com.hoo.service.OperaterHeaderService" />  <parameter name="allowedMethods" value="\*" />  <parameter name="scope" value="request" />  <responseFlow>  <handler type="WriteHeaderHandler"/>  </responseFlow>  </service>  </deployment> |

还是用doc命令发布当前WebService，命令如下：

C:\SoftWare\tomcat-5.0.28\tomcat-5.0.28\webapps\AxisWebService\WEB-INF>java -Djava.ext.dirs=lib org.apache.axis.client.AdminClient -lhttp://localhost:8080/AxisWebService/services/AdminService deployHeader.wsdd

发布完成后，你会看的

Processing file deployHeader.wsdd

<Admin>Done processing</Admin>

的字样就表示发布成功了，然后在浏览器地址栏输入：

<http://localhost:8080/AxisWebService/servlet/AxisServlet>

你就可以看到OperaterHandler这个WebService了

1. OperaterHandler这个WebService成功发布，现在就是要编写客户端代码调用这个WebService，客户端代码比较简单，完整代码如下：

|  |
| --- |
| **package** com.hoo.client;  **import** java.rmi.RemoteException;  **import** java.util.Date;  **import** javax.xml.namespace.QName;  **import** javax.xml.rpc.ServiceException;  **import** javax.xml.soap.SOAPException;  **import** org.apache.axis.Message;  **import** org.apache.axis.client.Call;  **import** org.apache.axis.client.Service;  **import** org.apache.axis.message.MessageElement;  **import** org.apache.axis.message.SOAPEnvelope;  **import** org.apache.axis.message.SOAPHeaderElement;  /\*\*  \* <b>function:</b>Header操作WebService客户端  \* **@author** hoojo  \* **@createDate** Dec 19, 2010 2:18:51 PM  \* **@file** OperaterHeaderClient.java  \* **@package** com.hoo.client  \* **@project** AxisWebService  \* **@blog** http://blog.csdn.net/IBM\_hoojo  \* **@email** hoojo\_@126.com  \* **@version** 1.0  \*/  **public** **class** OperaterHeaderClient {  **public** **static** **void** main(String[] args) **throws** SOAPException, ServiceException, RemoteException {  String url = "http://localhost:8080/AxisWebService/services/OperaterHeader";  //创建服务  Service service = **new** Service();  //创建调用句柄  Call call = (Call) service.createCall();  //设置请求地址  call.setTargetEndpointAddress(url);  call.setOperationName(**new** QName("readHeader"));    /\*\* 添加请求的header \*/  //父节点，根节点  SOAPHeaderElement el = **new** SOAPHeaderElement(**new** QName("soap", "Header"));  //文本节点  MessageElement msgEl = **new** MessageElement(**new** QName("ServiceName"), "ReadHeaderService");  el.addChild(msgEl);    //文本节点  el.addChild(**new** MessageElement(**new** QName("CreateDate"), **new** Date()));  el.addChild(**new** MessageElement(**new** QName("service", "Version"), "1.0"));  //子元素  msgEl = **new** MessageElement(**new** QName("author"));  msgEl.addChild(**new** MessageElement(**new** QName("name"), "axis"));  msgEl.addChild(**new** MessageElement(**new** QName("age"), "14"));  el.addChild(msgEl);  //子元素  msgEl = **new** MessageElement(**new** QName("copyRight"));  msgEl.addChild(**new** MessageElement(**new** QName("year"), "2010"));  msgEl.addChild(**new** MessageElement(**new** QName("number"), "123123123"));  el.addChild(msgEl);  el.addChild(**new** MessageElement(**new** QName("Tel"), "555666442"));    System.*out*.println(el.toString());  //设置请求的header  call.addHeader(el);    /\*\*  \* 注意：在请求readHeader方法的时候，也就是invoke执行的时候。会调用ReadHeaderHandler这个handler  \* 在请求完成后，准备返回值的时候或是说函数在运行完成了后。就会触发WriteHeaderHandler  \*/  call.invoke(**new** Object[] {});    /\*\* 响应的header \*/  Message msg = call.getResponseMessage();  SOAPEnvelope se = msg.getSOAPEnvelope();  System.*out*.println("responseMessage:" + se.getHeader());  }  } |

call.getResponseMessage();可以得到服务器响应的Header的信息

*运行后你可以看到客户端控制台会输出：*

|  |
| --- |
| <ns1:Header soapenv:actor="http://schemas.xmlsoap.org/soap/actor/next" soapenv:mustUnderstand="0" xmlns:ns1="soap" xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/"><ServiceName xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">ReadHeaderService</ServiceName><CreateDate xsi:type="xsd:dateTime" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">2010-12-19T06:22:59.931Z</CreateDate><ns2:Version xsi:type="xsd:string" xmlns:ns2="service" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">1.0</ns2:Version><author><name xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">axis</name><age xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">14</age></author><copyRight><year xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">2010</year><number xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">123123123</number></copyRight><Tel xsi:type="xsd:string" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">555666442</Tel></ns1:Header>  responseMessage:<soapenv:Header xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/"><ns1:Header soapenv:actor="http://schemas.xmlsoap.org/soap/actor/next" soapenv:mustUnderstand="0" xmlns:ns1="soap"><ServiceName xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">ReadHeaderService</ServiceName><CreateDate xsi:type="xsd:dateTime" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">2010-12-19T06:22:59.931Z</CreateDate><ns2:Version xsi:type="soapenc:string" xmlns:ns2="service" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">1.0</ns2:Version><author><name xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">axis</name><age xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">14</age></author><copyRight><year xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">2010</year><number xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">123123123</number></copyRight><Tel xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">555666442</Tel></ns1:Header></soapenv:Header> |

responseMessage前面的内容是客户端将会写入到Header中的xml内容，而responseMessage后面的内容就是响应的Header的内容，这段内容是WriteHeaderHandler写入到ResponseMessage中的。

*再看看服务器端控制台的内容：*

|  |
| --- |
| 父节点：Header, 节点：ServiceName, 值：ReadHeaderService  父节点：Header, 节点：CreateDate, 值：2010-12-19T06:22:59.931Z  父节点：Header, 节点：Version, 值：1.0  父父节点：Header, 父节点：author, 节点：name##name, 值：axis##axis  父父节点：Header, 父节点：author, 节点：age##age, 值：14##14  父父节点：Header, 父节点：copyRight, 节点：year##year, 值：2010##2010  父父节点：Header, 父节点：copyRight, 节点：number##number, 值：123123123##123123123  父节点：Header, 节点：Tel, 值：555666442  ns1:Header  header Info:<soapenv:Header xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/"><ns1:Header soapenv:actor="http://schemas.xmlsoap.org/soap/actor/next" soapenv:mustUnderstand="0" xmlns:ns1="soap"><ServiceName xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">ReadHeaderService</ServiceName><CreateDate xsi:type="xsd:dateTime" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">2010-12-19T06:22:59.931Z</CreateDate><ns2:Version xsi:type="soapenc:string" xmlns:ns2="service" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">1.0</ns2:Version><author><name xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">axis</name><age xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">14</age></author><copyRight><year xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">2010</year><number xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">123123123</number></copyRight><Tel xsi:type="soapenc:string" xmlns:soapenc="http://schemas.xmlsoap.org/soap/encoding/" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">555666442</Tel></ns1:Header></soapenv:Header> |

上面的文本内容是ReadHeaderHandler读取客户端的Header的内容和我们定制的xml的内容是一致的。而后面的xml能入是WriteHeaderHandler中输出的内容。

**十三、.Net调用axis WebService出现Client.NoSOAPAction的问题**

关于这个问题网上有很多解决方法，关键是AxisServlet在getSoapAction这个方法有点问题。解决方法就是集成这个AxisServlet然后重写getSoapAction方法。代码片段：

|  |
| --- |
| @Override  **private** String getSoapAction(HttpServletRequest request) **throws** AxisFault {  **return** request.getContextPath();  } |

然后在web.xml中配置你继承的AxisServlet，就不再是原来的AxisServlet了。

**十四、后记**

至此，axis的WebService的技术指南，基本就这么多内容。由于时间的仓促和个人的原因等诸多方面的因素，难免使得这篇文档存在些错误。但这篇文档上的代码都是经过运行测试通过的。

要感谢广大IT朋友的无私奉献，使得这篇文档的出现。本人在学习axis的时候参阅了大量来自互联网的技术文章，以及官方的文档。

参考文档：<http://ws.apache.org/axis/java/user-guide.html>

如果你发现这篇文档有什么问题，或是对这篇文档有更好的内容补充你可以发邮件到我的邮箱或是用QQ取得联系，也欢迎去我的博客留言，也欢迎大家一起交流探讨。
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Blog：<http://blog.csdn.net/IBM_hoojo>
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QQ:506637315（加入请注明身份）