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# Real Data: Falls of Warness

### Fit Initial Model

init\_glm<-glm(response ~ as.factor(TideState) + as.factor(WindStrength) + as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) + offset(log(areatime)), data=dat, family=quasipoisson)

### Run SALSA1D

factorlist<-c('TideState', 'WindStrength','SeaState', 'SimpPrecipitation', 'CloudCover')  
varlist<-c('Depth', 'MonthInt')  
  
salsa1dlist<-list(fitnessMeasure='QAIC', minKnots\_1d = c(1,1), maxKnots\_1d=c(5,5), startKnots\_1d = c(1,1), degree=c(2,2), maxIterations=100, gaps=c(0,0))  
  
salsa1dout<-runSALSA1D\_withremoval(init\_glm, salsa1dlist, varlist, factorlist, varlist\_cyclicSplines = c('MonthInt'), splineParams = NULL, datain=dat, suppress.printout = TRUE)

## [1] "TideState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SeaState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SimpPrecipitation will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "CloudCover will be fitted as a factor variable; there are non-zero counts for all levels"

salsa1dout$bestModel$splineParams<-salsa1dout$splineParams

salsa1dout$bestModel<-make.gamMRSea(salsa1dout$bestModel, panelid = dat$newbid, splineParams = salsa1dout$splineParams)  
#splineParams<-bestModel1D$splineParams

summary(salsa1dout$bestModel)

##   
## Call:  
## glm(formula = response ~ as.factor(TideState) + as.factor(WindStrength) +   
## as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) +   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -8.960 -0.785 -0.346 -0.159 44.392   
##   
## Coefficients:  
## Estimate  
## (Intercept) 1.37990  
## as.factor(TideState)2 -0.16453  
## as.factor(TideState)3 -0.09665  
## as.factor(WindStrength)1 0.19963  
## as.factor(WindStrength)2 -0.05039  
## as.factor(WindStrength)3 -0.21807  
## as.factor(WindStrength)4 -3.16687  
## as.factor(SeaState)1 -0.42704  
## as.factor(SeaState)2 -0.31036  
## as.factor(SeaState)3 -0.62544  
## as.factor(SeaState)4 -0.11413  
## as.factor(SimpPrecipitation)HEAVY 0.42994  
## as.factor(SimpPrecipitation)LIGHT 0.94273  
## as.factor(SimpPrecipitation)NONE 0.50600  
## as.factor(SimpPrecipitation)SHOWERS 0.83424  
## as.factor(CloudCover)2 -0.23454  
## as.factor(CloudCover)4 0.42382  
## as.factor(CloudCover)6 0.49219  
## as.factor(CloudCover)7 0.98962  
## as.factor(CloudCover)8 0.59955  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 -0.35390  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 -3.05997  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.07213  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 -1.93341  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 -0.68303  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 -5.00408  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 -5.21509  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 -0.99814  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 -1.74345  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 -2.49821  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 -1.43810  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 -0.37284  
## Std. Error  
## (Intercept) 0.34789  
## as.factor(TideState)2 0.05401  
## as.factor(TideState)3 0.07434  
## as.factor(WindStrength)1 0.21485  
## as.factor(WindStrength)2 0.22572  
## as.factor(WindStrength)3 0.24053  
## as.factor(WindStrength)4 4.14450  
## as.factor(SeaState)1 0.19528  
## as.factor(SeaState)2 0.21160  
## as.factor(SeaState)3 0.23691  
## as.factor(SeaState)4 0.55089  
## as.factor(SimpPrecipitation)HEAVY 0.37444  
## as.factor(SimpPrecipitation)LIGHT 0.22701  
## as.factor(SimpPrecipitation)NONE 0.20729  
## as.factor(SimpPrecipitation)SHOWERS 0.20993  
## as.factor(CloudCover)2 0.24990  
## as.factor(CloudCover)4 0.24267  
## as.factor(CloudCover)6 0.23908  
## as.factor(CloudCover)7 0.24354  
## as.factor(CloudCover)8 0.23730  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.23898  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 0.28049  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.08386  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 0.18505  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 0.10682  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 0.36963  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 0.66742  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 0.09929  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 0.11906  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 0.15920  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 0.10343  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.07969  
## Robust S.E.  
## (Intercept) 0.46055  
## as.factor(TideState)2 0.08933  
## as.factor(TideState)3 0.12079  
## as.factor(WindStrength)1 0.17161  
## as.factor(WindStrength)2 0.18296  
## as.factor(WindStrength)3 0.26486  
## as.factor(WindStrength)4 1.07073  
## as.factor(SeaState)1 0.16963  
## as.factor(SeaState)2 0.21514  
## as.factor(SeaState)3 0.33238  
## as.factor(SeaState)4 0.63574  
## as.factor(SimpPrecipitation)HEAVY 0.38317  
## as.factor(SimpPrecipitation)LIGHT 0.40782  
## as.factor(SimpPrecipitation)NONE 0.27864  
## as.factor(SimpPrecipitation)SHOWERS 0.31127  
## as.factor(CloudCover)2 0.33712  
## as.factor(CloudCover)4 0.34050  
## as.factor(CloudCover)6 0.33002  
## as.factor(CloudCover)7 0.34537  
## as.factor(CloudCover)8 0.33203  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.50592  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 0.58261  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.30252  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 0.46066  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 0.25013  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 0.45431  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 0.53441  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 0.21238  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 0.17637  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 0.29817  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 0.16515  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.25639  
## t value  
## (Intercept) 2.996  
## as.factor(TideState)2 -1.842  
## as.factor(TideState)3 -0.800  
## as.factor(WindStrength)1 1.163  
## as.factor(WindStrength)2 -0.275  
## as.factor(WindStrength)3 -0.823  
## as.factor(WindStrength)4 -2.958  
## as.factor(SeaState)1 -2.517  
## as.factor(SeaState)2 -1.443  
## as.factor(SeaState)3 -1.882  
## as.factor(SeaState)4 -0.180  
## as.factor(SimpPrecipitation)HEAVY 1.122  
## as.factor(SimpPrecipitation)LIGHT 2.312  
## as.factor(SimpPrecipitation)NONE 1.816  
## as.factor(SimpPrecipitation)SHOWERS 2.680  
## as.factor(CloudCover)2 -0.696  
## as.factor(CloudCover)4 1.245  
## as.factor(CloudCover)6 1.491  
## as.factor(CloudCover)7 2.865  
## as.factor(CloudCover)8 1.806  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 -0.700  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 -5.252  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.238  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 -4.197  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 -2.731  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 -11.015  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 -9.759  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 -4.700  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 -9.885  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 -8.379  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 -8.708  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 -1.454  
## Pr(>|t|)  
## (Intercept) 0.00274  
## as.factor(TideState)2 0.06551  
## as.factor(TideState)3 0.42363  
## as.factor(WindStrength)1 0.24474  
## as.factor(WindStrength)2 0.78301  
## as.factor(WindStrength)3 0.41033  
## as.factor(WindStrength)4 0.00310  
## as.factor(SeaState)1 0.01183  
## as.factor(SeaState)2 0.14915  
## as.factor(SeaState)3 0.05989  
## as.factor(SeaState)4 0.85752  
## as.factor(SimpPrecipitation)HEAVY 0.26184  
## as.factor(SimpPrecipitation)LIGHT 0.02080  
## as.factor(SimpPrecipitation)NONE 0.06939  
## as.factor(SimpPrecipitation)SHOWERS 0.00736  
## as.factor(CloudCover)2 0.48662  
## as.factor(CloudCover)4 0.21325  
## as.factor(CloudCover)6 0.13587  
## as.factor(CloudCover)7 0.00417  
## as.factor(CloudCover)8 0.07097  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.48424  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 1.51e-07  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.81154  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 2.71e-05  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 0.00632  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 < 2e-16  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 2.62e-06  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.14591  
##   
## (Intercept) \*\*   
## as.factor(TideState)2 .   
## as.factor(TideState)3   
## as.factor(WindStrength)1   
## as.factor(WindStrength)2   
## as.factor(WindStrength)3   
## as.factor(WindStrength)4 \*\*   
## as.factor(SeaState)1 \*   
## as.factor(SeaState)2   
## as.factor(SeaState)3 .   
## as.factor(SeaState)4   
## as.factor(SimpPrecipitation)HEAVY   
## as.factor(SimpPrecipitation)LIGHT \*   
## as.factor(SimpPrecipitation)NONE .   
## as.factor(SimpPrecipitation)SHOWERS \*\*   
## as.factor(CloudCover)2   
## as.factor(CloudCover)4   
## as.factor(CloudCover)6   
## as.factor(CloudCover)7 \*\*   
## as.factor(CloudCover)8 .   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 \*\*   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.10652)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 93358 on 26303 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 52; Number of panels = 7609  
## Number of Fisher Scoring iterations: 8

anova(salsa1dout$bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 52; Number of panels = 7609  
##   
## Df  
## as.factor(TideState) 2  
## as.factor(WindStrength) 4  
## as.factor(SeaState) 4  
## as.factor(SimpPrecipitation) 4  
## as.factor(CloudCover) 5  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) 7  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] 5  
## X2  
## as.factor(TideState) 3.48  
## as.factor(WindStrength) 24.30  
## as.factor(SeaState) 12.78  
## as.factor(SimpPrecipitation) 12.90  
## as.factor(CloudCover) 60.92  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) 733.89  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] 184.30  
## P(>|Chi|)  
## as.factor(TideState) 0.17580  
## as.factor(WindStrength) 6.941e-05  
## as.factor(SeaState) 0.01241  
## as.factor(SimpPrecipitation) 0.01178  
## as.factor(CloudCover) 7.836e-12  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) < 2.2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] < 2.2e-16  
##   
## as.factor(TideState)   
## as.factor(WindStrength) \*\*\*  
## as.factor(SeaState) \*   
## as.factor(SimpPrecipitation) \*   
## as.factor(CloudCover) \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Tide state is not significant so this is removed from the model and the process repeated:

init\_glm<-glm(response ~ as.factor(WindStrength) + as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) + offset(log(areatime)), data=dat, family=quasipoisson)  
  
factorlist<-c('WindStrength','SeaState', 'SimpPrecipitation', 'CloudCover')  
varlist<-c('Depth', 'MonthInt')  
  
salsa1dlist<-list(fitnessMeasure='QAIC', minKnots\_1d = c(1,1), maxKnots\_1d=c(5,5), startKnots\_1d = c(1,1), degree=c(2,2), maxIterations=100, gaps=c(0,0))  
  
salsa1dout<-runSALSA1D\_withremoval(init\_glm, salsa1dlist, varlist, factorlist, varlist\_cyclicSplines = c('MonthInt'), splineParams = NULL, datain=dat,suppress.printout=TRUE)

## [1] "SeaState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SimpPrecipitation will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "CloudCover will be fitted as a factor variable; there are non-zero counts for all levels"

bestModel1D<-make.gamMRSea(salsa1dout$bestModel, panelid = dat$newbid, splineParams = salsa1dout$splineParams)  
#splineParams<-bestModel1D$splineParams

summary(salsa1dout$bestModel)

##   
## Call:  
## glm(formula = response ~ as.factor(WindStrength) + as.factor(SeaState) +   
## as.factor(SimpPrecipitation) + as.factor(CloudCover) + bs(Depth,   
## knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -9.131 -0.784 -0.348 -0.160 45.307   
##   
## Coefficients:  
## Estimate Std. Error Robust S.E.  
## (Intercept) 1.2979590 0.3472927 0.5253050  
## as.factor(WindStrength)1 0.2385527 0.2137071 0.2325492  
## as.factor(WindStrength)2 -0.0005603 0.2242867 0.2452593  
## as.factor(WindStrength)3 -0.1802945 0.2397137 0.3053152  
## as.factor(WindStrength)4 -3.0614311 4.1496306 1.1034945  
## as.factor(SeaState)1 -0.4298470 0.1944559 0.1616692  
## as.factor(SeaState)2 -0.3208143 0.2107866 0.2071337  
## as.factor(SeaState)3 -0.6373685 0.2365762 0.3230395  
## as.factor(SeaState)4 -0.0490167 0.5507585 0.6501604  
## as.factor(SimpPrecipitation)HEAVY 0.3797335 0.3742401 0.4049794  
## as.factor(SimpPrecipitation)LIGHT 0.9319042 0.2269228 0.3633170  
## as.factor(SimpPrecipitation)NONE 0.4752105 0.2072862 0.2937780  
## as.factor(SimpPrecipitation)SHOWERS 0.8038986 0.2099721 0.2990027  
## as.factor(CloudCover)2 -0.2167560 0.2499365 0.3321969  
## as.factor(CloudCover)4 0.4135122 0.2425850 0.3417430  
## as.factor(CloudCover)6 0.5019924 0.2390359 0.3238095  
## as.factor(CloudCover)7 0.9756647 0.2435947 0.3546166  
## as.factor(CloudCover)8 0.5926870 0.2373257 0.3200180  
## s(Depth)1 -0.3587022 0.2393925 0.3214877  
## s(Depth)2 -3.0533656 0.2810146 0.2851829  
## s(Depth)3 0.0712531 0.0839907 0.1553112  
## s(Depth)4 -1.9312846 0.1852636 0.2633764  
## s(Depth)5 -0.6848871 0.1069783 0.1247200  
## s(Depth)6 -4.9976039 0.3703469 0.3708664  
## s(Depth)7 -5.2179115 0.6688866 0.4681252  
## s(MonthInt)1 -1.0073866 0.0991962 0.1470478  
## s(MonthInt)2 -1.7572224 0.1191836 0.1349274  
## s(MonthInt)3 -2.5044117 0.1587782 0.1466901  
## s(MonthInt)4 -1.4569626 0.1033430 0.1175752  
## s(MonthInt)5 -0.3753892 0.0797580 0.1543173  
## t value Pr(>|t|)   
## (Intercept) 2.471 0.01348 \*   
## as.factor(WindStrength)1 1.026 0.30499   
## as.factor(WindStrength)2 -0.002 0.99818   
## as.factor(WindStrength)3 -0.591 0.55485   
## as.factor(WindStrength)4 -2.774 0.00554 \*\*   
## as.factor(SeaState)1 -2.659 0.00785 \*\*   
## as.factor(SeaState)2 -1.549 0.12144   
## as.factor(SeaState)3 -1.973 0.04850 \*   
## as.factor(SeaState)4 -0.075 0.93990   
## as.factor(SimpPrecipitation)HEAVY 0.938 0.34843   
## as.factor(SimpPrecipitation)LIGHT 2.565 0.01032 \*   
## as.factor(SimpPrecipitation)NONE 1.618 0.10576   
## as.factor(SimpPrecipitation)SHOWERS 2.689 0.00718 \*\*   
## as.factor(CloudCover)2 -0.652 0.51409   
## as.factor(CloudCover)4 1.210 0.22629   
## as.factor(CloudCover)6 1.550 0.12109   
## as.factor(CloudCover)7 2.751 0.00594 \*\*   
## as.factor(CloudCover)8 1.852 0.06403 .   
## s(Depth)1 -1.116 0.26454   
## s(Depth)2 -10.707 < 2e-16 \*\*\*  
## s(Depth)3 0.459 0.64640   
## s(Depth)4 -7.333 2.32e-13 \*\*\*  
## s(Depth)5 -5.491 4.02e-08 \*\*\*  
## s(Depth)6 -13.475 < 2e-16 \*\*\*  
## s(Depth)7 -11.146 < 2e-16 \*\*\*  
## s(MonthInt)1 -6.851 7.51e-12 \*\*\*  
## s(MonthInt)2 -13.023 < 2e-16 \*\*\*  
## s(MonthInt)3 -17.073 < 2e-16 \*\*\*  
## s(MonthInt)4 -12.392 < 2e-16 \*\*\*  
## s(MonthInt)5 -2.433 0.01500 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.15019)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 93518 on 26305 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 1; Number of panels = 26335  
## Number of Fisher Scoring iterations: 8

anova(salsa1dout$bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 1; Number of panels = 26335  
##   
## Df X2 P(>|Chi|)   
## as.factor(WindStrength) 4 14.11 0.006965 \*\*   
## as.factor(SeaState) 4 11.34 0.022974 \*   
## as.factor(SimpPrecipitation) 4 18.05 0.001209 \*\*   
## as.factor(CloudCover) 5 52.77 3.748e-10 \*\*\*  
## s(Depth) 7 1448.11 < 2.2e-16 \*\*\*  
## s(MonthInt) 5 493.16 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

runPartialPlots(bestModel1D, data = dat, factorlist.in = factorlist, varlist.in = varlist, showKnots = T)

## [1] "Making partial plots"
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### Run SALSA2D

knotgrid<-getKnotgrid(cbind(dat$x.pos, dat$y.pos))
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distMats<-makeDists(cbind(dat$x.pos, dat$y.pos), na.omit(knotgrid))  
# choose sequence of radii  
r\_seq<-getRadiiChoices(8, distMats$dataDist)  
   
salsa2dlist<-list(fitnessMeasure = 'QAIC', knotgrid = knotgrid, knotdim = c(100, 100), startKnots=2, minKnots=2, maxKnots=20, r\_seq=r\_seq, gap=0)

salsa2dOutput<-runSALSA2D(bestModel1D, salsa2dlist, d2k=distMats$dataDist, k2k=distMats$knotDist, splineParams=salsa1dout$splineParams, tol=0, chooserad=F, panels=NULL, suppress.printout=TRUE)

bestModel<-make.gamMRSea(salsa2dOutput$bestModel, panelid = dat$newbid, splineParams = salsa2dOutput$splineParams, varshortnames = varlist, gamMRSea=TRUE)  
  
rm(splineParams, dists)

summary(bestModel)

##   
## Call:  
## gamMRSea(formula = response ~ as.factor(WindStrength) + as.factor(SeaState) +   
## as.factor(SimpPrecipitation) + as.factor(CloudCover) + bs(Depth,   
## knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + LocalRadialFunction(radiusIndices, dists, radii, aR) +   
## offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat, splineParams = splineParams)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -9.295 -0.787 -0.330 -0.150 44.289   
##   
## Coefficients:  
## Estimate Std. Error Robust S.E.  
## (Intercept) 1.418282 0.350158 0.470460  
## as.factor(WindStrength)1 0.235469 0.214980 0.173592  
## as.factor(WindStrength)2 -0.001657 0.225626 0.188024  
## as.factor(WindStrength)3 -0.179624 0.241150 0.266180  
## as.factor(WindStrength)4 -3.061876 4.174258 1.072595  
## as.factor(SeaState)1 -0.431144 0.195629 0.170696  
## as.factor(SeaState)2 -0.323977 0.212071 0.212588  
## as.factor(SeaState)3 -0.643951 0.238020 0.333627  
## as.factor(SeaState)4 -0.058790 0.554051 0.628296  
## as.factor(SimpPrecipitation)HEAVY 0.381286 0.376458 0.382166  
## as.factor(SimpPrecipitation)LIGHT 0.931807 0.228274 0.405631  
## as.factor(SimpPrecipitation)NONE 0.477007 0.208517 0.282041  
## as.factor(SimpPrecipitation)SHOWERS 0.804586 0.211219 0.306882  
## as.factor(CloudCover)2 -0.216057 0.251418 0.341638  
## as.factor(CloudCover)4 0.412325 0.244018 0.339924  
## as.factor(CloudCover)6 0.501006 0.240449 0.333282  
## as.factor(CloudCover)7 0.972994 0.245034 0.344918  
## as.factor(CloudCover)8 0.593636 0.238730 0.333076  
## s(Depth)1 0.625328 0.346284 0.466458  
## s(Depth)2 -3.522476 0.374977 0.658378  
## s(Depth)3 0.365728 0.109365 0.328411  
## s(Depth)4 -0.805629 0.264939 0.518759  
## s(Depth)5 -0.547321 0.112257 0.244079  
## s(Depth)6 -3.921533 0.428194 0.513367  
## s(Depth)7 -4.941049 0.718398 0.618258  
## s(MonthInt)1 -1.003904 0.099805 0.204614  
## s(MonthInt)2 -1.754632 0.119906 0.176593  
## s(MonthInt)3 -2.501186 0.159740 0.300205  
## s(MonthInt)4 -1.452877 0.103960 0.171045  
## s(MonthInt)5 -0.379891 0.080235 0.247500  
## s(x.pos, y.pos)b1 -1.796023 0.622741 0.635347  
## s(x.pos, y.pos)b2 -0.895110 0.155922 0.298293  
## t value Pr(>|t|)   
## (Intercept) 3.015 0.00258 \*\*   
## as.factor(WindStrength)1 1.356 0.17497   
## as.factor(WindStrength)2 -0.009 0.99297   
## as.factor(WindStrength)3 -0.675 0.49980   
## as.factor(WindStrength)4 -2.855 0.00431 \*\*   
## as.factor(SeaState)1 -2.526 0.01155 \*   
## as.factor(SeaState)2 -1.524 0.12753   
## as.factor(SeaState)3 -1.930 0.05360 .   
## as.factor(SeaState)4 -0.094 0.92545   
## as.factor(SimpPrecipitation)HEAVY 0.998 0.31844   
## as.factor(SimpPrecipitation)LIGHT 2.297 0.02162 \*   
## as.factor(SimpPrecipitation)NONE 1.691 0.09080 .   
## as.factor(SimpPrecipitation)SHOWERS 2.622 0.00875 \*\*   
## as.factor(CloudCover)2 -0.632 0.52712   
## as.factor(CloudCover)4 1.213 0.22514   
## as.factor(CloudCover)6 1.503 0.13279   
## as.factor(CloudCover)7 2.821 0.00479 \*\*   
## as.factor(CloudCover)8 1.782 0.07471 .   
## s(Depth)1 1.341 0.18007   
## s(Depth)2 -5.350 8.86e-08 \*\*\*  
## s(Depth)3 1.114 0.26545   
## s(Depth)4 -1.553 0.12044   
## s(Depth)5 -2.242 0.02494 \*   
## s(Depth)6 -7.639 2.27e-14 \*\*\*  
## s(Depth)7 -7.992 1.38e-15 \*\*\*  
## s(MonthInt)1 -4.906 9.34e-07 \*\*\*  
## s(MonthInt)2 -9.936 < 2e-16 \*\*\*  
## s(MonthInt)3 -8.332 < 2e-16 \*\*\*  
## s(MonthInt)4 -8.494 < 2e-16 \*\*\*  
## s(MonthInt)5 -1.535 0.12482   
## s(x.pos, y.pos)b1 -2.827 0.00470 \*\*   
## s(x.pos, y.pos)b2 -3.001 0.00270 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.35436)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 92863 on 26303 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 52; Number of panels = 7609  
## Number of Fisher Scoring iterations: 8

anova(bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 52; Number of panels = 7609  
##   
## Df X2 P(>|Chi|)  
## as.factor(WindStrength) 4 23.23 0.0001139  
## as.factor(SeaState) 4 12.49 0.0140591  
## as.factor(SimpPrecipitation) 4 13.31 0.0098543  
## as.factor(CloudCover) 5 58.62 2.348e-11  
## s(Depth) 7 476.21 < 2.2e-16  
## s(MonthInt) 5 190.03 < 2.2e-16  
## LocalRadialFunction(radiusIndices, dists, radii, aR) 2 11.09 0.0039046  
##   
## as.factor(WindStrength) \*\*\*  
## as.factor(SeaState) \*   
## as.factor(SimpPrecipitation) \*\*   
## as.factor(CloudCover) \*\*\*  
## s(Depth) \*\*\*  
## s(MonthInt) \*\*\*  
## LocalRadialFunction(radiusIndices, dists, radii, aR) \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

### Runs Test Check

Data generated under the null hypothesis of the runs test; independence and with no change induced at this stage.

nsim<-500  
d<-as.numeric(summary(bestModel)$dispersion)  
newdat<-generateNoise(nsim, fitted(bestModel), family='poisson', d=d)

500 sets of noisy data are simulated from the model using an overdispersed Poisson distribution where $ = $ 31.

empdistribution<-getRunsCritVals(n.sim = nsim, simData=newdat,   
 model = bestModel, data = dat, plot=TRUE,   
 returnDist = TRUE, dots=FALSE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAbFBMVEUAAAAAADoAAGYAAP8AOjoAOpAAZrY6AAA6ADo6AGY6kNtmAABmADpmtv+QOgCQOjqQZgCQtpCQ29uQ2/+2ZgC2Zma225C2/7a2/9u2///bkDrb/7bb/9vb////AAD/tmb/25D//7b//9v///+ZkfGJAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAPQUlEQVR4nO2dCXujNgKGcWbjTJM6uzuh7YTulCT8//+46ERcti6uz9/7dFIHIyH0WqeRUjQEmmLrBJBloWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBieH4KowPP66euLXq3NG75fZ8yo35okgf7wPQpXFw3szSXvqlWuOUqCYi2yS0mZEcZ49yUlx5ebZH8MrTac35C4ERxFcFJeJIJ8vD76C5anhgovTm8/5Cg/BTortNS7DO5lPb9hdCFYV7Muk4KmcnrA5J3i+ZM+k4HZZnLjGzVBOMuytiSOj5E2nN+wuBHkEd1f9fCnOtfxUVtpJm6a/XtRdKHFVcfrvU3H6oS3W5kPcfDxpjz3BMu422jbP9HFbs5Uqe3oR6svJ8Co72rDP+tSfOmJ5pWcV/+mt1Cl1LmtetmFtrSDj6QXo17E2pJFbWtHDFOu39b22d2+O2yzopXcQ/Oco566wgGAH9dm0JdAIlun932uXZpnb9eC8Xtwyp93w4rgV7ERY9i49Lbjq6htTjAafK/uyHAvuAnQp6bCCdU6IN0cp1oLli9apSd57lwVueofBfw5zbnnBhou8refGluFnmY42aXVXAiuVteqXWpzTBnp4Vzkjb3dCsHwhj4s6olHhdB71IiwLHe25J1i9Vqe011DJUL7a4+r1hGB16kCwCeCmZCxYBpJhxim22WbbHZM8kwVOekfBhzm3tuD24uqnSamsRkojSJx+afp9osqksiqcqlgdsIJPb/J4G6u9JyvYjdA0DO9zgnUml9rUReZpv9F02uDnZijYBHBT4oaUUamzZfrHKe5d49I/rrLASe8o+GTOzbGA4HOjfzofRUeQfNVoH26H0NzwDcH6tOcuW9wI3cvNCDaxy1NUWJVeh07wuRkKtgHclLghZVSyNVX17TjFmnrYmnRZ0E9vP/go566xRCdrUnB7M5dJwSZn5X1cTM7NC7bN/GVGcGdPvT1d5akU3RJsGuIuHjeAkxI3pIndNqijFHfUA58mC9yyOgw+zLmrrCb4ZglWZ88Jbg+ZKr7pupVeJXgo2LMEd72FWcFOStyQpgS73vsp7u63cVsTJwtcwcPguyvBozZ45KNuj9SmcZvqZInPthH/9e9BIzuI0F5OvzHqnvTb4CuCRb6em6YXjxvASYkb0rTBNspRivUJeorDHneywE3vMPgw566Stw1+eJ8UPOxFOz7M8eIiO6yuyEHcZvikOrZuVEPB5nKqryuiNGKmetGOr3EvWn1cRvGoAG5KRoJVUNnbHKd4cGtnHa2TBU56R8GHObe9YNOVmBBs3rZdllnBF6fi1MJlCyYnOnqCbc/FdnT0KHswDu4K56xg1YN143EDOCkZC9YtpzNe7lJszuySapJnU+akdxj85yDnNhcsE96NVPuCVTfjWd/w6c2Od/txPzpfNsj8VrlUqiD9Ot/OZMkzH/9WAxZx6o/Om/7k3xAsQp178fTqdCclhq7zIwV26XBTrM+tzafGHO+yoJfeQfAfw5y7xvJfF4ZPn5KMUDA4FAwOBYPDR3bAoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwQkTbFZb8DnJwxAkuDILJeqbKybITggR/PVqtVaZNkwiSxMi+PPFrlSsWUkfBJZgcALbYF2E2QYfhrBetNkOxLv8/vNPyGEy4Nu36dcBLDwOpuAkKBic1QUHT3RQcBJrCw6f6KDgJFYWHDFMouAkVhY8P9Fht9kZRkfBSeyvBFNwVtZvg29NdMwK7pduCvZj9V70zYmOecG99yjYj/2Ngyk4KxQMDgWDQ8HgrD4O7sa7M5OVFJyVtUvw12vo3/ig4CQ2+LIhcPtpCk5i/Ta4DtxAnoKTYCcLHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwTmY4O65Owr242CCu7cp2A8KBoeCwaFgcCgYHAoGh4LB2d8KfwrOyv5W+FNwVg60PpiCY9jNCv/Z6Cg4CZZgcI60wp+CIzjcCn8KDoPjYHB2I/jGNkrqDQoOZnXBZVGc5WTH3BK0GcEswXGs3slq296yOIu2OKiTRcGRbDFMqk9vTegwiYIj2WKiQ01xhE10UHAkLMHgbNYGO3Na16Oj4CTYiwZnN+Pg2egoOAkKBoeCwaFgcCgYHAoGh4LBoWBwKBic4wnWjwRQsB/HE6zPoGA/KBgcCgaHgsHJKfjzpbixXX9QdBoKTiJvCa7aLq7nnwX2iU5CwUlkr6KTHVNwVhZog6uQP+B+OzoKTiK34Fo+jPP16vnnvW9F11BwIlkFi4VlyuzcM7FB0SkoOIm8vWj5PGwiFJwVjoPBySu4bCvo2ZXd4dFJKDiJrIJL2QB/vlyb7ojcRomCI8nbBquH2a/1sGK3UaLgSHIKNqtRqnnB0ZuwUHAkWatotcPKx9N8Ixy9jRIFR5K3k/Xx1Lau18ZKLMFrc5RtlCg4kqNso0TBkWQVfHMIFBadgoKTyDsOTvkS6cY2ShQcR95xsMcclvgQiL7YbFeMgrOyxETHNaTf729XTqbgrOSd6Lj5SJYs5KU8LWCY5G5zR8FhZG2D69mNNwyi3OqxcMBER8ESHE3mpypv9qJF6a2CSzAFR7P2OPjz5eHd2SzLIzoKTmL9L/xrVcpnm2sKzkpewW0l/firzP6FPwXHk7eTdXprW1av4bBPdAoKTiL398Gi63Tl++CQ6DQUnETuiQ4hOOGZ2YaCM7NECS7jn3pvKDgzC7TB1c3pDs/oFBScRPZe9PUnOsKik1BwEod48J2C46FgcNaeiw6ITkPBSSxQgtNGSRSclyWq6DJppw4KzsoSgjnRsSOWEMypyh2xgODrqwuDo6PgJJboRSfNVFJwXjgOBoeCwVlkoiNproOCs7LAY7P8NmlP5P0+WJmdeyA2MDoNBSeRtYr+XX1RyImOHbFECb76REfMLjsUHE/uJzran9W1b/yjdtmh4HgWeKLjevmN2aODguNZeRwct8sOBcezsmCW4LVZe+lK1C47FBzP6ktXYnbZoeB4uHQFnN0sXbm2yw4Fx7PR0pWPp9n5agrOyspLVzy+cKLgrKy9dEV3nlmC12KDvSpFBU7Ba7HEhuA3KNsiTsFrsfZOd4KqeKbgtcjbyfIcH308/YuCV2KbxWdfr/M9bQrOCp+qBIeCwckm2LeH5RldBwUnkVew50DJI7oOCk6CgsE5pGDxlRMF+3FIweI/CvaDgsGhYHAyCs6xtLCh4MwcdKKDgn2hYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwjiB4+MeDKTiAIwhmCU5gdcF5tlGiYF/WFpxpGyUK9uWgm7BQsC8H3UaJgn05agkuKNiP9dvgLNsosQT7ssEC8BzbKFGwLxwHg7MbwWHbKFGwL6sLrlqFshme2y6NgrOyeifr9Kb/chYFr8Imw6Sv1ysbHlJwVjaa6Cgff1HwKmw10VGeKXgVVm+DtdZ2OEzBa7BBL1pV0l+vFLwGuxkHz0ZHwUlQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4excsH5+k4Hh2L5glOA0KBoeCwaFgcA4sePyELRlzYMHZrwwJBYNDweBQMDgUDM6xBbMjfZNjC2YhvgkFg0PB4FAwOBQMDgWDs/e9Kik4kb3vVUnBiex9pzsKTmQ3e1XObKMkHrorpjCHo5J8R+yvBA+ZeXSDT3T4sb+9KodQcBL726tyCAUnsb9x8BAKToKCwaFgcCgYnKMLnhwjk45v39T/RWbtU/BiF98m6H2lOJ27yq7jpTidu8qu46U4nbvKruOlOJ27yq7jpTidu8qu46U4nbvKruOlOJ27yq7jpTidu8qu46WYHAEKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGJxtBH/8Jlef1kVxeuu98KEqCrUILiiUuu5TUZzjggpKuSYrOKzcF+E59rJxSbVsIvjzRS4vrtuEi3/dCx8qcbIwHBRKUreCPl/OMUFlcLnoLjjs12t7dlVEXjYuqR1bCK7VJh9quXF57l748PV6jgilg4oQ1cN7eFDB54sQHB724+kSf9m4pDpsILgunuUGAfbG7Quf0FZwUCjJx3ddEMKDCqrH/7SC48LKkhgTNPZylm3aYCVY5nf70r7wCmuq6LBQ6qp/vcjGMDxoIwOJNjgqbEsZep/2qlGXs2woWLUs7U/7wjOw6nUEhmpE76y9rKgBwoOqulIIjgnbqD0RYoJGXq7jeILbotBWXDHZVZ10aYjJNbErSbzg2vSx7klwXBXdtdzBlZdqydoIIuo9GSS6ilZ7muBX0ZUdD0Z1smRw+5EO6n6ooErw98Dejgxb6QWdl/DL2g3k7q2TFTdMUndcxww61D5fUUEVZdQwyW5OdC/DpMZUOXETHaYNjpgCqIygyNmDMmqiQyZWci8THbZNqcwsXBUyHVeaij4olLpufFB5ZTlVGRpW1+4iTMxl45Jq4ZcN4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDqZg86foi4lll/XFPUmtgrv031fLEGd+PxiYggV2y5U+VpbciqkpT299f0OZR5YruF/Bas2t2LKDgg+JEWy2FRC73IkF+oXczkxvx9ToN8QGHHIDPfnL30Kqc778XUYUvxB7K+AFi51XxBJsuTNAWy07VbSxJQ+JAl3p+lr8c8+XJ6g3n2eutlvQBSslYmcd3d/qqlxROOVB6fD3N7U9hBHqnq/+Hc6tBF2w2v2gNaf3x+y3qV+vhdPJqkUd3Qntzrcl+oDACza746g9X8dDnvLhXdXAbXH+0ynB7vlS8HSfbffAC+7tb9EOioxgUyJrdUj+6lbR7vkswXvEtMGul/Y3c8D0omtVgtXee8VAsD6fbfAecXrRoiSa/ZqsKL37czuEEodU4dW/SOPO+bYX3Y2tDgO8YDl8VcVT7UdUqnGwnqqUNbg4JHcrEvNapR73OudzHEx2CwWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOP8HV84rCX+tJ1sAAAAASUVORK5CYII=)

Figure showing the distribution of test statistics from a runs test. The red lines show the lower 2.5% and upper 97.5% critical values of the empirical distribution and the blue lines are from the Normal () distribution.

Evaluate the runs test using the empirical distribution to determine if the data are independent

runs.test(residuals(bestModel, type='pearson'), critvals = empdistribution)

##   
## Runs Test - Two sided; Empirical Distribution  
##   
## data: residuals(bestModel, type = "pearson")  
## Standardized Runs Statistic = -104, p-value = 0.864

acf(residuals(bestModel, type='pearson'))

![](data:image/png;base64,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)

The residuals are considered independent so for the power analysis, the data will be generated as independent.

### Data Generation

Are the generated data consistent with the original data?

#### Mean

hist(apply(newdat, 2, mean), main='', xlab='mean(response)')  
abline(v=mean(dat$response), col='red', lwd=2, lty=3)
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Histogram of the mean of the simulated data, with the red line representing the mean of the original data.

#### Variance

hist(apply(newdat, 2, var), main='', xlab='var(response)')  
abline(v=var(dat$response), col='red', lwd=2, lty=3)
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Histogram of the variance of the simulated data, with the red line representing the variance of the original data.

var(dat$response)

## [1] 76.3464

#### Correlation

par(mfrow=c(1,2))  
acf(dat$response, main='Data')  
acf(newdat[,50], main='Sim Data')
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#### Check the dispersion parameter

fowsim\_glm<-update(bestModel, newdat[,1] ~ .)  
summary(fowsim\_glm)$dispersion

## [1] 14.72126

#### Data distribution

require(fields)  
par(mfrow=c(2,2))  
quilt.plot(dat$x.pos, dat$y.pos, dat$response, main='Original Data', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, fitted(init\_glm), main='Fitted Values', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, newdat[,1], main='Simulated Data A', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, newdat[,10], main='Simulated Data B', nrow=18, ncol=14, asp=1)
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Figure showing the spatial distribution of the original data, the fitted values from the model and two examples of the simulated data.

### Power Analysis

Generate data for power analysis with impact of 50%

nsim=500  
impdata<-genOverallchangeData(log(0.5), bestModel, data = dat, panels = 'newbidNum')  
newdat<-generateNoise(nsim, impdata$truth, family='poisson', d=d)

sum(newdat[impdata$eventphase==0,1])

## [1] 29267

sum(newdat[impdata$eventphase==1,1])

## [1] 13210

Update the initial model to include the eventphase term, indicating overall change.

bestModel$splineParams[[1]]$dist<-rbind(bestModel$splineParams[[1]]$dist, bestModel$splineParams[[1]]$dist)  
fowsim\_glm<-update(bestModel, newdat[,1]~. + eventphase, data=impdata)  
fowsim\_glm$panels<-impdata$panels

Using the simulated data with noise but no correlation, estimate the new values for the empirical distribution for the runs test.

# make sure that the independent data is used to get the null distribution  
empdistpower<-getRunsCritVals(n.sim = nsim, simData=newdat,   
 model = fowsim\_glm, data = impdata, plot=TRUE,   
 returnDist = TRUE, dots=FALSE)
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If an offset is present in the model, when setting up the prediction grid the area of each gridcell should be provided so that an accurate estimate of the abundance can be made at the outputs stage.

data("fowshco.grid")  
predictdata<-rbind(data.frame(fowshco.grid, TideState=1, WindStrength=0, SeaState=1, SimpPrecipitation='NONE', CloudCover=7, MonthInt=6, areatime=fowshco.grid$Area, eventphase=0), data.frame(fowshco.grid, TideState=1, WindStrength=0, SeaState=1, SimpPrecipitation='NONE', CloudCover=7, MonthInt=6,areatime=fowshco.grid$Area, eventphase=1))  
  
g2k<-makeDists(cbind(predictdata$x.pos, predictdata$y.pos), knotcoords = na.omit(knotgrid), knotmat = FALSE)$dataDist

nsim=100  
system.time(  
powerout<-powerSimOverallChange(newdat, fowsim\_glm, empdistpower, nsim=nsim, powercoefid=length(coef(fowsim\_glm)), predictionGrid=predictdata, g2k=g2k, splineParams=splineParams, sigdif=TRUE, n.boot=500, impact.loc=c(510700, 6555700))  
)

## user system elapsed   
## 11607.00 21.06 11630.55

# Power Outputs:

To calculate the summary, the values for certain parameters are given under the null hypothesis of 'no change'. If these parameters are not provided, then the summary will not show the comparisons (see below)

### Summary output

summary(powerout, truebeta=log(0.5))

##   
## ++++ Summary of Power Analysis Output ++++  
##   
## Number of power simulations = 100  
## Number of no change simulations = NA   
##   
## Power to select 'change' term:  
##   
## Under Change (true parameter = -0.6931472) = 100%  
## Under no change = Null distribution not specified  
##   
## Coverage for 'change' coefficient:  
##   
## Under change = 95%  
## Under no change = Null distribution not specified  
##   
## Overall Abundance Summary with 95% Confidence Intervals:  
##   
## Abundance LowerCI UpperCI  
## Before 1557.5 992.0 2217  
## After 777.4 487.3 1125  
##   
## Note: These calculations assume the correct area has been given for each prediction grid cell.

In order to assess the summary calculations, we estimate the null parameters to provide the full summary.

null.output<-pval.coverage.null(newdat.ind = newdat, newdat.corr = NULL, model = fowsim\_glm, nsim = 500, powercoefid = length(coef(fowsim\_glm)))

summary(powerout, null.output, truebeta=log(0.5))

##   
## ++++ Summary of Power Analysis Output ++++  
##   
## Number of power simulations = 100  
## Number of no change simulations = 250   
##   
## Power to select 'change' term:  
##   
## Under Change (true parameter = -0.6931472) = 100%  
## Under no change (true parameter = 0) = 3.2%  
##   
## Coverage for 'change' coefficient:  
##   
## Under model = 95%  
## Under no change = 96.4%  
##   
## Overall Abundance Summary with 95% Confidence Intervals:  
##   
## Abundance LowerCI UpperCI  
## Before 1557.5 992.0 2217  
## After 777.4 487.3 1125  
##   
## Note: These calculations assume the correct area has been given for each prediction grid cell.

We expect to see the null power to be 5%, indicating a 5% error rate for inclusion of the eventphase term when the data do not contain any change. We also expect that the coverage for the null coefficient is 95%. This indicates that 5% of the time, the confidence intervals for the eventphase coefficient did not include the truth (0; no change).

### Proportion of significant differences:

plotdata<-plot.sigdiff(powerout, predictdata[predictdata$eventphase==0,c('x.pos', 'y.pos')], tailed='two', error.rate = 0.05, family=FALSE)  
plotdata
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Figure showing the proportion of simulations which showed a significant difference (post event - pre event) in a given grid cell. Significance at the 5% level was determined by comparing the estimated difference in a given cell to the distribution of differences in that cell under the null hypothesis of no-change.

plotdata<-plot.sigdiff(powerout, predictdata[predictdata$eventphase==0,c('x.pos', 'y.pos')], tailed='two', error.rate = 0.05, family=TRUE)  
plotdata
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Figure showing the proportion of simulations which showed a significant difference (post event - pre event) in a given grid cell. Significance at the family 5% level was determined by using the Sidak adjustment.

### Distance to event site plot

d2impPlot<-plot.d2imp(powerout)  
d2impPlot
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Figure showing the effect of the event on animal numbers with distance from the event site; post event - pre event. The confidence intervals are 95% bootstrap intervals.

d2impPlot<-plot.d2imp(powerout, pct.diff = TRUE)  
  
d2impPlot
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Figure showing the effect of the event on animal numbers with distance from the event site; post event - pre event. The confidence intervals are 95% bootstrap intervals.