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# Real Data: Falls of Warness

### Fit Initial Model

init\_glm<-glm(response ~ as.factor(TideState) + as.factor(WindStrength) + as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) + offset(log(areatime)), data=dat, family=quasipoisson)

### Run SALSA1D

factorlist<-c('TideState', 'WindStrength','SeaState', 'SimpPrecipitation', 'CloudCover')  
varlist<-c('Depth', 'MonthInt')  
  
salsa1dlist<-list(fitnessMeasure='QAIC', minKnots\_1d = c(1,1), maxKnots\_1d=c(5,5), startKnots\_1d = c(1,1), degree=c(2,2), maxIterations=100, gaps=c(0,0))  
  
salsa1dout<-runSALSA1D\_withremoval(init\_glm, salsa1dlist, varlist, factorlist, varlist\_cyclicSplines = c('MonthInt'), splineParams = NULL, datain=dat, suppress.printout = TRUE)

## [1] "TideState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SeaState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SimpPrecipitation will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "CloudCover will be fitted as a factor variable; there are non-zero counts for all levels"

salsa1dout$bestModel$splineParams<-salsa1dout$splineParams

salsa1dout$bestModel<-make.gamMRSea(salsa1dout$bestModel, panelid = dat$newbid, splineParams = salsa1dout$splineParams)  
#splineParams<-bestModel1D$splineParams

summary(salsa1dout$bestModel)

##   
## Call:  
## glm(formula = response ~ as.factor(TideState) + as.factor(WindStrength) +   
## as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) +   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -8.960 -0.785 -0.346 -0.159 44.392   
##   
## Coefficients:  
## Estimate  
## (Intercept) 1.37990  
## as.factor(TideState)2 -0.16453  
## as.factor(TideState)3 -0.09665  
## as.factor(WindStrength)1 0.19963  
## as.factor(WindStrength)2 -0.05039  
## as.factor(WindStrength)3 -0.21807  
## as.factor(WindStrength)4 -3.16687  
## as.factor(SeaState)1 -0.42704  
## as.factor(SeaState)2 -0.31036  
## as.factor(SeaState)3 -0.62544  
## as.factor(SeaState)4 -0.11413  
## as.factor(SimpPrecipitation)HEAVY 0.42994  
## as.factor(SimpPrecipitation)LIGHT 0.94273  
## as.factor(SimpPrecipitation)NONE 0.50600  
## as.factor(SimpPrecipitation)SHOWERS 0.83424  
## as.factor(CloudCover)2 -0.23454  
## as.factor(CloudCover)4 0.42382  
## as.factor(CloudCover)6 0.49219  
## as.factor(CloudCover)7 0.98962  
## as.factor(CloudCover)8 0.59955  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 -0.35390  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 -3.05997  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.07213  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 -1.93341  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 -0.68303  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 -5.00408  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 -5.21509  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 -0.99814  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 -1.74345  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 -2.49821  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 -1.43810  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 -0.37284  
## Std. Error  
## (Intercept) 0.34789  
## as.factor(TideState)2 0.05401  
## as.factor(TideState)3 0.07434  
## as.factor(WindStrength)1 0.21485  
## as.factor(WindStrength)2 0.22572  
## as.factor(WindStrength)3 0.24053  
## as.factor(WindStrength)4 4.14450  
## as.factor(SeaState)1 0.19528  
## as.factor(SeaState)2 0.21160  
## as.factor(SeaState)3 0.23691  
## as.factor(SeaState)4 0.55089  
## as.factor(SimpPrecipitation)HEAVY 0.37444  
## as.factor(SimpPrecipitation)LIGHT 0.22701  
## as.factor(SimpPrecipitation)NONE 0.20729  
## as.factor(SimpPrecipitation)SHOWERS 0.20993  
## as.factor(CloudCover)2 0.24990  
## as.factor(CloudCover)4 0.24267  
## as.factor(CloudCover)6 0.23908  
## as.factor(CloudCover)7 0.24354  
## as.factor(CloudCover)8 0.23730  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.23898  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 0.28049  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.08386  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 0.18505  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 0.10682  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 0.36963  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 0.66742  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 0.09929  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 0.11906  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 0.15920  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 0.10343  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.07969  
## Robust S.E.  
## (Intercept) 0.52353  
## as.factor(TideState)2 0.09571  
## as.factor(TideState)3 0.13943  
## as.factor(WindStrength)1 0.23131  
## as.factor(WindStrength)2 0.24169  
## as.factor(WindStrength)3 0.30391  
## as.factor(WindStrength)4 1.10258  
## as.factor(SeaState)1 0.16482  
## as.factor(SeaState)2 0.21039  
## as.factor(SeaState)3 0.32328  
## as.factor(SeaState)4 0.65367  
## as.factor(SimpPrecipitation)HEAVY 0.40572  
## as.factor(SimpPrecipitation)LIGHT 0.36142  
## as.factor(SimpPrecipitation)NONE 0.29349  
## as.factor(SimpPrecipitation)SHOWERS 0.30038  
## as.factor(CloudCover)2 0.33322  
## as.factor(CloudCover)4 0.34273  
## as.factor(CloudCover)6 0.32502  
## as.factor(CloudCover)7 0.35918  
## as.factor(CloudCover)8 0.32198  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.32141  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 0.28341  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.15538  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 0.26367  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 0.12502  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 0.37065  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 0.46746  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 0.14834  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 0.13443  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 0.14770  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 0.11955  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.15504  
## t value  
## (Intercept) 2.636  
## as.factor(TideState)2 -1.719  
## as.factor(TideState)3 -0.693  
## as.factor(WindStrength)1 0.863  
## as.factor(WindStrength)2 -0.208  
## as.factor(WindStrength)3 -0.718  
## as.factor(WindStrength)4 -2.872  
## as.factor(SeaState)1 -2.591  
## as.factor(SeaState)2 -1.475  
## as.factor(SeaState)3 -1.935  
## as.factor(SeaState)4 -0.175  
## as.factor(SimpPrecipitation)HEAVY 1.060  
## as.factor(SimpPrecipitation)LIGHT 2.608  
## as.factor(SimpPrecipitation)NONE 1.724  
## as.factor(SimpPrecipitation)SHOWERS 2.777  
## as.factor(CloudCover)2 -0.704  
## as.factor(CloudCover)4 1.237  
## as.factor(CloudCover)6 1.514  
## as.factor(CloudCover)7 2.755  
## as.factor(CloudCover)8 1.862  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 -1.101  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 -10.797  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.464  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 -7.333  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 -5.463  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 -13.501  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 -11.156  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 -6.728  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 -12.969  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 -16.914  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 -12.029  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 -2.405  
## Pr(>|t|)  
## (Intercept) 0.00840  
## as.factor(TideState)2 0.08563  
## as.factor(TideState)3 0.48823  
## as.factor(WindStrength)1 0.38812  
## as.factor(WindStrength)2 0.83486  
## as.factor(WindStrength)3 0.47305  
## as.factor(WindStrength)4 0.00408  
## as.factor(SeaState)1 0.00957  
## as.factor(SeaState)2 0.14018  
## as.factor(SeaState)3 0.05304  
## as.factor(SeaState)4 0.86139  
## as.factor(SimpPrecipitation)HEAVY 0.28929  
## as.factor(SimpPrecipitation)LIGHT 0.00910  
## as.factor(SimpPrecipitation)NONE 0.08470  
## as.factor(SimpPrecipitation)SHOWERS 0.00549  
## as.factor(CloudCover)2 0.48153  
## as.factor(CloudCover)4 0.21624  
## as.factor(CloudCover)6 0.12995  
## as.factor(CloudCover)7 0.00587  
## as.factor(CloudCover)8 0.06260  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1 0.27087  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 < 2e-16  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3 0.64249  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 2.32e-13  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 4.72e-08  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 < 2e-16  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 1.75e-11  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 < 2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 0.01619  
##   
## (Intercept) \*\*   
## as.factor(TideState)2 .   
## as.factor(TideState)3   
## as.factor(WindStrength)1   
## as.factor(WindStrength)2   
## as.factor(WindStrength)3   
## as.factor(WindStrength)4 \*\*   
## as.factor(SeaState)1 \*\*   
## as.factor(SeaState)2   
## as.factor(SeaState)3 .   
## as.factor(SeaState)4   
## as.factor(SimpPrecipitation)HEAVY   
## as.factor(SimpPrecipitation)LIGHT \*\*   
## as.factor(SimpPrecipitation)NONE .   
## as.factor(SimpPrecipitation)SHOWERS \*\*   
## as.factor(CloudCover)2   
## as.factor(CloudCover)4   
## as.factor(CloudCover)6   
## as.factor(CloudCover)7 \*\*   
## as.factor(CloudCover)8 .   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)1   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)2 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)3   
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)4 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)5 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)6 \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd)7 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]1 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]2 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]3 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]4 \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1]5 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.10652)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 93358 on 26303 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 1; Number of panels = 26335  
## Number of Fisher Scoring iterations: 8

anova(salsa1dout$bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 1; Number of panels = 26335  
##   
## Df  
## as.factor(TideState) 2  
## as.factor(WindStrength) 4  
## as.factor(SeaState) 4  
## as.factor(SimpPrecipitation) 4  
## as.factor(CloudCover) 5  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) 7  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] 5  
## X2  
## as.factor(TideState) 2.96  
## as.factor(WindStrength) 14.59  
## as.factor(SeaState) 11.00  
## as.factor(SimpPrecipitation) 18.33  
## as.factor(CloudCover) 53.09  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) 1453.55  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] 477.55  
## P(>|Chi|)  
## as.factor(TideState) 0.228132  
## as.factor(WindStrength) 0.005641  
## as.factor(SeaState) 0.026512  
## as.factor(SimpPrecipitation) 0.001061  
## as.factor(CloudCover) 3.225e-10  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) < 2.2e-16  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] < 2.2e-16  
##   
## as.factor(TideState)   
## as.factor(WindStrength) \*\*   
## as.factor(SeaState) \*   
## as.factor(SimpPrecipitation) \*\*   
## as.factor(CloudCover) \*\*\*  
## bs(Depth, knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree, Boundary.knots = splineParams[[2]]$bd) \*\*\*  
## smooth.construct(s(MonthInt, bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1], splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[, -1] \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Tide state is not significant so this is removed from the model and the process repeated:

init\_glm<-glm(response ~ as.factor(WindStrength) + as.factor(SeaState) + as.factor(SimpPrecipitation) + as.factor(CloudCover) + offset(log(areatime)), data=dat, family=quasipoisson)  
  
factorlist<-c('WindStrength','SeaState', 'SimpPrecipitation', 'CloudCover')  
varlist<-c('Depth', 'MonthInt')  
  
salsa1dlist<-list(fitnessMeasure='QAIC', minKnots\_1d = c(1,1), maxKnots\_1d=c(5,5), startKnots\_1d = c(1,1), degree=c(2,2), maxIterations=100, gaps=c(0,0))  
  
salsa1dout<-runSALSA1D\_withremoval(init\_glm, salsa1dlist, varlist, factorlist, varlist\_cyclicSplines = c('MonthInt'), splineParams = NULL, datain=dat,suppress.printout=TRUE)

## [1] "SeaState will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "SimpPrecipitation will be fitted as a factor variable; there are non-zero counts for all levels"  
## [1] "CloudCover will be fitted as a factor variable; there are non-zero counts for all levels"

bestModel1D<-make.gamMRSea(salsa1dout$bestModel, panelid = dat$newbid, splineParams = salsa1dout$splineParams)  
#splineParams<-bestModel1D$splineParams

summary(salsa1dout$bestModel)

##   
## Call:  
## glm(formula = response ~ as.factor(WindStrength) + as.factor(SeaState) +   
## as.factor(SimpPrecipitation) + as.factor(CloudCover) + bs(Depth,   
## knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -9.131 -0.784 -0.348 -0.160 45.307   
##   
## Coefficients:  
## Estimate Std. Error Robust S.E.  
## (Intercept) 1.2979590 0.3472927 0.5253050  
## as.factor(WindStrength)1 0.2385527 0.2137071 0.2325492  
## as.factor(WindStrength)2 -0.0005603 0.2242867 0.2452593  
## as.factor(WindStrength)3 -0.1802945 0.2397137 0.3053152  
## as.factor(WindStrength)4 -3.0614311 4.1496306 1.1034945  
## as.factor(SeaState)1 -0.4298470 0.1944559 0.1616692  
## as.factor(SeaState)2 -0.3208143 0.2107866 0.2071337  
## as.factor(SeaState)3 -0.6373685 0.2365762 0.3230395  
## as.factor(SeaState)4 -0.0490167 0.5507585 0.6501604  
## as.factor(SimpPrecipitation)HEAVY 0.3797335 0.3742401 0.4049794  
## as.factor(SimpPrecipitation)LIGHT 0.9319042 0.2269228 0.3633170  
## as.factor(SimpPrecipitation)NONE 0.4752105 0.2072862 0.2937780  
## as.factor(SimpPrecipitation)SHOWERS 0.8038986 0.2099721 0.2990027  
## as.factor(CloudCover)2 -0.2167560 0.2499365 0.3321969  
## as.factor(CloudCover)4 0.4135122 0.2425850 0.3417430  
## as.factor(CloudCover)6 0.5019924 0.2390359 0.3238095  
## as.factor(CloudCover)7 0.9756647 0.2435947 0.3546166  
## as.factor(CloudCover)8 0.5926870 0.2373257 0.3200180  
## s(Depth)1 -0.3587022 0.2393925 0.3214877  
## s(Depth)2 -3.0533656 0.2810146 0.2851829  
## s(Depth)3 0.0712531 0.0839907 0.1553112  
## s(Depth)4 -1.9312846 0.1852636 0.2633764  
## s(Depth)5 -0.6848871 0.1069783 0.1247200  
## s(Depth)6 -4.9976039 0.3703469 0.3708664  
## s(Depth)7 -5.2179115 0.6688866 0.4681252  
## s(MonthInt)1 -1.0073866 0.0991962 0.1470478  
## s(MonthInt)2 -1.7572224 0.1191836 0.1349274  
## s(MonthInt)3 -2.5044117 0.1587782 0.1466901  
## s(MonthInt)4 -1.4569626 0.1033430 0.1175752  
## s(MonthInt)5 -0.3753892 0.0797580 0.1543173  
## t value Pr(>|t|)   
## (Intercept) 2.471 0.01348 \*   
## as.factor(WindStrength)1 1.026 0.30499   
## as.factor(WindStrength)2 -0.002 0.99818   
## as.factor(WindStrength)3 -0.591 0.55485   
## as.factor(WindStrength)4 -2.774 0.00554 \*\*   
## as.factor(SeaState)1 -2.659 0.00785 \*\*   
## as.factor(SeaState)2 -1.549 0.12144   
## as.factor(SeaState)3 -1.973 0.04850 \*   
## as.factor(SeaState)4 -0.075 0.93990   
## as.factor(SimpPrecipitation)HEAVY 0.938 0.34843   
## as.factor(SimpPrecipitation)LIGHT 2.565 0.01032 \*   
## as.factor(SimpPrecipitation)NONE 1.618 0.10576   
## as.factor(SimpPrecipitation)SHOWERS 2.689 0.00718 \*\*   
## as.factor(CloudCover)2 -0.652 0.51409   
## as.factor(CloudCover)4 1.210 0.22629   
## as.factor(CloudCover)6 1.550 0.12109   
## as.factor(CloudCover)7 2.751 0.00594 \*\*   
## as.factor(CloudCover)8 1.852 0.06403 .   
## s(Depth)1 -1.116 0.26454   
## s(Depth)2 -10.707 < 2e-16 \*\*\*  
## s(Depth)3 0.459 0.64640   
## s(Depth)4 -7.333 2.32e-13 \*\*\*  
## s(Depth)5 -5.491 4.02e-08 \*\*\*  
## s(Depth)6 -13.475 < 2e-16 \*\*\*  
## s(Depth)7 -11.146 < 2e-16 \*\*\*  
## s(MonthInt)1 -6.851 7.51e-12 \*\*\*  
## s(MonthInt)2 -13.023 < 2e-16 \*\*\*  
## s(MonthInt)3 -17.073 < 2e-16 \*\*\*  
## s(MonthInt)4 -12.392 < 2e-16 \*\*\*  
## s(MonthInt)5 -2.433 0.01500 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.15019)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 93518 on 26305 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 1; Number of panels = 26335  
## Number of Fisher Scoring iterations: 8

anova(salsa1dout$bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 1; Number of panels = 26335  
##   
## Df X2 P(>|Chi|)   
## as.factor(WindStrength) 4 14.11 0.006965 \*\*   
## as.factor(SeaState) 4 11.34 0.022974 \*   
## as.factor(SimpPrecipitation) 4 18.05 0.001209 \*\*   
## as.factor(CloudCover) 5 52.77 3.748e-10 \*\*\*  
## s(Depth) 7 1448.11 < 2.2e-16 \*\*\*  
## s(MonthInt) 5 493.16 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

runPartialPlots(bestModel1D, data = dat, factorlist.in = factorlist, varlist.in = varlist, showKnots = T)

## [1] "Making partial plots"
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### Run SALSA2D

knotgrid<-getKnotgrid(cbind(dat$x.pos, dat$y.pos))
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distMats<-makeDists(cbind(dat$x.pos, dat$y.pos), na.omit(knotgrid))  
# choose sequence of radii  
r\_seq<-getRadiiChoices(8, distMats$dataDist)  
   
salsa2dlist<-list(fitnessMeasure = 'QAIC', knotgrid = knotgrid, knotdim = c(100, 100), startKnots=2, minKnots=2, maxKnots=20, r\_seq=r\_seq, gap=0)

salsa2dOutput<-runSALSA2D(bestModel1D, salsa2dlist, d2k=distMats$dataDist, k2k=distMats$knotDist, splineParams=salsa1dout$splineParams, tol=0, chooserad=F, panels=NULL, suppress.printout=TRUE)

bestModel<-make.gamMRSea(salsa2dOutput$bestModel, panelid = dat$newbid, splineParams = salsa2dOutput$splineParams, varshortnames = varlist, gamMRSea=TRUE)  
  
rm(splineParams, dists)

summary(bestModel)

##   
## Call:  
## gamMRSea(formula = response ~ as.factor(WindStrength) + as.factor(SeaState) +   
## as.factor(SimpPrecipitation) + as.factor(CloudCover) + bs(Depth,   
## knots = splineParams[[2]]$knots, degree = splineParams[[2]]$degree,   
## Boundary.knots = splineParams[[2]]$bd) + smooth.construct(s(MonthInt,   
## bs = "cc", k = (length(splineParams[[3]]$knots)) + 2), knots = list(MonthInt = as.numeric(c(splineParams[[3]]$bd[1],   
## splineParams[[3]]$knots, splineParams[[3]]$bd[2]))), data = data.frame(MonthInt))$X[,   
## -1] + LocalRadialFunction(radiusIndices, dists, radii, aR) +   
## offset(log(areatime)), family = quasipoisson(link = log),   
## data = dat, splineParams = splineParams)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -9.295 -0.787 -0.330 -0.150 44.289   
##   
## Coefficients:  
## Estimate Std. Error Robust S.E.  
## (Intercept) 1.418282 0.350158 0.526300  
## as.factor(WindStrength)1 0.235469 0.214980 0.233318  
## as.factor(WindStrength)2 -0.001657 0.225626 0.245936  
## as.factor(WindStrength)3 -0.179624 0.241150 0.305807  
## as.factor(WindStrength)4 -3.061876 4.174258 1.104270  
## as.factor(SeaState)1 -0.431144 0.195629 0.163448  
## as.factor(SeaState)2 -0.323977 0.212071 0.208379  
## as.factor(SeaState)3 -0.643951 0.238020 0.323778  
## as.factor(SeaState)4 -0.058790 0.554051 0.644729  
## as.factor(SimpPrecipitation)HEAVY 0.381286 0.376458 0.404935  
## as.factor(SimpPrecipitation)LIGHT 0.931807 0.228274 0.362315  
## as.factor(SimpPrecipitation)NONE 0.477007 0.208517 0.293478  
## as.factor(SimpPrecipitation)SHOWERS 0.804586 0.211219 0.298712  
## as.factor(CloudCover)2 -0.216057 0.251418 0.333831  
## as.factor(CloudCover)4 0.412325 0.244018 0.343243  
## as.factor(CloudCover)6 0.501006 0.240449 0.325420  
## as.factor(CloudCover)7 0.972994 0.245034 0.355831  
## as.factor(CloudCover)8 0.593636 0.238730 0.321693  
## s(Depth)1 0.625328 0.346284 0.313629  
## s(Depth)2 -3.522476 0.374977 0.405774  
## s(Depth)3 0.365728 0.109365 0.172685  
## s(Depth)4 -0.805629 0.264939 0.286386  
## s(Depth)5 -0.547321 0.112257 0.130855  
## s(Depth)6 -3.921533 0.428194 0.382537  
## s(Depth)7 -4.941049 0.718398 0.531358  
## s(MonthInt)1 -1.003904 0.099805 0.146757  
## s(MonthInt)2 -1.754632 0.119906 0.135077  
## s(MonthInt)3 -2.501186 0.159740 0.146934  
## s(MonthInt)4 -1.452877 0.103960 0.117738  
## s(MonthInt)5 -0.379891 0.080235 0.153927  
## s(x.pos, y.pos)b1 -1.796023 0.622741 0.418646  
## s(x.pos, y.pos)b2 -0.895110 0.155922 0.153100  
## t value Pr(>|t|)   
## (Intercept) 2.695 0.00705 \*\*   
## as.factor(WindStrength)1 1.009 0.31288   
## as.factor(WindStrength)2 -0.007 0.99462   
## as.factor(WindStrength)3 -0.587 0.55696   
## as.factor(WindStrength)4 -2.773 0.00556 \*\*   
## as.factor(SeaState)1 -2.638 0.00835 \*\*   
## as.factor(SeaState)2 -1.555 0.12002   
## as.factor(SeaState)3 -1.989 0.04673 \*   
## as.factor(SeaState)4 -0.091 0.92735   
## as.factor(SimpPrecipitation)HEAVY 0.942 0.34641   
## as.factor(SimpPrecipitation)LIGHT 2.572 0.01012 \*   
## as.factor(SimpPrecipitation)NONE 1.625 0.10410   
## as.factor(SimpPrecipitation)SHOWERS 2.694 0.00707 \*\*   
## as.factor(CloudCover)2 -0.647 0.51750   
## as.factor(CloudCover)4 1.201 0.22966   
## as.factor(CloudCover)6 1.540 0.12368   
## as.factor(CloudCover)7 2.734 0.00625 \*\*   
## as.factor(CloudCover)8 1.845 0.06500 .   
## s(Depth)1 1.994 0.04618 \*   
## s(Depth)2 -8.681 < 2e-16 \*\*\*  
## s(Depth)3 2.118 0.03419 \*   
## s(Depth)4 -2.813 0.00491 \*\*   
## s(Depth)5 -4.183 2.89e-05 \*\*\*  
## s(Depth)6 -10.251 < 2e-16 \*\*\*  
## s(Depth)7 -9.299 < 2e-16 \*\*\*  
## s(MonthInt)1 -6.841 8.06e-12 \*\*\*  
## s(MonthInt)2 -12.990 < 2e-16 \*\*\*  
## s(MonthInt)3 -17.023 < 2e-16 \*\*\*  
## s(MonthInt)4 -12.340 < 2e-16 \*\*\*  
## s(MonthInt)5 -2.468 0.01359 \*   
## s(x.pos, y.pos)b1 -4.290 1.79e-05 \*\*\*  
## s(x.pos, y.pos)b2 -5.847 5.08e-09 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 17.35436)  
##   
## Null deviance: 153472 on 26334 degrees of freedom  
## Residual deviance: 92863 on 26303 degrees of freedom  
## AIC: NA  
##   
## Max Panel Size = 1; Number of panels = 26335  
## Number of Fisher Scoring iterations: 8

anova(bestModel)

## Analysis of 'Wald statistic' Table  
## Model: quasipoisson, link: log  
## Response: response  
## Marginal Testing  
## Max Panel Size = 1; Number of panels = 26335  
##   
## Df X2 P(>|Chi|)  
## as.factor(WindStrength) 4 13.99 0.007333  
## as.factor(SeaState) 4 11.21 0.024256  
## as.factor(SimpPrecipitation) 4 18.05 0.001204  
## as.factor(CloudCover) 5 52.70 3.881e-10  
## s(Depth) 7 1013.84 < 2.2e-16  
## s(MonthInt) 5 488.79 < 2.2e-16  
## LocalRadialFunction(radiusIndices, dists, radii, aR) 2 41.96 7.752e-10  
##   
## as.factor(WindStrength) \*\*   
## as.factor(SeaState) \*   
## as.factor(SimpPrecipitation) \*\*   
## as.factor(CloudCover) \*\*\*  
## s(Depth) \*\*\*  
## s(MonthInt) \*\*\*  
## LocalRadialFunction(radiusIndices, dists, radii, aR) \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

### Runs Test Check

Data generated under the null hypothesis of the runs test; independence and with no change induced at this stage.

nsim<-500  
d<-as.numeric(summary(bestModel)$dispersion)  
newdat<-generateNoise(nsim, fitted(bestModel), family='poisson', d=d)

500 sets of noisy data are simulated from the model using an overdispersed Poisson distribution where $ = $ 31.

empdistribution<-getRunsCritVals(n.sim = nsim, simData=newdat,   
 model = bestModel, data = dat, plot=TRUE,   
 returnDist = TRUE, dots=FALSE)
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Figure showing the distribution of test statistics from a runs test. The red lines show the lower 2.5% and upper 97.5% critical values of the empirical distribution and the blue lines are from the Normal () distribution.

Evaluate the runs test using the empirical distribution to determine if the data are independent

runs.test(residuals(bestModel, type='pearson'), critvals = empdistribution)

##   
## Runs Test - Two sided; Empirical Distribution  
##   
## data: residuals(bestModel, type = "pearson")  
## Standardized Runs Statistic = -104, p-value = 0.864

acf(residuals(bestModel, type='pearson'))
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The residuals are considered independent so for the power analysis, the data will be generated as independent.

### Data Generation

Are the generated data consistent with the original data?

#### Mean

hist(apply(newdat, 2, mean), main='', xlab='mean(response)')  
abline(v=mean(dat$response), col='red', lwd=2, lty=3)

![](data:image/png;base64,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)

Histogram of the mean of the simulated data, with the red line representing the mean of the original data.

#### Variance

hist(apply(newdat, 2, var), main='', xlab='var(response)')  
abline(v=var(dat$response), col='red', lwd=2, lty=3)
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Histogram of the variance of the simulated data, with the red line representing the variance of the original data.

var(dat$response)

## [1] 76.3464

#### Correlation

par(mfrow=c(1,2))  
acf(dat$response, main='Data')  
acf(newdat[,50], main='Sim Data')
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#### Check the dispersion parameter

fowsim\_glm<-update(bestModel, newdat[,1] ~ .)  
summary(fowsim\_glm)$dispersion

## [1] 14.72126

#### Data distribution

require(fields)  
par(mfrow=c(2,2))  
quilt.plot(dat$x.pos, dat$y.pos, dat$response, main='Original Data', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, fitted(init\_glm), main='Fitted Values', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, newdat[,1], main='Simulated Data A', nrow=18, ncol=14, asp=1)  
quilt.plot(dat$x.pos, dat$y.pos, newdat[,10], main='Simulated Data B', nrow=18, ncol=14, asp=1)
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Figure showing the spatial distribution of the original data, the fitted values from the model and two examples of the simulated data.

### Power Analysis

Generate data for power analysis with impact of 50%

nsim=500  
impdata<-genOverallchangeData(log(0.5), bestModel, data = dat, panels = 'newbidNum')  
newdat<-generateNoise(nsim, impdata$truth, family='poisson', d=d)

sum(newdat[impdata$eventphase==0,1])

## [1] 29267

sum(newdat[impdata$eventphase==1,1])

## [1] 13210

Update the initial model to include the eventphase term, indicating overall change.

bestModel$splineParams[[1]]$dist<-rbind(bestModel$splineParams[[1]]$dist, bestModel$splineParams[[1]]$dist)  
fowsim\_glm<-update(bestModel, newdat[,1]~. + eventphase, data=impdata)

Using the simulated data with noise but no correlation, estimate the new values for the empirical distribution for the runs test.

# make sure that the independent data is used to get the null distribution  
empdistpower<-getRunsCritVals(n.sim = nsim, simData=newdat,   
 model = fowsim\_glm, data = impdata, plot=TRUE,   
 returnDist = TRUE, dots=FALSE)
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If an offset is present in the model, when setting up the prediction grid the area of each gridcell should be provided so that an accurate estimate of the abundance can be made at the outputs stage.

data("fowshco.grid")  
predictdata<-rbind(data.frame(fowshco.grid, TideState=1, WindStrength=0, SeaState=1, SimpPrecipitation='NONE', CloudCover=7, MonthInt=6, areatime=fowshco.grid$Area, eventphase=0), data.frame(fowshco.grid, TideState=1, WindStrength=0, SeaState=1, SimpPrecipitation='NONE', CloudCover=7, MonthInt=6,areatime=fowshco.grid$Area, eventphase=1))  
  
g2k<-makeDists(cbind(predictdata$x.pos, predictdata$y.pos), knotcoords = na.omit(knotgrid), knotmat = FALSE)$dataDist

nsim=100  
system.time(  
powerout<-powerSimOverallChange(newdat, fowsim\_glm, empdistpower, nsim=nsim, powercoefid=length(coef(fowsim\_glm)), predictionGrid=predictdata, g2k=g2k, splineParams=splineParams, sigdif=TRUE, n.boot=500, impact.loc=c(510700, 6555700))  
)

## user system elapsed   
## 17506.91 40.68 17558.39

# Power Outputs:

To calculate the summary, the values for certain parameters are given under the null hypothesis of 'no change'. If these parameters are not provided, then the summary will not show the comparisons (see below)

### Summary output

summary(powerout, truebeta=log(0.5))

##   
## ++++ Summary of Power Analysis Output ++++  
##   
## Number of power simulations = 100  
## Number of no change simulations = NA   
##   
## Power to select 'change' term:  
##   
## Under Change (true parameter = -0.6931472) = 100%  
## Under no change = Null distribution not specified  
##   
## Coverage for 'change' coefficient:  
##   
## Under change = 95%  
## Under no change = Null distribution not specified  
##   
## Overall Abundance Summary with 95% Confidence Intervals:  
##   
## Abundance LowerCI UpperCI  
## Before 1557.5 992.0 2217  
## After 777.4 487.3 1125  
##   
## Note: These calculations assume the correct area has been given for each prediction grid cell.

In order to assess the summary calculations, we estimate the null parameters to provide the full summary.

null.output<-pval.coverage.null(newdat.ind = newdat, newdat.corr = NULL, model = fowsim\_glm, nsim = 500, powercoefid = length(coef(fowsim\_glm)))

summary(powerout, null.output, truebeta=log(0.5))

##   
## ++++ Summary of Power Analysis Output ++++  
##   
## Number of power simulations = 100  
## Number of no change simulations = 250   
##   
## Power to select 'change' term:  
##   
## Under Change (true parameter = -0.6931472) = 100%  
## Under no change (true parameter = 0) = 3.2%  
##   
## Coverage for 'change' coefficient:  
##   
## Under model = 95%  
## Under no change = 96.4%  
##   
## Overall Abundance Summary with 95% Confidence Intervals:  
##   
## Abundance LowerCI UpperCI  
## Before 1557.5 992.0 2217  
## After 777.4 487.3 1125  
##   
## Note: These calculations assume the correct area has been given for each prediction grid cell.

We expect to see the null power to be 5%, indicating a 5% error rate for inclusion of the eventphase term when the data do not contain any change. We also expect that the coverage for the null coefficient is 95%. This indicates that 5% of the time, the confidence intervals for the eventphase coefficient did not include the truth (0; no change).

### Proportion of significant differences:

plotdata<-plot.sigdiff(powerout, predictdata[predictdata$eventphase==0,c('x.pos', 'y.pos')], tailed='two', error.rate = 0.05, family=FALSE)  
plotdata
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Figure showing the proportion of simulations which showed a significant difference (post event - pre event) in a given grid cell. Significance at the 5% level was determined by comparing the estimated difference in a given cell to the distribution of differences in that cell under the null hypothesis of no-change.

plotdata<-plot.sigdiff(powerout, predictdata[predictdata$eventphase==0,c('x.pos', 'y.pos')], tailed='two', error.rate = 0.05, family=TRUE)  
plotdata
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Figure showing the proportion of simulations which showed a significant difference (post event - pre event) in a given grid cell. Significance at the family 5% level was determined by using the Sidak adjustment.

### Distance to event site plot

d2impPlot<-plot.d2imp(powerout)  
d2impPlot
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Figure showing the effect of the event on animal numbers with distance from the event site; post event - pre event. The confidence intervals are 95% bootstrap intervals.