**函数式编程**

**python把函数作为参数**

在2.1小节中，我们讲了高阶函数的概念，并编写了一个简单的高阶函数：

def add(x, y, f):

return f(x) + f(y)

如果传入abs作为参数f的值：

add(-5, 9, abs)

根据函数的定义，函数执行的代码实际上是：

abs(-5) + abs(9)

由于参数 x, y 和 f 都可以任意传入，如果 f 传入其他函数，就可以得到不同的返回值。

**python中map()函数**

map()是 Python 内置的高阶函数，它接收一个函数 f 和一个 list，并通过把函数 f 依次作用在 list 的每个元素上，得到一个新的 list 并返回。

例如，对于list [1, 2, 3, 4, 5, 6, 7, 8, 9]

如果希望把list的每个元素都作平方，就可以用map()函数：

[![IMG_256](data:image/png;base64,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)](http://img.mukewang.com/54c8a7e40001327303410245.png)

因此，我们只需要传入函数f(x)=x\*x，就可以利用map()函数完成这个计算：

def f(x):

return x\*x

print map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])

输出结果：

[1, 4, 9, 10, 25, 36, 49, 64, 81]

注意：map()函数不改变原有的 list，而是返回一个新的 list。

利用map()函数，可以把一个 list 转换为另一个 list，只需要传入转换函数。

由于list包含的元素可以是任何类型，因此，map() 不仅仅可以处理只包含数值的 list，事实上它可以处理包含任意类型的 list，只要传入的函数f可以处理这种数据类型。

**python中reduce()函数**

reduce()函数也是Python内置的一个高阶函数。reduce()函数接收的参数和 map()类似，一个函数 f，一个list，但行为和 map()不同，reduce()传入的函数 f 必须接收两个参数，reduce()对list的每个元素反复调用函数f，并返回最终结果值。

例如，编写一个f函数，接收x和y，返回x和y的和：

def f(x, y):

return x + y

调用 reduce(f, [1, 3, 5, 7, 9])时，reduce函数将做如下计算：

先计算头两个元素：f(1, 3)，结果为4；

再把结果和第3个元素计算：f(4, 5)，结果为9；

再把结果和第4个元素计算：f(9, 7)，结果为16；

再把结果和第5个元素计算：f(16, 9)，结果为25；

由于没有更多的元素了，计算结束，返回结果25。

上述计算实际上是对 list 的所有元素求和。虽然Python内置了求和函数sum()，但是，利用reduce()求和也很简单。

reduce()还可以接收第3个可选参数，作为计算的初始值。如果把初始值设为100，计算：

reduce(f, [1, 3, 5, 7, 9], 100)

结果将变为125，因为第一轮计算是：

计算初始值和第一个元素：f(100, 1)，结果为101。

**python中filter()函数**

filter()函数是 Python 内置的另一个有用的高阶函数，filter()函数接收一个函数 f 和一个list，这个函数 f 的作用是对每个元素进行判断，返回 True或 False，filter()根据判断结果自动过滤掉不符合条件的元素，返回由符合条件元素组成的新list。

例如，要从一个list [1, 4, 6, 7, 9, 12, 17]中删除偶数，保留奇数，首先，要编写一个判断奇数的函数：

def is\_odd(x):

return x % 2 == 1

然后，利用filter()过滤掉偶数：

filter(is\_odd, [1, 4, 6, 7, 9, 12, 17])

结果：[1, 7, 9, 17]

利用filter()，可以完成很多有用的功能，例如，删除 None 或者空字符串：

def is\_not\_empty(s):

return s and len(s.strip()) > 0

filter(is\_not\_empty, ['test', None, '', 'str', ' ', 'END'])

结果：['test', 'str', 'END']

注意: s.strip(rm) 删除 s 字符串中开头、结尾处的 rm 序列的字符。

当rm为空时，默认删除空白符（包括'\n', '\r', '\t', ' ')，如下：

a = ' 123'

a.strip()

结果： '123'

a='\t\t123\r\n'

a.strip()

结果：'123'

**python中自定义排序函数**

Python内置的 sorted()函数可对list进行排序：

>>>sorted([36, 5, 12, 9, 21])  
[5, 9, 12, 21, 36]

但 sorted()也是一个高阶函数，它可以接收一个比较函数来实现自定义排序，比较函数的定义是，传入两个待比较的元素 x, y，如果 x 应该排在 y 的前面，返回 -1，如果 x 应该排在 y 的后面，返回 1。如果 x 和 y 相等，返回 0。

因此，如果我们要实现倒序排序，只需要编写一个reversed\_cmp函数：

def reversed\_cmp(x, y):

if x > y:

return -1

if x < y:

return 1

return 0

这样，调用 sorted() 并传入 reversed\_cmp 就可以实现倒序排序：

>>> sorted([36, 5, 12, 9, 21], reversed\_cmp)

[36, 21, 12, 9, 5]

sorted()也可以对字符串进行排序，字符串默认按照ASCII大小来比较：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'])

['Credit', 'Zoo', 'about', 'bob']

'Zoo'排在'about'之前是因为'Z'的ASCII码比'a'小。

**python中返回函数**

Python的函数不但可以返回int、str、list、dict等数据类型，还可以返回函数！

例如，定义一个函数 f()，我们让它返回一个函数 g，可以这样写：

def f():

print 'call f()...'

# 定义函数g:

def g():

print 'call g()...'

# 返回函数g:

return g

仔细观察上面的函数定义，我们在函数 f 内部又定义了一个函数 g。由于函数 g 也是一个对象，函数名 g 就是指向函数 g 的变量，所以，最外层函数 f 可以返回变量 g，也就是函数 g 本身。

调用函数 f，我们会得到 f 返回的一个函数：

>>> x = f() # 调用f()

call f()...

>>> x # 变量x是f()返回的函数：

<function g at 0x1037bf320>

>>> x() # x指向函数，因此可以调用

call g()... # 调用x()就是执行g()函数定义的代码

请注意区分返回函数和返回值：

def myabs():

return abs # 返回函数

def myabs2(x):

return abs(x) # 返回函数调用的结果，返回值是一个数值

返回函数可以把一些计算延迟执行。例如，如果定义一个普通的求和函数：

def calc\_sum(lst):

return sum(lst)

调用calc\_sum()函数时，将立刻计算并得到结果：

>>> calc\_sum([1, 2, 3, 4])

10

但是，如果返回一个函数，就可以“延迟计算”：

def calc\_sum(lst):

def lazy\_sum():

return sum(lst)

return lazy\_sum

# 调用calc\_sum()并没有计算出结果，而是返回函数:

>>> f = calc\_sum([1, 2, 3, 4])

>>> f

<function lazy\_sum at 0x1037bfaa0>

# 对返回的函数进行调用时，才计算出结果:

>>> f()

10

由于可以返回函数，我们在后续代码里就可以决定到底要不要调用该函数。

# [python中的set操作](http://blog.csdn.net/it_yuan/article/details/23170891)

**[python]** [view plain](http://blog.csdn.net/business122/article/details/7541486" \o "view plain" \t "http://blog.csdn.net/it_yuan/article/details/_blank)[copy](http://blog.csdn.net/business122/article/details/7541486" \o "copy" \t "http://blog.csdn.net/it_yuan/article/details/_blank)

1. python的set和其他语言类似, 是一个无序不重复元素集, 基本功能包括关系测试和消除重复元素. 集合对象还支持union(联合), intersection(交), difference(差)和sysmmetric difference(对称差集)等数学运算.
2. sets 支持 x **in** set, len(set),和 **for** x **in** set。作为一个无序的集合，sets不记录元素位置或者插入点。因此，sets不支持 indexing, slicing, 或其它类序列（sequence-like）的操作。
3. 下面来点简单的小例子说明把。
4. >>> x = set('spam')
5. >>> y = set(['h','a','m'])
6. >>> x, y
7. (set(['a', 'p', 's', 'm']), set(['a', 'h', 'm']))
8. 再来些小应用。
9. >>> x & y # 交集
10. set(['a', 'm'])
11. >>> x | y # 并集
12. set(['a', 'p', 's', 'h', 'm'])
13. >>> x - y # 差集
14. set(['p', 's'])
15. 记得以前个网友提问怎么去除海量列表里重复元素，用hash来解决也行，只不过感觉在性能上不是很高，用set解决还是很不错的，示例如下：
16. >>> a = [11,22,33,44,11,22]
17. >>> b = set(a)
18. >>> b
19. set([33, 11, 44, 22])
20. >>> c = [i **for** i **in** b]
21. >>> c
22. [33, 11, 44, 22]
23. 很酷把，几行就可以搞定。
24. 1.8　集合
25. 集合用于包含一组无序的对象。要创建集合，可使用set()函数并像下面这样提供一系列的项：
26. s = set([3,5,9,10])      #创建一个数值集合
27. t = set("Hello")         #创建一个唯一字符的集合
28. 与列表和元组不同，集合是无序的，也无法通过数字进行索引。此外，集合中的元素不能重复。例如，如果检查前面代码中t集合的值，结果会是：
29. >>> t
30. set(['H', 'e', 'l', 'o'])
31. 注意只出现了一个'l'。
32. 集合支持一系列标准操作，包括并集、交集、差集和对称差集，例如：
33. a = t | s          # t 和 s的并集
34. b = t & s          # t 和 s的交集
35. c = t – s          # 求差集（项在t中，但不在s中）
36. d = t ^ s          # 对称差集（项在t或s中，但不会同时出现在二者中）
37. 基本操作：
38. t.add('x')            # 添加一项
39. s.update([10,37,42])  # 在s中添加多项
40. 使用remove()可以删除一项：
41. t.remove('H')
42. len(s)
43. set 的长度
44. x **in** s
45. 测试 x 是否是 s 的成员
46. x **not** **in** s
47. 测试 x 是否不是 s 的成员
48. s.issubset(t)
49. s <= t
50. 测试是否 s 中的每一个元素都在 t 中
51. s.issuperset(t)
52. s >= t
53. 测试是否 t 中的每一个元素都在 s 中
54. s.union(t)
55. s | t
56. 返回一个新的 set 包含 s 和 t 中的每一个元素
57. s.intersection(t)
58. s & t
59. 返回一个新的 set 包含 s 和 t 中的公共元素
60. s.difference(t)
61. s - t
62. 返回一个新的 set 包含 s 中有但是 t 中没有的元素
63. s.symmetric\_difference(t)
64. s ^ t
65. 返回一个新的 set 包含 s 和 t 中不重复的元素
66. s.copy()
67. 返回 set “s”的一个浅复制
68. 请注意：union(), intersection(), difference() 和 symmetric\_difference() 的非运算符（non-operator，就是形如 s.union()这样的）版本将会接受任何 iterable 作为参数。相反，它们的运算符版本（operator based counterparts）要求参数必须是 sets。这样可以避免潜在的错误，如：为了更可读而使用 set('abc') & 'cbs' 来替代 set('abc').intersection('cbs')。从 2.3.1 版本中做的更改：以前所有参数都必须是 sets。
69. 另外，Set 和 ImmutableSet 两者都支持 set 与 set 之间的比较。两个 sets 在也只有在这种情况下是相等的：每一个 set 中的元素都是另一个中的元素（二者互为subset）。一个 set 比另一个 set 小，只有在第一个 set 是第二个 set 的 subset 时（是一个 subset，但是并不相等）。一个 set 比另一个 set 打，只有在第一个 set 是第二个 set 的 superset 时（是一个 superset，但是并不相等）。
70. 子 set 和相等比较并不产生完整的排序功能。例如：任意两个 sets 都不相等也不互为子 set，因此以下的运算都会返回 False：a<b, a==b, 或者a>b。因此，sets 不提供 \_\_cmp\_\_ 方法。
71. 因为 sets 只定义了部分排序功能（subset 关系），list.sort() 方法的输出对于 sets 的列表没有定义。
72. 运算符
73. 运算结果
74. hash(s)
75. 返回 s 的 hash 值
76. 下面这个表列出了对于 Set 可用二对于 ImmutableSet 不可用的运算：
77. 运算符（voperator）
78. 等价于
79. 运算结果
80. s.update(t)
81. s |= t
82. 返回增加了 set “t”中元素后的 set “s”
83. s.intersection\_update(t)
84. s &= t
85. 返回只保留含有 set “t”中元素的 set “s”
86. s.difference\_update(t)
87. s -= t
88. 返回删除了 set “t”中含有的元素后的 set “s”
89. s.symmetric\_difference\_update(t)
90. s ^= t
91. 返回含有 set “t”或者 set “s”中有而不是两者都有的元素的 set “s”
92. s.add(x)
93. 向 set “s”中增加元素 x
94. s.remove(x)
95. 从 set “s”中删除元素 x, 如果不存在则引发 KeyError
96. s.discard(x)
97. 如果在 set “s”中存在元素 x, 则删除
98. s.pop()
99. 删除并且返回 set “s”中的一个不确定的元素, 如果为空则引发 KeyError
100. s.clear()
101. 删除 set “s”中的所有元素
102. 请注意：非运算符版本的 update(), intersection\_update(), difference\_update()和symmetric\_difference\_update()将会接受任意 iterable 作为参数。从 2.3.1 版本做的更改：以前所有参数都必须是 sets。
103. 还请注意：这个模块还包含一个 union\_update() 方法，它是 update() 方法的一个别名。包含这个方法是为了向后兼容。程序员们应该多使用 update() 方法，因为这个方法也被内置的 set() 和 frozenset() 类型支持。