**Flight Connections**

In an effort to connect all airports with minimal costs, an airport authority needs to identify the minimum number of new flight connections so that it is possible to reach all airports from every other airport directly or indirectly.

Airports and flight connections are represented by a boolean matrix. Airports are represented by numbers 0, 1, 2, and so on. So, if airport '0' is connected via a flight with airport '1' then elements [0][1] and [1][0] will have the value true, or false if there is no flight connectivity. All flights are bi-directional.

The function getMinimumConnections accepts a two-dimensional array matrix. The function should return the minimum number of flight connections that need to be added so that all airports are reachable from every other airport, directly or indirectly.

For example, the following code should print 1, as a minimum of 1 additional flight connection will connect all airports (directly or indirectly).

![A graph with five nodes](data:image/png;base64,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)

std::vector<std::vector<bool>> matrix {

{false, true, false, false, true},

{true, false, false, false, false},

{false, false, false, true, false},

{false, false, true, false, false},

{true, false, false, false, false}

};

std::cout << getMinimumConnections(matrix) << std::endl; // should print 1

**Starting Coding:**

#include <iostream>

#include <vector>

int getMinimumConnections(const std::vector<std::vector<bool>>& matrix)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<std::vector<bool>> matrix {

{false, true, false, false, true},

{true, false, false, false, false},

{false, false, false, true, false},

{false, false, true, false, false},

{true, false, false, false, false}

};

std::cout << getMinimumConnections(matrix) << std::endl; // should print 1

}

#endif

**Test case:**

Example case:

All airports are pre-connected:

Some airports are pre-connected:

Performance test on large number of airports and flight connections:

## [Paper Strip](https://app.testdome.com/questions/84256)

You are given two paper strips. On each strip, all numbers in the range [1, 2, ... N] are written in random order and no number is repeated. Cut the original paper strip into several pieces and rearrange those pieces to form the desired sequence.

Write a function that, efficiently with respect to time used, returns the minimum number of cut pieces needed to perform the described operation.

For example, the following code should display 3 because the pieces used should be (1), (4, 3), and (2):

std::vector<int> original = { 1, 4, 3, 2 };

std::vector<int> desired = { 1, 2, 4, 3 };

std::cout << PaperStrip::minPieces(original, desired) << std::endl;

**Starting Coding:**

#include <string>

#include <iostream>

#include <stdexcept>

#include <vector>

int minPieces(const std::vector<int>& original, const std::vector<int>& desired)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<int> original = { 1, 4, 3, 2 };

std::vector<int> desired = { 1, 2, 4, 3 };

std::cout << minPieces(original, desired) << std::endl;

}

#endif

**Test case:**

Example case:

10 elements:

Performance test with a large paper strip:

## [Ship](https://app.testdome.com/questions/35912)

A ship has containerCount containers indexed as 0, 1, ..., containerCount - 1. Each container must be filled in the constructor of the Ship using the fillContainer function, which accepts the container's index and returns the container's cargo.

The code below works, but the server has enough memory only for a ship with few containers. Change the code so that the server has enough memory even for a ship with many containers.

**Starting Coding:**

#include <iostream>

#include <unordered\_map>

#include <functional>

class Ship

{

public:

Ship(int containerCount, std::function<int(int)> fillContainer)

{

for (int i = 0; i < containerCount; i++)

{

this->containers.insert({ i, new int(fillContainer(i)) });

}

}

int peekContainer(int containerIndex)

{

return \*this->containers.at(containerIndex);

}

private:

std::unordered\_map<int, int\*> containers;

};

#ifndef RunTests

int main()

{

Ship ship(10, [](int containerIndex) { return containerIndex; });

for (int i = 0; i < 10; i++) {

std::cout << "Container: " << i << ", cargo: " << ship.peekContainer(i) << "\n";

}

}

#endif

**Test case:**

Ship with a medium number of containers: Memory limit exceeded

Ship with a large number of containers: Memory limit exceeded

## [Date Transform](https://app.testdome.com/questions/80638)

An application requires different date formats to be converted into one common date format.

Implement the function *transformDateFormat*  which accepts a list of dates as strings, and returns a new list of strings representing dates in the format of YYYYMMDD. All incoming dates will be valid dates, but only those in one of the following formats: YYYY/MM/DD, DD/MM/YYYY, and MM-DD-YYYY should be included in the returned list, where YYYY, MM, and DD are numbers representing year, month, and day, respectively.

For example, *transformDateFormat(std::vector {"2010/02/20", "19/12/2016", "11-18-2012", "20130720"}) should return the list {"20100220", "20161219", "20121118"}.*

**Starting Coding:**

#include <stdexcept>

#include <iostream>

#include <vector>

std::vector<std::string> transformDateFormat(const std::vector<std::string>& dates)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<std::string> dates = {"2010/02/20", "19/12/2016", "11-18-2012", "20130720"};

std::vector<std::string> reformattedDates = transformDateFormat(dates);

for (auto const& reformattedDate : reformattedDates)

{

std::cout << reformattedDate << std::endl;

}

}

#endif

**Test case:**

Example case: Exception

Lists containing a single format: Exception

Lists containing multiple formats: Exception

Lists containing multiple formats, some formats should be ignored: Exception

## [Platformer](https://app.testdome.com/questions/35833)

A character in a platformer game is standing on a single row of floor tiles numbered 0 to N, at position X.

When the character moves, the tile at the previous position disappears. The character can only move left and right, and always jumps over one tile, and any holes. The character will not move if there are no tiles left to move to (you do not need to implement this in the code).

Implement a class that models this behavior and can report the character's position efficiently with respect to time used.

For example, Platformer(6, 3) creates a row of 6 tiles (numbered 0 to 5) and a character positioned on tile 3 {0 1 2 [3] 4 5}. A call to jumpLeft() moves the character two tiles to the left and the tile at position 3 disappears {0 [1] 2 4 5}. A subsequent call to jumpRight() moves the character two tiles to the right and the tile at position 1 disappears, skipping tiles that have disappeared {0 2 [4] 5}. Calling position() method at this point should return 4.

**Starting Coding:**

#include <stdexcept>

#include <iostream>

class Platformer

{

public:

Platformer(int n, int position)

{

throw std::logic\_error("Waiting to be implemented");

}

void jumpLeft()

{

throw std::logic\_error("Waiting to be implemented");

}

void jumpRight()

{

throw std::logic\_error("Waiting to be implemented");

}

int position()

{

throw std::logic\_error("Waiting to be implemented");

}

};

#ifndef RunTests

int main()

{

Platformer platformer(6, 3);

std::cout << platformer.position() << std::endl; // should print 3

platformer.jumpLeft();

std::cout << platformer.position() << std::endl; // should print 1

platformer.jumpRight();

std::cout << platformer.position() << std::endl; // should print 4

}

#endif

**Test case:**

Example case: Exception

10 tiles: Exception

Performance test with a large number of tiles: Exception

## [Function Cache](https://app.testdome.com/questions/38165)

The caching feature of the FunctionCache class does not work in the implementation provided.

Find and fix the bug.

**Starting Coding:**

#include <iostream>

#include <unordered\_map>

#include <memory>

#include <functional>

class FunctionCache

{

class Parameters

{

public:

Parameters(int first, int second)

{

this->first = first;

this->second = second;

}

int first;

int second;

};

public:

FunctionCache(std::function<int(int, int)> function): function(function) {}

int calculate(int first, int second)

{

auto args = make\_shared<Parameters>(first, second);

auto it = calculations.find(args);

if (it != calculations.end())

return it->second;

int calculation = function(first, second);

calculations[args] = calculation;

return calculation;

}

private:

std::unordered\_map<std::shared\_ptr<Parameters>, int> calculations;

std::function<int(int, int)> function;

};

#ifndef RunTests

int modulo(int a, int b)

{

std::cout << "Function modulo has been called.\n";

return a % b;

}

int main()

{

FunctionCache cache(modulo);

// Function modulo should be called.

std::cout << cache.calculate(5, 2) << std::endl;

// Function modulo should be called.

std::cout << cache.calculate(7, 4) << std::endl;

// Function modulo shouldn't be called because we have already made a call with arguments (5, 2)!

std::cout << cache.calculate(5, 2) << std::endl;

}

#endif

**Test case:**

Example case:

100 calculations:

Performance test with a large number of calculations:

## [Book Sale](https://app.testdome.com/questions/37640)

Write a method that, efficiently with respect to time used, finds the n-th lowest selling book in the list. Each element of the sales array represents a single sale of a book with that book's id. The n-th lowest selling book is the book that has more sales than n-1 books. Assume that book sales counts are unique.

For example, nthLowestSelling({ 5, 4, 3, 2, 1, 5, 4, 3, 2, 5, 4, 3, 5, 4, 5 }, 2) should return 2. In the array, the book with the id 1 was sold once, id 2 twice, id 3 three times, id 4 four times, and id 5 five times, making the book with the id 1 the lowest selling book in the array and id 2 the second lowest selling book.

**Starting Coding:**

#include <vector>

#include <stdexcept>

#include <iostream>

int nthLowestSelling(const std::vector<int>& sales, int n)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<int> input;

input.push\_back(5);

input.push\_back(4);

input.push\_back(3);

input.push\_back(2);

input.push\_back(1);

input.push\_back(5);

input.push\_back(4);

input.push\_back(3);

input.push\_back(2);

input.push\_back(5);

input.push\_back(4);

input.push\_back(3);

input.push\_back(5);

input.push\_back(4);

input.push\_back(5);

int x = nthLowestSelling(input, 2);

std::cout << x;

}

#endif

**Test case:**

Example case:

Additional list elements:

Performance test with a large number of elements:

## [Stack to Vector](https://app.testdome.com/questions/55005)

Consider the following function:

Select the computational complexity of the *stackToVector* function if the *reverseItems* argument is false:
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Select the computational complexity of the *stackToVector* function if the *reverseItems* argument is true:
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## [Window Manager](https://app.testdome.com/questions/35966)

The window manager handles windows in a graphical user interface. Windows are displayed on top of each other, the top one being completely visible. When new window is opened, it is placed on top of all the other windows.

Implement the class WindowManager, that contains the following methods that should be efficient with respect to time used:

* Open - Opens a window with the given name and puts it on top of all other windows.
* Close - Closes a window with the given name. Every open window will have a different name.
* GetTopWindow - Returns the name of the top window.

For example, if Calculator, Browser and Player are opened (in that order) and after that Browser is closed, Player is the top window. See the image for details.
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**Starting Coding:**

#include <iostream>

#include <string>

class WindowManager

{

public:

void open(const std::string windowName)

{

}

void close(const std::string windowName)

{

}

std::string getTopWindow()

{

return NULL;

}

};

#ifndef RunTests

int main()

{

WindowManager wm;

wm.open("Calculator");

wm.open("Browser");

wm.open("Player");

wm.close("Browser");

std::cout << wm.getTopWindow();

}

#endif

**Test case:**

Example case: Exception

Small number of windows: Exception

Performance test on a large number of windows: Exception

## [Archive](https://app.testdome.com/questions/35481)

A customer has complained that their archive application still occupies a big chunk of memory although they have removed all the records from it.

Fix the problem.

**Starting Coding:**

#include <iostream>

#include <unordered\_map>

#include <string>

class Archive

{

class Record

{

public:

Record(std::string title, std::string content)

{

this->title = title;

this->content = content;

}

std::string title;

std::string content;

};

public:

void add(int id, std::string title, std::string content)

{

records[id] = new Record(title, content);

}

void remove(int id, std::string& title, std::string& content)

{

std::unordered\_map<int, Record\*>::iterator it = records.find(id);

Record\* doc = it->second;

title = doc->title;

content = doc->content;

records.erase(it);

}

void clear()

{

records.clear();

}

private:

std::unordered\_map<int, Record\*> records;

};

#ifndef RunTests

int main()

{

Archive archive;

archive.add(123456, "Hamlet", "Hamlet, Prince of Denmark.");

archive.add(123457, "Othello", "Othello, the Moore of Venice.");

std::string title, content;

archive.remove(123456, title, content);

std::cout << title << '\n';

std::cout << content;

archive.clear();

}

#endif

**Test case:**

Add and remove: Memory limit exceeded

Add and clear: Memory limit exceeded

Add and destroy: Memory limit exceeded

## [Unique Product](https://app.testdome.com/questions/59537)

Write a method that, **efficiently** with respect to time used, finds the first product in a vector that occurs only once in that vector. If there are no unique products in the vector, an empty string should be returned.

For example, for vector products containing { "Apple", "Computer", "Apple", "Bag" }, firstUniqueProduct(products) should return "Computer".

#include <stdexcept>

#include <iostream>

#include <string>

#include <vector>

std::string firstUniqueProduct(const std::vector<std::string>& products)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<std::string> products = { "Apple", "Computer", "Apple", "Bag" };

std::cout << firstUniqueProduct(products);

}

#endif

**Internal Nodes**

A tree is an abstract data structure consisting of nodes. Each node has only one parent node and zero or more child nodes. Each tree has one special node, called a root, which has no parent node. A node is called an internal node if it has one or more children.

A tree can be represented by an array P where P[i] is the parent of node i. For the root node r, P[r] equals -1.

Write a function that, **efficiently** with respect to time used, counts the number of internal nodes in a given tree.

For example, the tree represented by the array {1, 3, 1, -1, 3} has 5 nodes, 0 to 4, of which 2 nodes are internal nodes (only nodes 1 and 3 have children).

![A tree made up of leaves and branches.](data:image/png;base64,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)

#include <vector>

#include <stdexcept>

#include <iostream>

int countInternalNodes (const std::vector<int>& tree)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

std::vector<int> tree;

tree.push\_back(1);

tree.push\_back(3);

tree.push\_back(1);

tree.push\_back(-1);

tree.push\_back(3);

std::cout << countInternalNodes(tree);

}

#endif

## Fire Dragon

Scientists have discovered a species of fire-breathing dragons. DNA analysis of the dragon reveals that it is a reptile evolved from a common ancestor of crocodile, hundreds of millions of years ago. Even though they're related, the different reptile species cannot cross-breed.

Researchers would like to develop a lifecycle model of this rare species, in order to better study them. Complete the implementation below so that:

* The *FireDragon* species implements the *Reptile* class.
* When a *ReptileEgg* hatches, a new reptile will be created of the same species that laid the egg.
* An *std::logic\_error* is thrown if a *ReptileEgg* tries to hatch more than once.

#include <stdexcept>

#include <functional>

class ReptileEgg;

class Reptile

{

public:

virtual ~Reptile() {};

virtual ReptileEgg\* lay() = 0;

};

class ReptileEgg

{

public:

ReptileEgg(std::function<Reptile\* ()> createReptile)

{

throw std::logic\_error("Waiting to be implemented");

}

Reptile\* hatch()

{

throw std::logic\_error("Waiting to be implemented");

}

};

class FireDragon : public Reptile

{

public:

FireDragon()

{

}

ReptileEgg\* lay()

{

throw std::logic\_error("Waiting to be implemented");

}

};

#ifndef RunTests

int main()

{

Reptile\* fireDragon = new FireDragon();

ReptileEgg\* egg = fireDragon->lay();

Reptile\* childDragon = egg->hatch();

}

#endif

## Battery

A *Battery*'s charge is represented as a float and is empty (0.0) by default.

Implement the *charge* function so that the battery's charge is increased by the supplied value.

For example, if the *Battery*'s current charge is 0.0, then *charge(battery, 1.0f)* should increase the battery's charge field by *1.0f*.

#include <algorithm>

#include <iostream>

struct Battery

{

float charge = 0.0f;

};

void charge(Battery\* battery, float charge)

{

throw std::logic\_error("Waiting to be implemented");

}

#ifndef RunTests

int main()

{

Battery battery;

charge(&battery, 1.0f);

std::cout << battery.charge << std::endl;

}

#endif