【回溯法】－-多维背包问题

1、问题描述

　　给定n种物品和m个属性约束，并规定了属性约束的上限值，把在属性上限值内的并且满足全部属性的物品装到背包里面。属性约束的上限值p[100]，物品价值的数组v[100]，约束物品属性的数组a[100][100]，目前背包的价值pv，所求的最大价值maxv，如何选择物品装入背包中，并且使得装入背包中物品的当前总价值maxv最大。

例如：

规定物品数为6个，属性约束个数为10个，这六个物品的价值分别是100 600 1200 2400 500 2000，六个物品的十个属性分别为：

8 12 13 64 22 41

8 12 13 75 22 41

3 6 4 18 6 4

5 10 8 32 6 12

5 13 8 42 6 20

5 13 8 48 6 20

0 0 0 0 8 0

3 0 4 0 8 0

3 2 4 0 8 4

3 2 4 8 8 4

最后是十个属性的上限值80 96 20 36 44 48 10 18 22 24

最终得出这个背包的当前的最大价值为3800

２、算法分析

【整体思路】

　　多维背包属于找最优解问题，这里用回溯法来求解此问题，所以我们需要构造解的子集树。对于每一个物品i，对于该物品只有选与不选2个决策，总共有n个物品，可以顺序依次考虑每个物品，这样就形成了一棵解空间树： 基本思想就是遍历这棵树，以枚举所有情况，最后进行判断，如果在规定的约束范围内物品的总和不超过背包容量，且价值最大的话，该方案就是最后的答案。

      在搜索状态空间树时，当该物品符合m个属性约束时就进入右子树（放入该物品），不满足时就进入左子树（不能够放入该物品）。当遍历到达根节点时，就可以得到一个解，接着释放该节点的属性值和价值，回溯到上一个节点进行搜索。当遍历完这课树时，通过解的比较，最终找出最大的价值。

【算法设计】

    利用回溯法设计一个算法求出多维背包问题的解，也就是求出对n个物品放或不放的一种的方案。  
　　　　当i>=n时，算法搜索至叶子结点，得到一个新的物品装包方案。此时算法适时更新当前的最优价值  
　　　　当i<n时，当前扩展结点位于排列树的第（i-1）层，此时算法选择下一个要安排的物品，以深度优先方式递归的对相应的子树进行搜索。

【时间复杂度】

因为物品只有选与不选2个决策，而总共有n个物品，所以时间复杂度为![https://img-blog.csdn.net/20180302134830410?watermark/2/text/aHR0cDovL2Jsb2cuY3Nkbi5uZXQvcWlhbjIyMTM3NjI0OTg=/font/5a6L5L2T/fontsize/400/fill/I0JBQkFCMA==/dissolve/70](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAYCAYAAABjswTDAAACfklEQVRYCe3W26tPWxQH8M9xvxcRcumcBykholySS14knIvLKU+KBzwRpfwBLuUBD6dOLrnWeUC8SClxcjmeJde8OIrkkiI6OjSYazet1lp773b7RXvUas75/X7HXHOONcb4/eiyrgh0RaDTItC903au33gsfkJ/TMOjeum3TNNhh+O39MzGBzz51r1ltQAbcTEhv2AllmESnuNl4uKd53Abm3AZbxK3HIvxT8vOrUy6YTceYhVGIw5zEyfRq+S/AqfRI8PvYF7y/R1vsTTxc7Ajzc+jT+YX03X4C02BbHE5hseIyOY2EM+wMwOn4AVGZlhMt5XWcZmrCduAuEDYpTSWhyvYXgbL61/xCUvKRFrvw7ssGvE5j9Roc/hQ+uyB/YEJGIIbGJAL0zzSKFIjAlRrcaP7tezXHIvLRIH0xfuUqw0uX6iI4NHWRBk/KgUtgtdikZ+FxQ0jny4UQMU4OGGvMB698aBCl0NxsRnYk4OtzKOQ4wtOznX5YeM2sb6bC0rzmfgXrzEscVE8dRbFeBjrcatOVIPHYYt3fJHkh/0hORVjeY8oovk4k4iiWj+WhWkdUY/ucRDHazRN8H9NHSFe/hQHanb4MyV9UfmzUl7NrdAPwlksrODaCkWqRQuttWjKUTRTM0VEemvKoUUZPjQdtmhDBRX4dazB9NKT9+JCXzVG741CXltF5tjPqc2cwC5cwylMzEVp/nep7wYcbS9eVPWMqNijCora+B8/VpFV2BiMQ78qMmGrUzeoy/MG10Zqb1YbjcL2ktHwN7fXqUEfX/Bexa9ig0vbqZ7Yjy1td6lVRj+OX8X4Z9apFs2/oxaHzNtpR/fr8v/+IvAZKg5l9pOpEsEAAAAASUVORK5CYII=)。

因为递归栈最多达到n层，而且存储所有物品的信息需要多个一维和二维数组，所以最终的空间复杂度为O(n\*m)。

【源代码】

#include<stdio.h>

int n; //代表给定的物品个数

int m; //代表属性约束的个数

int p[100]; //代表属性约束的上限值

double v[100]; //代表物品价值的数组

int a[100][100]; //代表约束物品属性的数组

double pv; //代表目前背包的价值

double maxv;//代表所求的最大价值

void getBest(int i)//求最优解的函数

{

int j;

if(i>=n)//判断目前是否到达根节点

{

if(pv>maxv)//如果目前背包的价值大于目前的最大价值，则交换

maxv=pv;

return;

}

int count=0;//定义整型count用于判断约束条件成立的计数器

for(j=0;j<m;j++)//用于遍历m个属性

{

if(p[j]-a[j][i]>=0)

{

count++;//代表一个属性约束成立，则计数器就加1

}

else break;//当某个属性不满足约束条件时,即(p[j]-a[j][i]<0)，就跳出循环停止遍历

}

if(count==m)//这里代表m个属性的约束同时成立，进入右子树（代表该物品可以放入背包内）

{

for(j=0;j<m;j++)//再遍历m个属性

{

p[j]-=a[j][i];//放入物品后，相应的m个属性上限值要减少

}

pv+=v[i];

getBest(i+1);

for(j=0;j<m;j++)//遍历m个属性

{

p[j]+=a[j][i];//回溯到上一个节点，相当于把物品拿出来，所以相应的m个属性值上限增加

}

pv-=v[i];//释放拿出物品的价值

}

getBest(i+1);//进入左子树，就是不满足属性约束（不把该物品放入背包）

}

void main()

{

int i,j;

printf("请输入物品的个数及属性约束的个数：\n");

scanf("%d%d",&n,&m);

printf("输入这%d个物品的价值：\n",n);

for(i=0;i<n;i++)

scanf("%lf",&v[i]);

printf("输入这%d个物品的属性约束值的数组：\n",n);

for(j=0;j<m;j++){

for(i=0;i<n;i++){

scanf("%d",&a[j][i]);

}

}

printf("输入这%d个属性约束的上限值：\n",m);

for(j=0;j<m;j++)

scanf("%d",&p[j]);

getBest(0);

printf("最后所得的最大价值为：%lf\n",maxv);

}