1. 起因

**想总结一下，但是没有大块的时间，一直在构思懒的动笔，或者动笔了但是一次没写完就丢下了，后面再也捡不起来了。**

**想看某个部分的代码，但是没坚持多久就因为各种各样的事情偷懒了一段时间，再次想继续的时候接不上了。**

**怎么系统的建设自己的知识体系？**

**工程的最终目的—解决问题。**

汉光善于总结、去维护组时不要荒废了C语言，由于太过零散边总结边丢弃，并没有形成系统的体系。

得益于github,工作流引擎（JIRA）,goole的浏览器书签，libreoffice draw的画图。

目标：帮助自己更好的成长，规格严格、训练有素的职场人，以及有更多的空闲时间过更有趣的生活；

帮助刚入行的程序员同行们更快的成长。

从2013年毕业转眼工作接近4.5年，在小整年的时间节点做个小结，为日复一日的工作加点仪式感，大整年（10年）能更上一个台阶。恭喜自己选了这一行，相对有意思的一个行业，相比其他行业有更多按照自己的想法干活的自由，以及社会平均水平以上的收入。

**怎样看代码：**

代码并不是像小说一样从头到尾顺序写下来的，小说也有倒叙、插叙，但是你从第一个页看到最后一页总能看懂；但是多数代码并不是从第一行看到最后一行就一定能啃下来的，以现在的软件规模也不现实——工作之前多数同学都会对自己的精力有些盲目自信，觉得我可以加班、可以比别人付出更多的时间——但是现实很骨感：大多数人都很努力，而且真的有忙不完的事情，你怎么会有比比人更多的时间；再说，如果把全部空闲时间全部砸在这上面，搞得自己非常疲惫，换来的成长有什么意义。

现在很多网文推崇一万小时定律 -- -- 任何领域投入一万小时就可以成为专家，但是一万小时太恐怖，若每天拿出一小时的空闲时间全年365天不间断，一万小时大约需要三十年，你可能会铆足劲头奔着30年后称为某领域专家一直努力下去，抱歉我是做不到。但是想一下大学的课程，一门课多数集中在30 -- 60学时，也就是说用兴趣和习惯去积累一个月就可以了解一个专业的一门专业课，同样地，在统一个领域的持续投入会有持续的提高。所以重在方法，以及积累 -- -- "坚持"是一个听起来悲催的词。

比如需要跟上下游模块交互的代码，以网卡驱动软件为例，上层软件调用驱动软件的接口向远端设备发送数据，数据发送完了这个阶段就完成了，如果埋头看代码那么看到这就断片了——数据发出后是整个过程完成了，还是只是一个阶段完成了？如果只是阶段完成，远端设备会给我回复什么样的数据，处理这些数据的入口在哪？没有对整个通信过程的了解很难理解驱动的代码逻辑。

所以对于逻辑框架的了解至关重要。首先了解代码和处理逻辑分为几个部分、几个阶段，再把每个阶段的入口拎出来。完成这两步对于负责的模块就了解了一半，剩下的无非就是了解每个阶段的实现细节，理解有快有慢但总有一天会熟悉。像考古一样阅读代码——先用铁锹挖去周边的泥土露出文物的轮廓，再用铲子清理露出文物的表面，最后用毛刷去除尘土露出文物的纹理。

对于逻辑框架的理解可以通过老员工讲解、模块文档、芯片手册、概要设计等方式获取，一般的芯片手册会有对芯片使用场景的介绍或者demo代码，可以了解大致的流程。

了解逻辑架构后分析代码的过程中也会遇到很多困难：如众多数据结构之间的组织关系如何、函数指针在后面用到的时候已经不记得初始化阶段给设置成什么值，好不容易找到初始化的地方又不记得当前位置，这些问题怎么处理？建议建立两个图，一个是调用关系图，一个是结构体组织图。

2.成长

2.1效率提升

个人: 个人:git管理代码（廖雪峰），有道云笔记，draw画图记录代码，中断后可以连续，问题归档（文件和问题单，【20180203】XX局点XX设备发生XX问题），使用git的案例（版本记录）。

可能很多人都想总结一下，但是一旦一鼓作气没完成，后面就会不知道丢到哪去，再也找不回来了。Git的优点在于多台设备同步，这样有灵感的时候记录的一些琐碎的事务、杂乱无章的随手记，心血来潮的时候整理一点，随手push一下；到另外一台设备上pull一下就是上次终结的地方，修改完后再随手push一下。。。慢慢会形成一篇像模像样的东西。

知乎上有很多非程序员使用git的讨论，可见它的价值不菲。

团队:版本跟踪记录，标准化运作

2.2聚少成多：零散时间的利用和知识体系建设

地铁上用图片《内核设计与实现》

兴趣，每日半小时，python，django，mysql，nginx部署，阿里云，虚拟化

3.娱乐

单车、耳机

4.英语

5.不足

业务场景，存储怎么使用，块、文件、对象存储，虚拟化场景下有哪些可以提升，如文件系统，VAAI特性应该进一步了解。

系统的学习内核；

调试手段欠缺，makefile编写等

版本记录、保存home/debug用于搭建调试环境等