1. **当前开发模式概要：**
   1. 结构：controller -> service -> repository + framework + view。必须由controller调用service，service调用repository，service和repository可调用framework内容。
   2. 从设计模式来看，类似于SOA，以service为核心，虽然实际开发中大量的业务逻辑泄露到controller和repository中（甚至是view和前端js中）。
   3. 此设计对传统简单的MVC（即框架示例所描述的那样，其中的Model其实是用作ORM和业务逻辑载体的混合体）主要做了如下改动：将Model拆分成负责业务的Service和负责持久化的Repository，舍弃了ORM而采用Active Record。此种设计的一个优点是以下关注点分离：业务逻辑和持久化（基础设施）的分离。
   4. 然而在实际应用中，出现了以下问题：
      1. 业务泄露。本应属于Service的业务逻辑泄露到其他各层中（Controller、Repository、View等），而原本内容丰富的Service反而变成了贫血类。
      2. 职责划分不清。主要表现在以下几点：
         1. 全能Service，主要表现是超多的代码（如vshop的商品和订单的Service代码都在1000行以上）和多方面的功能。例如OrderService，几乎只要是跟订单相关的都在此Service中，而没有进行进一步的精细建模。
         2. 重复功能，表现在（特别是在跨模块时）重复的Service（如MemberService）和重复的方法。这些重复Service大部分地方一样，少数地方有区别。
         3. 一些Service中充斥着各种各样的查询功能（列表和单记录查询），让这个Service看起来很怪异。
         4. 贫血模型。基本都出现在Service层。多出现在查询的地方（列表、单记录）。因为我们默认约定Controller必须通过Service进行读写，而不能直接访问Repository，而实际上很多查询操作只需要Repository直接返回的数据即可，Service不需要做任何操作。
         5. 以技术视角划分模块和系统。这将直接导致4.2.2的问题。例如，所有的作业任务都放在一个系统（如message-center），而作业必然会出现各自业务逻辑（如会员合并），因而同一套业务逻辑必然会出现在多处。
         6. “前后台分离”。此处的分离是指按照前后台站点分离出完全独立的两套系统（如member-center何v-member，虽然商城是在一起，但基本也是两个完全独立的模块，而且v-shop这个名字起得很怪异，估计后本来准备分成两个，后来偷懒了搞成两个模块）。
         7. 经典的“framework问题”。这个问题几乎困扰着全公司人，而且还会继续困扰下去。framework问题的实质是敏捷团队/公司和传统架构思维的阻抗，它实际上正印证着康威定律：组织结构决定着软件架构。该主题将在后面详细讨论。
         8. OO无用论。一般在应聘时，我们都会在简历上写上“良好的OO基础”，但实际上我们骨子里是对OO持有怀疑和抵触的，而且实际开发中也是自觉不自觉地在面向对象框架中进行着面向过程的开发。问题是，为何我们那么抵触OO，那么喜欢过程式开发？另一个问题是，为何我们需要拥抱OO，相比于过程式开发能带来哪些好处？
         9. 二维设计。或者说：“当我拿着MVC这把羊角锤时，全世界都是钉子”。当我们用MVC这一单一设计模式去解决一切问题时，就陷入了二维设计。我们无法立体地看待问题，无论是思考（设计）还是编码都是在平面上进行着（如Controller -> Service -> Repository的形式化调用）。这种思维方式往往导致形式化的流程和约束，而形式化的东西又往往束缚了人们的思想，进而不再去思考。
         10. 耦合与内聚的纠缠。用辩证法的术语说，低耦合和高内聚是矛盾（辩证）统一的，高内聚的内部一定是高耦合的，低耦合的两个东西之间一定是低内聚的。当我们无法辨识出哪些元素之间应当是高内聚，哪些之间又应当是低耦合时，整体的高耦合便产生了（同时整体的低内聚也产生了，如分散在多处的同一套业务逻辑）——“牵一发而动全身”与“牵多发以动一处”。
         11. 对重构的偏见。“推到重来”是每个程序员的梦想，也是很多程序员对重构的理解。之所以出现“重构=推到重来”正是因为以上诸多问题导致的重构的困难性。实际上，重构的精髓在于局部改良。重构应当是改革，而不是革命。纵观千年封建史，一次次的革命换来的不过是一个个的王朝——现实中的重构也往往是这样。（当然改革论是有欠妥的时候，后面再讨论）
2. **相关设计模式和架构概述：**在继续讨论之前，先简要概述下后面会用到的相关设计和架构模式。
   1. **控制反转(IoC)：**或说依赖倒置，属于SOLID五大原则之一(D)。  
      描述：高层模块不应该依赖于低层模块，二者都应该依赖于抽象。抽象不应当依赖于细节，细节应当依赖于抽象。  
      注意这里提到高层和低层，说明该原则主要是用来解决跨层的依赖问题（例如我们的Service和Repository）。一般，高层需要用到低层的东西（Service使用Repository），对低层产生依赖，那么当需要替换低层实现时，就需要改动高层代码。IoC要求，高层不应当依赖于低层实现，低层实现的变更也不应该影响高层。那么如何做到呢？接口，或说抽象。高层和低层遵守相同的抽象，并唯一据此抽象（接口）通信。  
        
      再从另一个角度理解这个问题，就是将对象的使用和创建分离，使用者（调用者，依赖方）只是使用对象，而不负责创建它，创建工作由外部负责，这样当需要更换被依赖方的实现时，无需修改依赖方代码。比如说，我们的Service需要使用Repository，传统做法是在Service里面new一个Repository，现在要将原Repository替换成其他的（如原来是Db仓储，需换成Redis或nosql仓储），则需要修改所有使用了该Repository的地方。当使用IoC时，由于该Repository是由外部创建的，只需要调整外部。

这种由原来的内部new变成由外部注入的实现方式，称为依赖注入（DI）。Yii框架里面的构造函数注入和服务容器（\Yii::$app->container）是DI的两种实现方式。

IoC是设计原则，DI是该原则的实现方式。

虽然该原则主要用来解决跨层依赖问题，但他同样适用于同层之间的解耦，如果这些依赖之间不是高内聚的话。（但是，每当出现同层的低内聚类之间的依赖时（例如聚合之间的调用），首先需要考察是否需要一个更高层次的协调者，例如一个Service）。

另外需要注意的是，不要滥用IoC。虽然IoC是用来实现松耦合的很好方式，但软件设计中除了“松耦合”原则还有“高内聚”原则，高内聚的类之间是可以强耦合的，否则，很容易出现过度设计的问题。

参见：<http://www.tuicool.com/articles/JBRBzqm> 《从百草园到三味书屋》，laravel作者著，里面有很好的示例诠释了依赖反转。

* 1. **六边形架构**（端口-适配器模式）：  
     工作中，我们经常遇到以下难题：
     1. 业务逻辑泄露到各层中，以及业务代码对输入输出的强依赖（请求对象、数据库存储对象等），很难干净的进行单元测试；
     2. 开发时依赖于数据库、缓存系统的正常运行，一旦这些挂了，就无法开发了；
     3. 当需要切换一个底层的技术实现时，需要改动相关业务层代码。

六边形架构的目的：让应用程序能够以一致的方式被用户、程序、自动化测试、批处理脚本所驱动；并且，可以在与实际运行的设备和数据库相隔离的情况下开发和测试。

例如，我们有会员合并的需求，而该需求的出现场景很多：web应用、api、后台批处理、消息队列异步处理等，目前，我们是在各场景分别写了一套合并逻辑，很难维护，而且合并逻辑本身和存储层是强耦合的，我们无法在忽略存储层的情况下进行单元测试（实际上，目前的代码根本无法进行单元测试）。按照六边形架构，web应用、api、后台处理都属于不同的输入源，这些需要和应用程序本身（会员合并业务）解耦，这些不同的输入源的不同输入数据需要通过各自的适配器适配成应用程序能理解的数据格式。适配器和应用程序接口遵守共同的契约（inteface），唯一通过该契约通信。输出端也是一样，应用程序本身不依赖于特定的输出端实现（web、api、单测、数据库），实现中也是通过各自的适配器根据各自的输出端技术将应用程序的输出转换适配成具体输出端需要的数据，如html、xml、具体数据库所需要的。

当我们将应用程序中对外部的依赖从具体实现改成对接口的依赖，并且将泄露到外围（控制器、仓储层等）的业务逻辑封装进应用程序内部后，就可以很容易进行单测，例如很容易用mocker代替实际的web输入、存储层、缓存组件等。

下面是六边形架构的图解：

![六边形架构图](data:image/gif;base64,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)

这里有两个层：业务逻辑层（领域 + 应用程序，目前可简单理解为领域层或业务逻辑层），也称之为应用程序（内层、内圆）；外围设施层（web、单测、数据库、缓存服务器等，外层、外圆）。内层不依赖于外层的存在而存在（如业务逻辑层在数据库不可用时应当仍然可通过其他方式代替数据库来运行）。内层通过暴露端口（api或函数调用）为外层提供功能（服务）或从外层接收数据——这很像操作系统的端口。端口的表现形式是契约interface（api或函数的入参以及返回值）。外层并不直接和内层打交道，而是通过各自的适配器来实现通信（控制器就是典型的适配器）。适配器将内层输出转换适配成其为之服务的外层设备所需的数据，或将外层设备的输入数据适配成内层所需要的数据。适配器和内层唯一通过契约（interface）通信。

举个例子：电脑需要接收各种外设的输入进行处理，这里的电脑就是内层应用程序，各种外设（u盘、手机、网络等）属于外层。为了对外通信，主机上有各种插槽（端口），每个插槽遵循不同的规格。外设通过适配器（如各种数据线和数据转换设备）和电脑进行数据交换，而适配器需要遵循两端协议：一端是电脑插口、一端是具体的外设插口。

IoC是实现六边形架构的有效手段：内层不应当依赖于外层实现，双方都应当依赖于接口定义——这也正是IoC的描述。但六边形架构还有一点：内层的业务逻辑不应当泄露到外层，因为一旦业务逻辑泄漏到外层，那么内层就不再是通用的、与外层实现无关的了，也就无法进行多边适配了。

另外需要注意的是，这里用的是“内层”和“外层”，并没有用上层和下层的说法，这里强调的是多边适配，而不是类似网络模型中的七层架构。

我们发现，在实际应用中，我们或多或少用到了六边形架构的东西（如IoC），但为啥代码还是难以测试难以维护呢？应用了六边形的某些东西不代表整个应用遵循六边形架构，比如我们用DI，但并不是特别清楚为啥要用DI，以及哪些地方要用哪些地方不需要用，更重要的，我们的业务逻辑并没有进行很好的封装与解耦，自然难以维护。

参考文章：<http://blog.csdn.net/zhongjinggz/article/details/43889821>

* 1. **GRASP九大设计模式：**GRASP系列设计模式主要是用来解决OOD中模块划分、职责分配问题，此处我们重点看下信息专家模式、创建者模式和低耦合模式。  
     **信息专家模式**：将职责分配给拥有履行一个职责所必需信息的类，即信息专家。  
     信息专家模式解决的是由谁来承担该职责问题。首先考察该职责（方法）需要用到的数据（信息）从何而来，一般是将职责分配给主数据源类。  
     例如，论坛系统有文章Article类和作者Author类，有发布文章的职责（publish方法），那么该职责由哪个类负责呢？先假设由Author类负责（从需求描述“张三发布一篇文章”来看，貌似属于Author的职责），像这样调用：Author::publish(Article)。我们发现，publish内部使用到的数据基本都是从Article来的（除了作者信息），当Article的数据结构有所变化时，同时需要修改Author类，并且在publish内部还需要调用Article类的方法进行业务规则校验。两者之间产生了很强的依赖关系，同时违反了SOLID原则中的单一职责、开放关闭等原则。如果将publish方法放到Article类中，那么所需要的数据都是自足的，校验规则也是内在的，不需要对外公开，也就保证了修改规则时不影响其他类。  
     信息专家模式需要结合高内聚和低耦合模式一起使用。比如实体对象的持久化问题(save())，持久化所用到的数据显然是实体对象的，按照信息专家模式，save()方法应该在实体类中，但从职责上来说，持久化属于低层技术实现，不属于业务逻辑，不应该由实体承担——我们用单独的仓储来负责实体的持久化工作。  
     **创建者模式：**谁应该负责产生类的实例？  
     该模式解决的是类的创建职责问题。B包含或聚合A，或直接使用A，则由B来创建A。  
     比如文章Article和作者Author，Article实例拥有Author实例的引用，那么由谁来创建这个Author对象呢？一种可能是通过Article构造函数从外界传入，由外界创建Author对象，但这样就将Article的内部细节暴露给了外界。更好的做法是由Article内部自己创建Author对象，隐藏实现细节。  
     创建者模式的使用同样需要结合高内聚低耦合模式。  
     再看另一个例子：每当文章发布后，需要给相关订阅者发送通知。ArticleService调用Article::publish()后，需获取订阅者列表并调用Email::sendMessage()给他们发送邮件。这里ArticleService使用了Email实例，按照创建者模式，是否应该由ArticleService内部创建Email实例呢？假如是的话，考虑下当以后需要替换Email实现时会发生什么？此时就需要挨个去找哪里使用了该Email实例，然后一个一个替换。显然此种情况需要用控制反转原则，由外界注入Email实例。  
     这两个例子有何区别？  
     前一个例子中，Article和Author属于聚合关系，是较强的关系，他们共同组成了业务整体，因而可以采用创建者模式，而且也应当使用该模式以隐藏内部细节。后一个例子中，ArticleService和Email纯粹是使用关系，是很弱的关系，而且两者是跨边界调用（ArticleService属于领域层，Email属于基础设施层），在六边形架构中，ArticleService在内圆，而Email在外圆，内圆不应当依赖于外圆的实现，因而这里不能采用创建者模式，而应当采用IoC以保持低耦合。  
     在创建者模式的条件列表中，“使用”列在最后，是最弱的关系，实际使用中，如果两者仅仅是“使用”关系，则要慎用创建者模式。
  2. **SOLID原则：**  
     SOLID原则是面向对象设计和编程中最基本也最重要的五大经典原则(该单词是该五原则的首字母缩写)。下面一一讲解。  
     **S.单一职责原则：**  
     有且只有一个(一类)原因（理由）去改变一个类。  
     文章Article有publish()用来发表文章，也有save()用来保存文章到数据库中。  
     现在来考察下save()：将文章对象持久化到数据库。某一天，当持久化策略变了（用mongodb代替mysql），我们需要替换持久化引擎，此时就需要去修改这个save()方法了。“改变持久化策略”显然和Article没有直接关系，但却影响到了Article类，这就违反了单一职责原则。  
     **O.开放封闭原则：**  
     代码对扩展开放，对修改封闭。  
     文章发布后，需要给订阅者发消息。前面的做法是在ArticleService::publish()方法中获取订阅者列表，并调用Email::sendMessage()给其发消息。  
     现在，有这样的需求：只给最近三个月看过该作者文章的订阅者发消息。此时我们需要修改OrderService，在发送之前对每个订阅者做检查。再过几天，又有需求：只给关注了相关栏目的订阅者发消息......你会发现，随着需求的每次改动，ArticleService会被没完没了地改来改去（实际中我们正在做这样的事）。这里对修改是开放的。  
     因给订阅者发消息规则的变动而需要修改ArticleService，这本身违反了单一职责原则（SOLID原则都是互通的，违反其中一个往往也违反其他的）。可以在ArticleService::publish()中发布一个article-published事件，外部订阅该事件，这样可以在事件订阅端做任何业务扩展（对扩展开放）而不影响这里的类（对修改封闭）。  
     **L.里氏替换原则:**  
     一个抽象的任意一个实现，可以用在任何需要该抽象的地方。  
     有个IAnimal抽象定义了run()和sound()方法（发声），下面有实现类：Bird、Earthworm(蚯蚓)、Person，Bird和Person都对sound()做了各自的实现（发鸟声和人声），但Earthworm::sound()却throw了个异常。现在有个AnimalTrainer::train(IAnimal)这样的调用，想想会发生什么？当我们传入Earthworm对象时，其运行结果是未知的，有可能抛异常（如果AnimalTrainer调用了sound的话）。我们通过train(IAnimal)的声明无法知道它如何使用这个IAnimal，而根据里氏替换原则，Earthworm自然应该被AnimalTrainer正确使用（而不是抛异常），因而这里Earthworm的实现违背了里氏替换原则。如果实现类既要实现一个抽象，又不想去实现该抽象的某些契约（通过抛异常来抗议），说明你的抽象设计有问题。  
     **I.接口隔离原则：**  
     在实现接口时，不能强迫去实现没有用处的方法。  
     还是上面的例子，训练师去训练蚯蚓发声是枉然的。Earthworm::sound()是完全没有用处的，要么放着空函数什么都不做，要么抛异常，这里的设计就违背了接口隔离原则。  
     **D.依赖反转原则：**  
     该原则在前面已经单独讨论过（因为对六边形架构太重要了），此处不再赘述。  
       
     参见：<http://www.tuicool.com/articles/JBRBzqm> 《从百草园到三味书屋》，laravel作者著，里面对SOLID原则有很好的示例讲解。  
       
     下面举个综合例子：  
     客户购买商品，下单时，系统需要进行各项校验。  
     假设在OrderProccessor::confirm()中进行订单校验（该类维持一个对Order实例的引用）。  
     最开始只需要校验相关商品是否有足够库存，我们创建Order::validate()执行这些校验。由于validate所使用的数据大部分都可从Order对象得到，这符合信息专家模式。Ok。  
     某天，接到一个添加校验规则的需求：校验下单者是否符合下单规则（只有业主才能下单）。我们需要改Order::validate()方法。然后我们发现订单校验规则的变化会导致Order的修改，这违反了单一职责原则和开放封闭原则。于是我们决定将“订单校验”业务逻辑抽离出来形成OrderValidator类，由OrderValidator::validate(Order)实现校验,这样就隔离了校验规则改动对订单类的影响。  
     但是我们后来发现，一个validate()方法搞定所有校验，导致validate()这个方法过于臃肿，于是我们对校验规则分类后抽离出validateGoodsStock()、validateBuyer()等独立的方法，然后在validate()中调用这些方法。  
     过几天，又要加个校验规则：订单价格是否合法。于是我们又加个validatePrice()方法。虽然说OrderValidator隔离了校验对Order类的影响，但每加个规则就去改下该类，这违反了开放封闭原则。  
     有没有什么办法能够隔离校验业务的变动对OrderValidator的影响呢？  
     答案是抽象。  
     我们抽象出IOrderValidator接口，定义一个validate(Order)契约，然后创建GoodsStockValidator、BuyerValidator、PriceValidator等实现类实现该接口，在其validate(Order)中实现上述种种校验。然后给OrderProccesor注入一个包含IOrderValidator的集合，在confirm()中顺序调用每个验证器的validate方法。  
     现在，需要增加校验规则，没问题，创建一个新的IOrderValidator实现类并放到校验集合中即可——该设计对扩展开放（通过创建新的校验器类），对修改封闭（不需要修改其他的类）。

上面的几个设计模式都是非常基础非常通用的，是实施OO必须掌握的，它们共同的基础原则都是“高内聚低耦合”，进行OOD时必须时刻进行这些原则反思。

其他设计/架构模式：

1. **DDD（领域驱动设计）：**  
   领域驱动设计指出传统的需求分析和模型设计、代码编写是相互割裂的，传统有需求分析师和系统设计师两个独立的职位，这种割裂导致相互之间的不匹配，比如系统设计不能完全反映出需求分析，而代码又和系统设计割裂，各自有一套自己的私有语言，相互之间很难沟通。  
   DDD强调需求分析、建模和编码的内在统一性，三者（以及执行三者的人）之间使用一致的领域**通用语言**沟通，因而业务专家、设计师、程序员之间能够很容易达成共识。  
   现实情况是，程序员和业务专家（以产品经理为代表）之间的沟通要么存在严重的鸿沟，要么使用非业务（往往是技术性的）语言沟通，背离真正的业务领域概念。程序员很喜欢用技术性语言（甚至直接拿数据库说事）和别人（哪怕是非技术人员如客服、销售）沟通，导致各执一词。一般敏捷团队往往只有一个产品经理，而有好几个技术人员，往往会出现以技术性语言主导沟通的场面（如果产品经理本身不注重对团队的业务语言引导的话）。  
   程序员为何那么喜欢用技术性语言和别人沟通？一方面，程序员的沟通对象常常也是程序员，技术性语言沟通成本最低；另一方面，他们往往在沟通的同时就在想着实现方案（或者说沟通本身就是对实现方案的描述）。  
   然而，技术语言沟通对业务模型的建立有着很严重的损害。技术本身和业务是两个领域的东西，技术语言在现实中最典型的代表就是“数据库语言”，比如“某个时候将某表的某字段标记为1”，这于业务本身无任何意义。这种思维导向会让我们脑海中越过建模而直达存储实现低层。另一方面，这种技术与业务语言的混杂会让业务逻辑本身耦合进存储层的设计中。例如，单从存储设计（技术实现）上来说，“登录状态”应当由单独的字段来标记，而在业务领域中，“登录”与“退出登录”操作会导致另外的状态变化（存储设计上表现为另一个字段），当我们在进行存储层设计时过多的代入业务逻辑本身（或者毋宁说在业务逻辑描述时过多地代入存储层的技术实现），我们可能会用另一个字段（存储着其他的状态）来代表登录状态（并且很自豪地认为这样能节约存储空间——典型的技术主导一切的思维）。这里的问题是：登录状态的存储实现依赖于业务逻辑，由于业务逻辑是不稳定的（相对于存储层），因而这里作为最底层的存储层设计也是不稳定的。（实际上会员的登录状态存储就存在这样的问题）  
   DDD强调：
   * 1. 从需求分析到代码实现到测试的整个过程各人员之间的沟通需要使用一致的无歧义的领域内通用语言。
     2. 该通用语言必须能够准确反映业务需求和领域知识（而不是反映技术实现）。

对于程序员来说，DDD的这种思想可概括为：代码即模型，编码即设计。我们写出来的代码，类与类之间的调用关系，方法、变量的命名都要反映领域通用语言本身。DDD非常强调命名，对于DDD来说，编程本身就是语言活动（不是机器语言）。DDD强调语言的重要性，这语言是人类的语言，而且是某特定领域下的人类语言。  
现实情况是，我们的代码中充斥着大量的面向数据库的语言。例如update()、delete()充斥在各种业务代码中。“将字段A的值更新为b”是技术（数据库）语言，不是业务领域语言。更有甚，在控制器层写个UpdateFields()搞定一切更新操作。  
然而，并不是所有的技术实现都要以当前业务领域语言来诠释，实际上这也是做不到的。有些技术实现并非属于业务领域之内，例如持久化存储、事件系统、消息队列等，这些不属于当前业务领域的技术实现当然也就不需要遵守该业务领域通用语言（它们需要遵守的是各自的领域语言规约）。这种业务领域边界在DDD中叫“限界上下文”，上下文内的东西属于六边形架构中的内圆部分，而外部的东西属于外圆，内外圆通过契约适配通信（适配器）。  
DDD并非泛泛的理论阐述，它有一套详细的实现体系（方法论），如实体、值对象、聚合、聚合根、领域服务、仓储、各种设计模式等，此处不做详细阐述（那得写成一本厚厚的书，而且DDD本身是很注重实践的，一百个人就有一百种实现方式，重在掌握其核心思想）。  
这里提出DDD，重点在于对比我们现在使用的开发/设计模式：面向服务设计以及面向数据库设计。在DDD中，实体是核心，服务只是辅助，而数据库则是领域外的基础设施。

b) **CQRS(命令与查询职责分离)**

命令：会导致实体状态变化的操作（反映在数据库上的更新、删除、插入等）；

查询：不会导致实体状态变化的操作。

CQRS原则：命令中不要有查询，查询中不要有命令。例如常做的在修改方法中同时查询并返回某记录，这就是违反CQRS的。

CQRS的目的是为了应对这样一个事实：命令模型与查询模型往往存在很大的不同，想想我们的数据库设计就很好理解。我们进行数据库设计时，一般是按照命令模型进行设计的，这和我们脑海中的业务模型比较匹配，而报表则是典型的查询模型（分析模型），一般情况下，按照命令模型设计的数据表结构是满足不了查询模型的报表分析的，因而，为了出报表，要么需要写很复杂的sql，要么进行数据加工清洗以得出符合条件的查询模型。显然，在命令模型上执行分析查询性能是非常低下的。  
可以在不同层面上使用CQRS:

1. 传统意义的读写分离。命令和查询使用不同的库，但两个库中的表结构相同。

2.代码层面分离，存储层不分离。（有可能采用读写分离，但表结构是一样的）

3.代码和存储层都分离。这也是严格意义上的CQRS。这里写表是基于命令模型设计的，读表是基于查 询模型设计的，读和写是通过事件来同步的（命令端执行完毕后发布相应事件，查询端订阅事件并更新 查询模型）。在代码和存储层进行命令与查询分离，在两端各自采用最适合的实现方式，以达到最优设 计和最好的性能。  
严格意义上的CQRS实现起来很复杂，要求基础支撑够健壮才行。  
我们这里提出CQRS，一方面是为了指出以上事实，另一方面，在实践中我们可以尝试第二层面的CQRS，以获得代码层面带来的益处，如缓存管理、两端可采用不同的设计模式（如命令端采用DDD，查询端采用传统的MVC）。

**三、现状分析：**

1. 关于Service（Service的含义以及面向服务编程有何问题）：  
   当我们说“服务”时，我们强调的是其**为外在它方提供功能。**服务本身具有动词性，核心是其功能性，该功能当然由服务提供者提供，但我们并不关心服务提供者本身。服务具有**外向性**，即服务存在的价值取决于其对他方（而非自身）的价值。因而，当我们以服务为核心时，我们就必然会以外在**旁观者的角度**审视其外在价值。当我们说“消息队列服务”，我们看重的是消息队列给我们业务系统带来异步解耦的好处，而不是消息队列本身的内部机制。  
   这种看待问题的角度对建模是无益的。当提及服务时，总是有个“我”存在（就是那个旁观者），而建模强调的是达到“无我”的境界，需要消除这个旁观者，化身为模型本身，从事物内在角度去思考问题。模型是内在自满足的，它本身具有特定的行为，而不是靠各种服务“提供”给它。  
   举个现实的例子。软件外包公司对外提供软件外包服务。当我们作为甲方（也就是旁观者）接受其提供的服务时，只需要告诉外包公司我们有什么样的需求，双方达成共识，签订合同，最终我们从外包公司那里接收符合合同预期的软件成品，我们并不关心外包公司内部具体怎样运作，哪个团队负责ui设计，哪个负责编程等。但是，对于外包公司本身来说，这种视角是行不通的，它必须设计一套详细的、健全的公司运作体系以保证其可以提供该服务，也就是说必须对“外包公司”这个概念进行内在建模，以形成一个自运作的实体。  
   面向服务编程有什么问题呢？不是一样可以对服务内部建模吗？  
   问题是当我们面向服务，以服务为核心载体时，往往做不到对其内部很好地建模。根本原因在于面向服务的外向型思维和面向实体的内向型思维是冲突的。我们建模时，只会有一种主导思维，其它只起辅助作用。当我们以服务为主导时，首先想的是**功能**，是做什么的问题；当我们以实体为主导时，首先想的是谁来做，是**主体**问题。一种是由功能推导出功能提供者，此处提供者是辅体，功能是主体；一种是由主体推导出主体行为，行为是主体的自在要素。  
   由于在面向服务编程中，提供者只是辅体，往往容易被忽略，我们并不是太在意谁提供功能，结果就是往往一个类提供了n多个功能，比如一个OrderService提供和订单相关的一切功能。久而久之，Service（特别是业务中的核心Service如商城的OrderService和GoodsService）会变得异常臃肿，难以维护。混乱的职责分配还会导致业务逻辑泄露，不同的开发者可能会选择由不同的提供者提供相同或相似的功能，导致一份业务逻辑在多处出现。  
   Service有其存在的必要性，但系统建模时不能面向Service本身建模，因为Service是粗粒度的，而应当面向实体(Entity)。  
   那么，什么时候该用Service呢？想象一下这样的场景：张三是一名PHP程序员，负责后端程序开发，但不熟悉前端技术（js、html等）。现在有一项后端接口开发任务，显然张三是能够胜任的。现在又有一项网站开发的任务，由于张三不懂前端技术显然无法独自完成任务，需要前端工程师李四介入。现在问题来了，由于张三和李四是平级关系，谁也指使不了谁，工作无法开展了。咋办？需要有新的协调者（如两人的上司）介入。这个协调者就是服务。协调者本身不负责具体工作执行，而是负责协调、分工、调度以及外交。当网站开发任务中途发现还要其他角色加入（如运维），也是由协调者负责引入。后端、前端、运维只负责各自的工作，而不知晓其他人在做什么，甚至不知道其他人的存在（如三人各在三个国家）。  
   服务不是必须的，并且不负责具体业务实现。服务的职责是在高层次上协调各实体的执行流程，并对外公布单一功能接口。  
   服务不是天生就存在的，是通过向上抽象来获得的。当本层各实体之间的工作无法协调时，就需要向上抽取一个专门的服务。  
   例如银行转账业务，涉及到收方账户和付方账户，收方账户收款，付方账户付款，但两者是平行的，你不能说在收方账户的收款方法中调用付方账户的付款方法，反之亦不可。这时就需要更高层次的转账服务介入了。  
   当然，还有一种情况（另一个角度），当我们需要一个本上下文以外的功能时（而我们又不想自己实现它），我们也称之为服务。
2. 面向数据库编程：  
   当我们接收到业务需求，大致分析完毕后，首先想要做的事情是什么？  
   表结构设计。  
   是的，这是我们大部分人一贯的行事风格，甚至一个程序员技术水平高低全看他表结构设计的好坏。  
   但是我们冷静地想想，数据库对于业务到底意味着什么？它不过是数据的一种持久化方式而已，属于基础支撑层的东西。  
   面向数据库编程的问题是，我们从一开始就钻到最底层的细枝末节上，而不是以居高临下的角度设计和审视业务系统内在的、本质的逻辑规则。这种设计方式，由于没能深入地设计建模，很容易就事论事，往往迷失在细节森林中。另外，由于数据库设计和业务建模是同时进行的，表设计中往往会带进过多的当前业务逻辑。由于业务规则会随着不同时期需求变化而变化，因而这种表结构是不稳定的。典型的体现是一个字段表示多方面的状态值，这些状态之间遵守（目前的）固定的业务规则。数据库设计不可能完全脱离具体的业务，但一定要尽量识别并减少不稳定业务规则的摄入。  
   面向数据库编程思维是自始至终的，而不仅仅在初期表设计阶段。编程过程中，我们习惯将增删改查字段这种数据库术语带进业务代码中，操作也是直接面向数据库进行的。  
   这种编程方式中，往往没有实体，就算有，也是仅仅作为数据传输对象（DTO）使用(算不上DAO，因为连个CRUD的方法都没有)，这些对象往往没有方法，其属性基本和数据库表一一对应。模型(Model)也沦为数据库表的对象化表述（DAO），自带CRUD。  
   面向数据库编程之所以那么流行是因为简单快捷，会敲代码就能做，完全不用考虑对象建模，而且其弊端在简单的业务复杂度面前并不会暴露。然而当业务复杂度达到一定规模后，其弊端是致命的。大量的面条式代码牵一发而动全身，业务逻辑零散各地。需求迭代越频繁，这些弊端就越早暴露，前期的大步流星扯得后面蛋疼不已。  
   要想深入地进行业务建模，必须在建模时忘掉数据库，要意识到数据库仅仅是持久化存储的一种手段而已，这样才能将你的思维从表结构中解放出来，深入到领域模型本身中去。  
   面向服务编程和面向数据库编程正好是两个思维极端：前者将全部注意力放在功能（行为）上，后者则将全部注意力放在数据上。
3. 关于Repository（仓储层职责以及事务该由谁负责）:  
   从分层上来说，仓储处于业务边界处，连接业务层和存储层（基础设施层）。仓储是懂领域语言的（但不代表要在里面实现具体的业务逻辑），另一方面它也懂持久化相关工作。在《实现领域驱动设计》（以下简称《实现》）一书中建议将仓储当做集合使用，并将其定义（接口）放在领域层，将实现（实现类）放在基础设施层。  
   我们先看看集合。集合里面装着一组同质（同类）元素（对象），拥有添加（add）、移除（remove）。注意，集合并没有modify和save操作，因为我们获取的是集合中对象的引用，当对象状态发生变化时，集合中的那个对象是同步变化的。  
   《实现》中将仓储分为两类：面向集合的和面向持久化的。面向集合的仓储实现严格模拟集合的行为，拥有add、remove方法，没有save方法，因为我们获取的是集合对象引用，其状态的改变会立即反应到集合中（具体实现上内部会采用读时复制或写时复制机制来跟踪实体状态的变化）。面向持久化的仓储除了和前者一样拥有add和remove方法，还有save方法，即外界需要显示的调用仓储的save(Object)方法来保存实体状态的变更（实际中往往add也被合并到save方法中）。两者最大的区别在于是否显示地保存实体变更。  
   无论是面向集合还是面向持久化，都要求我们以集合的方式来使用仓储——这也正是仓储和数据访问对象DAO不同之处。仓储是面向领域对象的，它的职责是将领域对象（聚合）持久化到基础设施中，以及从基础设施中获取数据并还原成领域对象返回。DAO是面向数据表的，一般和数据表一一对应，并自带CRUD方法——和集合的add、remove方法不同，DAO的CRUD对应的是数据库的CRUD操作的。  
   我们可以恰如其名地理解“仓储”。它是一个仓库，我们将货物交给仓库管理员，由仓库保管，至于怎样保管是仓库内部的事了。另外我们根据货物编号（以及其他过滤条件）向仓库管理员索要指定的货物，至于怎样将货物从仓库中取出是仓库内部的事，仓库 可以自己决定如何保管货物（如为了节约空间可能会将货物拆卸分类存放），但仓库必须保证取出来的货物和当时放进去的是一模一样的（除非不可抗原因如过期了）。  
   我们现在的仓储使用面临一些问题。最大的问题是仓储中包含了大量的业务逻辑——这也正是面向数据库编程所导致的结果，我们的思维直接和数据库打交道，而仓储无疑是我们所编写的离数据库最近的东西了。我们程序中并没有领域对象（实体），因而和仓储打交道的是毫无业务含义的数组。  
   （PHP是成也数组，败也数组，其数组过于灵活强大（虽不见得性能多好），以至于一切都可以用数组表示，面向对象也就变得毫无意义了。很多PHPER并不理解面向对象，认为其不过是将所有属性设成private，然后不停地写getter，setter，无聊透顶，吃力不讨好。这种认知和长期主流框架（如spring）的机械导向有很大关系。  
   “如果一个类有20个属性，我岂不是要写20个getter和20个setter?”这是很多反对OO者喜欢举的例证。事实是，你的什么类会有20个属性？这多半是你的抽象出了问题（实际上这基本是在用面向数据库的思维进行所谓面向对象编程，OO只是个空壳，而对象本身是和数据库字段一一映射的，才会导致这么多的属性（数据表有20个字段很正常）。另外，OO本身（特别是DDD）并不提倡过度使用getter和setter，因为他们多半没有具体的业务含义，试想一个public的setPrice()到底是什么意思？设置价格？什么样的业务需要单独setPrice?设计良好的类其属性状态一般是自维护的，而不是让外界来set）。  
   OO是一种思想，一种思考问题的方式，而在实现上，则应“合理的才是存在的”，不可机械搬套。  
   不是说PHP的数组不可以用，而是说数组应该作为“数组”来使用，而不是万金油。用数组代替对象结构，会造成很大的维护复杂性。）  
   如果仓储本身包含了大量业务逻辑，还不如使用传统的(也是主流框架自带的)Model，至少它有“模型”的概念（虽然是面向数据表的），而此处的仓储则是“四不像”。  
   目前的仓储使用的另一个严重问题是在仓储中实现事务。从仓储的描述来看，它只是担任存与取的职责，何以跟事务挂钩？这还是由面向数据库编程的思维导致的。当提及事务，我们首先想到的是关系型数据库中的事务，并且理所当然地认为此事务即彼事务，那么既然是数据库的东西，当然要放到仓储层了。  
   什么是事务？事务是指需保证一项任务的原子性，任务中的各项操作要么全部成功，要么全部失败（撤销掉）。事务本身和数据库没半毛钱关系。我们说银行转账业务需具有事务性，我们指的是这项业务，而不是业务背后的存储技术。数据库层面的事务是将“事务”这个概念应用到数据库这个具体领域而言的，具体说来是事务中的一系列写操作要么全部成功，要么全部失败。我们真正需要关注的显然是业务层的事务性，业务层不具有事务性了，存储层的事务又有何意义？数据库事务是对业务事务的低层技术支撑，改天我们不用关系型数据库了，难道业务就不能有事务性了？  
   仓储和实体的操作都是细粒度的，无法保证整体的事务性，也不应当知晓事务的存在。  
   事务应当放在那个能代表单一完整任务的方法中（如应用服务中）。  
   将事务放在仓储层，不可避免地会将业务逻辑带入仓储中。
4. 关于Controller（传输层职责以及权限系统初步论述）:  
   此处为何使用“传输层”作为控制器层的另一种表述？因为该层主要职责就是双端数据传输。  
   控制器层是离用户最近的层，在“端口适配器”中属于适配器。和仓储一样（仓储也属于适配器），控制器也是“脚踏两只船的”，一方面它懂用户的输入，另一方面它懂业务层的端口（接口）。它将用户的输入数据转换适配成相关业务端口所需要的数据，并将内层业务的输出数据适配成用户端所需要的数据。  
   控制器所代表的是用户角度的一项任务（用例任务项）。  
   控制器应该是很薄的一层，不应该有任何业务逻辑和流程控制。  
   控制器还有另一个功用：权限控制。权限用来控制用户角度的一项任务能否执行，这和控制器正相呼应。控制器是侧重于用户角度的，它虽然知道用户角度的一项任务应该交由领域中的谁（实体或服务）去执行，但其本身应当和领域层保持最大限度的解耦。  
   （用户角度的一项任务可能需要**跨业务领域**的多个领域服务协作完成，此时应当引入应用服务进行跨领域协调，而不应该在控制器中进行协调。）  
   关于控制器和权限控制此处举个例子：会员系统有魔力营销、群发和素材管理几个模块，他们都需要新增和编辑图文的功能。我们一般做法是三个地方都指向同一个url（同一个控制器的action）来编辑图文。现在问题来了：如何进行权限控制？现在张三、李四、王五分别拥有（且仅拥有）魔力营销、群发管理和素材管理的编辑权限，如何让他们都能编辑图文呢？一种做法是在图文编辑的action中做这样的权限控制：“需拥有魔力营销或群发管理或素材管理的编辑权限”。如此繁琐，日后再加一个呢？目前我们正是采用类似这种做法（在数据表中加各种跟路由相关的限制以及url中加各种参数，一堆东西搞得人云里雾里）。  
   其实我们仔细思考就会发现，虽然三个地方都是编辑图文，但它们的业务含义是不同的，并且此处仅仅是凑巧三个场景编辑图文的操作是完全一模一样的，就让我们产生错觉认为它们是同一件事情。从用户角度（用例）来说，它们三件事情，编辑图文是三件事情中的一个环节，它们可以碰巧完全一模一样，但本质上是不同的（日后可以有不同的需求，如魔力营销中编辑图文时有额外的限制等），因而三个场景中的“编辑图文”是三个用例任务，应该对应三个action（表现在url中是三个url。此处可能有人提出疑问：url作为统一资源定位符，代表了资源本身，难道同一个资源的url可以不同吗？url只是代表了资源（的表述），并不是资源本身，资源与url是一对多的关系，就像一个事物可以有多个称呼一样（例如不同地方的人对红薯的称呼是不同的））。这三个action分别需要魔力营销、群发管理和素材管理的编辑权限。  
   实际中，控制器所面向的用户类型大致有这些：web（人）、console（命令行）、外部系统（api调用），控制器分别以web应用、后台脚本、web服务的姿态呈现。上面谈到的权限控制实际是属于web应用中的业务角色鉴权，但各类型控制器可分别使用各类型的权限控制系统（例如我们常用的api服务调用时的账号鉴权）。  
   还有一点需要注意，我们说应该在控制器层进行权限控制，但这不代表说一定由控制器本身来实现。实际上，一般控制器并不直接执行权限控制，它甚至不知道权限系统的存在。一般我们会在一个统一的地方执行鉴权,但这个地方一定不是权限系统中，这里是在使用权限系统（权限系统的消费者），属于权限系统外部。很多权限系统的设计犯了这种错误：将权限系统本身和对权限系统的使用混为一谈，在权限系统中耦合了过多的消费者信息（如菜单、路由等）。这里还需要澄清另一个事实：负责权限系统的团队往往同时负责部分或全部权限系统消费者的维护，这就很容易将两者糅合在一起。这样的团队一定要认真识别出哪些属于权限系统本身，哪些属于消费端，从而最大程度进行解耦。相较于消费端，权限系统应当是个相当稳定的存在，它不应当随着消费端变化而变化（如消费端改变了菜单、新增了路由等）。  
   权限系统是什么？权限系统定义了**某用户是否拥有某项操作权限**，如张三拥有群发管理权限。通常，为了维护的便捷性，权限系统都会引入**角色**的概念，这样，不是给张三直接授予群发管理权限，而是创建一个群发管理员角色，给该角色授予群发管理权限，然后给张三赋予群发管理员角色，从而张三便间接拥有了群发管理的权限。  
   自此我们得出权限系统三要素：**用户、角色、权限集**。其中角色、权限集还可以做分组处理。  
   （本文除非做特殊注明，否则都默认指业务权限系统）  
   对权限系统的使用是指：某项用例任务要求操作者（用户）必须拥有某项权限。用例任务（或其代理）询问权限系统，权限系统给予是或否的答复。  
   综上，权限系统消费端如下使用权限系统：  
    1. 消费端使用权限系统定义的权限集；  
    2. 消费端询问权限系统某用户是否拥有某项权限；  
   回到上面魔力营销的例子。首先在权限系统创建三个权限点：魔力营销管理、群发管理、素材管理（具体视情况而定），然后创建推广专员角色，并授予该角色魔力营销管理和群发管理权限。然后给张三这个用户赋予推广专员角色，自此张三便拥有以上两个权限点。魔力营销和群发拥有两个独立的web控制器，这两个控制器分别有一个editArticleAction（编辑图文），两者调用的领域层对象（如Article实体）是一样的，但它们需要的权限是不一样的：一个需要魔力营销管理权限，另一个需要群发管理权限。  
   （这里视现实情况，可能将图文编辑功能做成服务供远程api调用，两个action调用同一个ArticleService服务，该服务远程调用图文编辑服务）  
   有人表示不解：既然两个都是编辑图文，用一个单独的编辑图文的action不就行了吗，干嘛搞两个，仅仅为了权限控制？上文已说过，此处两个编辑图文是在两个完全不同的业务场景中出现的，只是恰巧（目前）它们的操作是完全一样的。哪一天需求变了，要求魔力营销的编辑图文操作需要一些额外的数据，你又如何在一个action中搞定？写个if else？如果再后面需求变得完全不能使用同一套图文编辑操作了呢？  
   我们往往被假象蒙骗，当我们发现两件事物的名称完全一样，其行为表现也完全一样时，便认为是同一个事物。初见欧洲人和美国人，因为第一眼发现的相似处便认为都是来自一个地方。系统设计中，一定要从业务本身去思考系统，深挖业务表象背后所隐藏的本质。  
   至此，我们发现了控制器作为用户和业务系统之前桥梁的核心价值：**用例层的行为和业务领域层的行为并不是一一映射的，因而需要控制器进行解耦与适配**。  
   前面略微提到了应用服务。我们再次强调一下“服务”的特点：服务本身并不提供实现细节（在领域服务中，这是实体干的事），服务的主要职责是协调、调度下级单元，以及外交。服务的出现是由于下级之间不协调而产生的（即服务是自下而上抽取出来的）。和领域服务是为了协调领域实体（以及其它领域服务）一样，应用服务是为了协调多个限界上下文（多领域）。和领域服务不同，应用服务属于应用层，不能包含领域业务。应用服务应当是很薄的一层。应用服务和控制器一起（其实控制器在这里也可以看成一个很简单的应用层服务，而专门的应用服务则是为了处理较复杂的用例到领域模型的适配问题）构成应用层，作为用例（用户）和领域模型之间的适配器。  
   理解应用层价值的关键是要认识到用例角度和领域模型角度是两个截然不同的视角，看待问题的方式是不同的。产品经理描述业务时往往用的是领域模型视角（至少在DDD中要求这样），而在人机交互设计时用的是用例视角。比如在博客详情页往往需要显示最近评论和相关博客，这显然属于多个领域模型。如果认识不到这两者的差别，设计出的领域模型往往会被用例模型牵着鼻子走，类便会违反单一职责原则，久而久之，代码也就偏离的OO初衷。  
   技术上，用例模型我们一般用“**展现模型**”表示，比如Yii的FormModel。有时我们可以用DTO对象作为展现模型，从多个聚合中组建用例所需的数据。或者我们也可以直接针对用例在仓储层查询并组装用例模型（用例优化查询）——这听起来有点怪，因为正常情况下，仓储应当返回领域层的聚合对象，而不应当返回应用层的东西。这种做法基于CQRS思想：命令模型和查询模型的阻抗失配。聚合一般是基于命令模型的，而用例是基于查询模型的。
5. 关于Entity:  
   前面多次提到实体，此处做下集中探讨。  
   实体是DDD的核心，每个实体对象都有一个唯一标识以区别于其他实体。两个实体间是否相等取决于它们的标识是否相同，两个标识不同的实体，纵然所有属性都相等也是两个不同的实体。例如有两个张三，性别、年龄都一样，但他们仍然是两个人。这点和值对象不同，两个属性完全相同的值对象是相等的。  
   实体有生命周期，在生命周期内实体的状态是可以发生变化的。例如Order实体，在整个购买与售后过程中，订单的某些状态会发生变化，但无论怎么变，它还是同一个订单。这点又和值对象不同。值对象是不可变的。  
   我们可以形象而简单地理解为实体对应现实世界的“那个东西”（个体）（虽然这样并不全面）。一辆车，一条积分交易记录，都是实体。实体有连续的生命周期。一辆车，从制造出来（new一个对象），到买卖交易（车的属主字段状态发生变化），到上路跑（车的行程等属性不断发生变化），到报废（对象被删除），虽然车的各种信息不断地在变化，甚至经过喷漆、改装等变得“面目全非”，车还是那辆车。值对象就不一样，值对象是不可变的，一旦属性发生变化就变成另一个值对象，好比有个Address对象，其有city、stress属性，city发生变化就会变成一个新的Address对象，相反，两个Address的city和stress如果完全一样，则认为两个Address对象相等。  
   地址信息是不是实体呢？关键看你的系统是否需要区分“那一个”地址。当两条地址信息完全一样时（对象的属性完全一样），是否表示同一个地址呢？如果是，那它就不是实体，而是值对象——我们并不关注“那一个”，只关注它的值。  
   我们会发现，一个实体往往对应数据库中的一条记录。一般是这样，但不完全一一对应。这里重点是不要用数据库记录来和实体一一对应，这样很容易走向面向数据库编程。谨记：数据库只是数据存储工具。  
   我们现在的代码中偶尔也会发现Entity，但实际都是作为DTO或DAO使用的， 其字段一般是和数据库表一一对应，而且要么没有方法，要么就是写操作数据库的方法。  
   Entity是我们建模的基础和核心，在进行实体建模时，不要去考虑数据库，而是要考虑现实世界。比如，设计积分系统时，有账户类Account。账户分为个人账户、公司账户和商家账户。在数据库里面，所有的账户都是放在h\_integral\_account表里面，通过字段区分是什么账户。以面向数据库思维设计的话，我们也会有一个Account类，然后通过属性type标识是哪种账户。这显然是伪OO，用对象来模拟数据库记录（数据库层面上，这种设计是合理的）。如果我们全然抛开数据库，思维就会从这种桎梏中解放开来。以OO方式来思考，账户分为个人账户、公司账户、商家账户，此处显然是继承关系，PersonalAccount、CompanyAccount和MerchantAccount继承自Account。实际中，公司账户和商家账户有诸多相似处，那么可以再往上抽离出“对公账户”PublicAccount继承Account，而CompanyAccount和MerchantAccount继承PublicAccount。  
   我们再看看会员实体。  
   数据库层面，会员信息主要记录在h\_member表，该表有几十个字段。以面向数据库方式设计对象的话，Member对象也会有几十个属性，然后几十个getter和setter。然后——然后你们会千万种吐糟OO如何如何不好用了。  
   从面向对象的角度出发，Member是一种身份，其更中性的存在是Person。作为人Person，只有几种需要关注的属性：姓名、身份证、性别、生日。会员Member是会员系统这个业务领域的核心概念，是Person在此系统中扮演的一种角色。  
   （“角色”这个概念在OO分析和设计中很重要。往广义说，世间万物之名皆是万物之角色。一个事物在某时间点（或时间段）一定是以某一角色来从事某项活动（这也是四色原型分析的概述）。搞清楚角色的重要性，就不会在程序设计中用一个Person（或Member）来代表一切用户以及用户活动。当用户登录时他是登陆者，当活动报名时是报名者，当发表文章时是作者。不同的身份有不同的属性和方法）。  
   会员作为一个核心角色，他应当有哪些属性和方法呢？这里存在另一个陷阱：因为我们是会员组，开发的系统是会员系统，因而貌似一个Member可以搞定一切。  
   这里有两种方案：要么直接废弃掉Member这一说法（因为它太宽泛因而也太空洞了），直接用更具体的、细粒度的身份；另一种是对“会员”的概念进行严格定义，挖掘出狭义会员的概念。个人倾向于第二种方案，因为毕竟“会员”这个在业务领域是实打实的存在，直接在软件模型中消抹掉会导致模型和领域不匹配，而且一些地方确实无法用其他概念代替。其实只要我们平时稍微注意下用于，就会发现实际上“会员”还是有比较明晰的边界的。比如粉丝和会员就是两个身份。  
   我们再看看业主。业主一定是会员（而不能仅仅是个粉丝），因而可以创建个Owner继承自Member。注意这里的关系描述用的是“一定”，这种描述是“领域内必然性”，它不一定是亘古不变的，但这种基础业务逻辑发生变更的几率非常小，因而我们使用继承关系，而不是其他关系（如聚合、组合等）。相较于聚合和组合，继承是更加稳定的关系。  
   （反过来，如果我们发现A和B仅存在不太稳定的“是一个”的关系，就要慎用继承，而考虑其他关系（如用type标识其类型）。）  
   另外我们看看Owner这个词。一个词的含义取决于上下文。Owner的本意是“所有者”，比“业主”更为宽泛。  
   那么此处是不是要用RoomOwner呢？RoomOwner将我们的关注点带到Room上，使得Owner不是很突出，而“业主”在会员系统是另一个核心概念，不应当将其命名依附在Room上，况且Owner本身即有业主之意。这里想说明的是上下文对于名词理解的重要性，以及核心概念要有核心名字。  
   最后再强调一遍：数据库设计和对象设计是两种完全不同的设计模式。  
   （  
   关于建模（模型/实体从何而来）：  
   很多时候我们想去尝试OO，却苦于建模——要么脑海中半天搞不出一个模型出来，要么怕建出来的模型不符合业务，越搞越混乱，最后不可收拾。想来想去，还不如面向数据库来得直截了当。  
   马克思主义有句话叫“从群众中来，到群众中去”，这很适合建模过程表述。  
   模型的唯一来源是需求。  
   建模是一个不断反复的解构与建构过程。  
   最初出来的模型总是很朴素、很不完善的，这属于正常现象，因为此时你只认识了当前需求本身，还停留在现象层——而此时的模型恰如其分反映了这点。  
   随着认知的深入（或编码的进行——没错，有可能在编码过程中还会发现模型的缺陷），原先朴素模型内部必然会暴露出一些矛盾点，这些矛盾点自然敦促你去进一步重新审视需求和模型。此时，你往往能透过需求现象看到业务领域的某些本质。  
   一定要认识到一点：（原始）需求属于现象，不属于领域本质。我们诚然要尊重现象，所建模型也要正确支撑现象，但现象不是本质。建模时不能完全圄于当前需求本身。  
   要不断的回到需求本身，防止模型跑得太远跑偏了。如果所建模型不能正确支撑需求了，那么需求和模型肯定有一方有问题（往往是模型出了问题）。  
   当你在建模的路上“江郎才尽”了，要立马回来读读需求。要么模型建完了，要么对需求还没有完全理解。  
   要将需求书面写出来，而不只是口头概述。详尽的写出来（最好是多人一起深入讨论，如果没有条件，一人也行，后面可组织多人讨论），在写的过程中，你会不断地发现新的概念，新的问题。实际上，这样写需求的同时就是在建模。DDD强调需求分析和模型设计的语言一致性。  
   写需求文档时，需要注重概念的提炼。由于平时需求描述的不规范性（或需求者本身的概念模糊性——需求提出者往往不是领域专家），原始需求一般会夹杂各种干扰因素，比如在所有场合都使用“用户”来代表系统使用者，将活动报名人和参加人混为一谈等。如果基于原始需求建模，你会发现整个系统就一个超级的User类。需求分析不但是潜藏概念挖掘过程，还是已知概念的“正名”过程。“粉丝”是什么，不是什么，“会员”是什么又不是什么，他和“粉丝”又是什么关系等。  
   记住：**建模的开端不是画类图，而是写需求分析文档**。你的类图应当和需求分析文档大体保持一致，当两边有很多概念或逻辑上的不一致时，说明模型有问题。  
   [ 注意：原始需求和经过我们自己分析后的需求是有区别的，详细分析后的需求一般是“现象与本质的统一”， 具体体现上是需求分析/设计文档和领域模型的统一。注意这里分析和设计是一体的。]  
   另外需要注意：需求分析完成了只代表最核心的模型完成了，不代表建模工作本身完成了。  
   ）
6. 关于framework/sdk（康威定律如何体现在framework的内部矛盾中）:  
   康威定律：设计系统的组织，其产生的设计等同于组织之内、组织之间的沟通结构。  
   framework的产生基本离不开“早期团队”。当我们发现两个独立的团队使用同一个framework程序时，基本能断定他俩曾经在一起过（或者有共同的直接上司）。  
   由于一些功能需要各模块或项目之间公用，我们便将它放到一个单独的目录中，然后在各项目中引用。这在一个小型团队中是没问题的。但是随着业务的增长，团队会分化成多个独立的团队，此时，各团队之间公用的framework便出现所有权问题。公用的代码要么没有人维护，要么都来修改。还有另一个问题，虽然各团队现在分开了，但各自仍然认为那个framework是自己的，自己团队的公用代码仍然应该放在那里面，于是此时framework里面便充斥着各个团队的“公用”代码，虽然这些代码对其他团队几无用处。  
   就敏捷型团队来说，framework并不是很好的公用代码形式。framework比较适合传统的团队，这种团队随着业务拆分往往会采用团队内分组而不是分成完全独立的团队。敏捷型团队讲究小型和自管理，团队之间的沟通并不是很频繁，因而在系统架构上也应该与之适配，相互之间的代码尽可能解耦。  
   更好的方式是采用composer形式，每个功能作为独立的composer，每个composer包有明确的所有者。整个公司有一个私有的composer仓储，每个团队管理自己的包（甚至是自己的仓储），其它团队可以使用，但不能修改，如果其它团队觉得需要针对他们团队做较大修改，可以fork一个独立分支自行维护。  
   对package的要求：  
    a. 只提供比较单一的功能，对其修改不会导致大面积辐射；  
    b. 面向接口编程，尽可能保证其对外稳定性。甚至可以在团队间制定契约（类似PHP-FIG成员间为统 一编程规范而制定的一系列PSR规约一样）；  
    c. 应当遵守开源社区的标准版本命名规范，使用者可以选择使用不同的版本；  
    d.可以追溯哪些项目安装了该package，当发生版本变更时可以进行相应通知。  
    e.package不仅仅是用来提供通用功能，还可以用来定义契约（接口），即该package只提供接口定义，不提供实现，其他的package或项目可为之提供实现（这可以在团队间制定契约）。  
   有人担心这种方式会带来升级的复杂性：升级package需要通知所有使用者进行项目更新。首先package应该是比较稳定的，如果一个package需要频繁修改，要么是实现有问题，要么是它做得太多了；而且并不是每个package都是被很多团队大量使用，也不是每次升级都是必须的；另外，如果能追溯哪些项目使用了这个package，则针对必须进行的升级可以按需通知。最后，framework模式同样存在升级问题，而且由于是一次升级必须升级所有功能，会带来更大的安全隐患。  
   需要时刻注意一点（无论是package模式还是framework模式）：哪些功能应当以服务的形式而不是package(或framework)的形式提供。我们使用package直接目的是提取多个项目要用到的功能以公用，但很多时候这些功能以服务的形式提供更适合。比如积分，每个项目都要用到，但相比于做成package，更适合做成独立的积分系统供其他系统调用。再比如公众号相关的功能也应该以服务而不是framework来提供。  
   目前我们采用sdk来替代framework，其实是换汤不换药。各团队之间有个公用的sdk，由公共团队维护，然后各团队各自有个自己的sdk。其本质还是framework，即如果哪一天公共团队不存在了，公共的sdk便成为麻烦；哪个团队分裂成多个团队了，那个团队的sdk便成为麻烦。现在之所以没有出现问题是因为云服务目前的组织架构并没有发生很大的变动。  
   framework（或sdk）问题的本质原因在于其强耦合的代码架构和松耦合的敏捷团队之间的矛盾。framework是非常粗粒度的技术划分，里面的代码之间可能没有任何关系，仅仅因为它们都是“公用代码”就走到一起。更糟糕的是，很多领域业务，因为多个项目需要用到而跑到了framework中（本应当抽离成独立的服务）。

四、会员中心系统重构初探：  
此处提到的“会员中心”是狭义的，基本属于现在的vmember和membercenter的子集。