1. **计算机系统漫游**

**1.1信息=位+上下文**

源程序是以0和1组成的位序列构成的，其每个字符都对应一个ASCII字符，。一个ASCII字符是以唯一的单字节大小的整数值来表示每个文本字符，每个字节由8bit组成，因此源程序里面的所有信息都是一串位来表示的。我们可以理解为我们看到的C语言程序最终都是0、1组合的形式告诉计算机。那么同样的一段数据有可能有不同的含义，这就需要结合上下文来进行理解。

**1.2编译的工作原理**

以hello.c源文件来举例子：

hello.c --> 预处理器 --> 编译器 --> 汇编器 --> 链接器 --> 目标文件

首先，hello.c源文件需要进行预处理，也就是把头文件包含的内容添加到源文件中，相当于把头文件的库加载进来最终组成一个文件。然后将这个预处理好的文件进行统一编译，把高级语言转换成汇编语言，汇编语言再转化成机器语言，最后是处理hello.c里面涉及到的printf函数，需要把这部分代码与当前的代码进行链接，最终合并到一个文件。合并成功后就可以加载到内存中由系统来执行。

**1.3理解编译系统的好处**

1. 优化程序性能——理解编译过程有助于优化代码
2. 理解链接时出现的错误——莫名其妙的错误往往跟链接有关
3. 避免安全漏洞——缓冲区溢出是常见的安全漏洞

**1.4程序运行的流程**

目标文件存在磁盘中，当我们在shell里面输入该文件名的时候，计算机会把目标文件从磁盘复制到主存，然后处理器开始执行main程序里面的机器语言指令，把相关数据从内存复制到寄存器文件中，然后再通过总线从寄存器复制到显示设备进行显示。

**1.5高速缓存**

高速缓存在提升程序性能来说是非常重要的，因为我们的程序从磁盘到主存，从主存到寄存器这些过程都需要开销时间，这样就会降低效率。然而我们可以利用高速缓存的局部性原理来进行有效提升程序的性能，把最近出现或者未来可能会用到的程序放到高速缓存中，这样就可以减少访问磁盘或者内存的次数，从而实现提高效率。同时，高速缓存的访问速度跟寄存器差不多，比访问主存要快很多，更比磁盘快很多。在现在的系统中，甚至已经有L1、L2和L3三级的高速缓存。

**1.6存储设备层次结构**

访问速度从快到慢：寄存器文件 --> L1 cache --> L2 cache --> L3 cache --> 主存 --> 本地磁盘 -->分布式系统、Web服务器。

同时，前面一个存储设备可以作为后面一个的高速缓存，相当于一个中间件桥梁的作用，或者理解为缓冲区的作用，这对于提升程序性能来说非常重要，因此我们需要好好理解高速缓存的概念。

**1.7操作系统管理硬件**

操作系统相当于在应用程序和硬件之间加了一层软件，通过这层软件可以对底层硬件进行抽象化，然后方便用户更方便地操控硬件。操作系统有几个基本抽象概念来实现这些功能，分别是进程、虚拟存储器和文件。其中**文件是对I/O设备地抽象**，说白了文件就是字节序列，所有的I/O设备都可以抽象为文件，包括磁盘、键盘、显示器甚至网络。然后再进一步抽象就是虚拟存储器，**虚拟存储器是对文件和主存的抽象表示**，为每一个进程提供了独占地使用内存地假象。最后一个是进程，**进程是对处理器、主存和I/O设备的抽象表示**，也是最重要的概念。进程是动态的，是正在运行的程序的一种抽象。处理器在处理代码和数据的时候往往会涉及到进程的上下文切换，这也是提高CPU利用率的方法。对进程的进一步划分还有一个线程的概念，线程可以共享进程的所有资源。综述所述，我们需要理解操作系统对硬件设备的抽象表示，只有这样我们才能更好地通过操作系统对硬件进行管理。

**1.8系统间网络通信**

网络其实可以看成是一个I/O设备，因为通过网络我们可以连接到任何一台设备，这样地话我们把任何一台设备地输出当成我们本地设备地输入，也就可以把网络理解为I/O设备。网络之间地通信最典型地机制是客户端—服务器的形式，其整体的运行流程跟本机运行的流程基本一致，只是把网络接口当成了一个输入输出通道而已。

**1.9重要主题**

线程级并发、指令级并行和SIMD并行（单指令、多数据并行）这三个概念有点抽象，后续继续探讨。除此之外，抽象是一个非常重要的概念，添加一个虚拟机的概念，虚拟机是对整个计算机的抽象，包括操作系统、处理器和程序。
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