**Код библиотеки:**

using System;

using System;

using System.Data;

using System.Data.SqlClient;

using System.Windows.Forms;

namespace Library

{

public class BD

{

private string connectionString = "Data Source=192.168.188.11; Initial Catalog=!!!AMetYP; Integrated Security=True;";

private SqlConnection con;

public BD()

{

//con = new SqlConnection("Data Source=DESKTOP-S2UBJ1D\\SQLEXPRESS; Initial Catalog=YP; Integrated Security=True;");

con = new SqlConnection("Data Source=192.168.188.11; Initial Catalog=!!!AMetYP; Integrated Security=True;");

}

public void Con()

{

con.Open();

}

public void closeCon()

{

con.Close();

}

// логин форма

public int LoginUser(string username, string password)

{

string query = "SELECT employeeID FROM Employees WHERE login = @userlogin AND password = @userpassword";

using (SqlCommand cmd = new SqlCommand(query, con))

{

cmd.Parameters.AddWithValue("@userlogin", username);

cmd.Parameters.AddWithValue("@userpassword", password);

con.Open();

object result = cmd.ExecuteScalar();

con.Close();

if (result != null)

return Convert.ToInt32(result);

}

query = "SELECT clientID FROM Clients WHERE login = @userlogin AND password = @userpassword";

using (SqlCommand cmd = new SqlCommand(query, con))

{

cmd.Parameters.AddWithValue("@userlogin", username);

cmd.Parameters.AddWithValue("@userpassword", password);

con.Open();

object result = cmd.ExecuteScalar();

con.Close();

return result != null ? Convert.ToInt32(result) : -1;

}

}

public string RoleUser(string username, string password)

{

string query = "SELECT type FROM Employees WHERE login = @userlogin AND password = @userpassword";

using (SqlCommand cmd = new SqlCommand(query, con))

{

cmd.Parameters.AddWithValue("@userlogin", username);

cmd.Parameters.AddWithValue("@userpassword", password);

con.Open();

object result = cmd.ExecuteScalar();

con.Close();

return result != null ? Convert.ToString(result) : "none";

}

}

public void AddFailurePlus(string login)

{

int? userId = null;

using (SqlCommand cmd = new SqlCommand("SELECT clientID FROM Clients WHERE [login] = @login", con))

{

cmd.Parameters.AddWithValue("@login", login);

con.Open();

var result = cmd.ExecuteScalar();

if (result != null)

{

userId = Convert.ToInt32(result);

}

con.Close();

}

if (userId.HasValue)

{

using (SqlCommand cmd = new SqlCommand("INSERT INTO login\_attmpts (id\_user, login\_date, failure) VALUES (@id\_user, @Date, 1);", con))

{

cmd.Parameters.AddWithValue("@id\_user", userId.Value);

cmd.Parameters.AddWithValue("@Date", DateTime.Now);

con.Open();

cmd.ExecuteNonQuery();

con.Close();

}

}

else

{

using (SqlCommand cmd = new SqlCommand("SELECT employeeID FROM Employees WHERE [login] = @login", con))

{

cmd.Parameters.AddWithValue("@login", login);

con.Open();

var result = cmd.ExecuteScalar();

if (result != null)

{

userId = Convert.ToInt32(result);

}

con.Close();

}

if (userId.HasValue)

{

using (SqlCommand cmd = new SqlCommand("INSERT INTO login\_attmpts (id\_user, login\_date, failure) VALUES (@id\_user, @Date, 1);", con))

{

cmd.Parameters.AddWithValue("@id\_user", userId.Value);

cmd.Parameters.AddWithValue("@Date", DateTime.Now);

con.Open();

cmd.ExecuteNonQuery();

con.Close();

}

}

}

}

public void AddFailureMinus(int userId)

{

using (SqlCommand cmd = new SqlCommand("INSERT INTO login\_attmpts (id\_user, login\_date, failure) VALUES (@id\_user, @Date, 0);", con))

{

cmd.Parameters.AddWithValue("@id\_user", userId);

cmd.Parameters.AddWithValue("@Date", DateTime.Now);

con.Open();

cmd.ExecuteNonQuery();

con.Close();

}

}

// клиент

public void LoadUserInfo(Label labelFIO, Label labelPhone, int userID)

{

Con();

string userInfoQuery = @"

SELECT fio, phone

FROM Clients

WHERE clientID = @userID";

try

{

using (SqlCommand command = new SqlCommand(userInfoQuery, con))

{

command.Parameters.AddWithValue("@userID", userID);

using (SqlDataReader reader = command.ExecuteReader())

{

if (reader.Read())

{

labelFIO.Text = reader["fio"].ToString();

labelPhone.Text = reader["phone"].ToString();

}

}

}

}

catch (SqlException ex)

{

Console.WriteLine($"Ошибка получения данных о пользователе: {ex.Message}");

}

finally

{

if (con.State == ConnectionState.Open)

{

closeCon();

}

}

}

// редактирование заявки для клиента

public bool EditRequest(int requestID, string model, string problem)

{

if (string.IsNullOrWhiteSpace(model))

{

throw new ArgumentException("Модель не может быть пустой.");

}

if (string.IsNullOrWhiteSpace(problem))

{

throw new ArgumentException("Проблема не может быть пустой.");

}

try

{

con.Open();

// Получаем techID по модели

using (SqlCommand command = new SqlCommand("SELECT techID FROM Tech WHERE model = @model", con))

{

command.Parameters.AddWithValue("@model", model);

var result = command.ExecuteScalar();

if (result == null)

{

throw new Exception("Указанная модель не найдена в базе данных!");

}

int techID = (int)result;

// Обновляем заявку

command.CommandText = "UPDATE Requests SET techId = @techId, problem = @problem WHERE requestID = @requestID";

command.Parameters.Clear(); // Очищаем параметры перед повторным использованием

command.Parameters.AddWithValue("@techId", techID);

command.Parameters.AddWithValue("@problem", problem);

command.Parameters.AddWithValue("@requestID", requestID);

int rowsAffected = command.ExecuteNonQuery();

return rowsAffected > 0;

}

}

catch (Exception ex)

{

throw new Exception($"Произошла ошибка при обновлении заявки: {ex.Message}");

}

finally

{

closeCon();

}

}

}

}

**Код тестов:**

using Microsoft.VisualStudio.TestTools.UnitTesting;

using System.Windows.Forms;

using Library;

namespace UnitTests

{

[TestClass]

public class UnitTest1

{

[TestMethod]

public void TestMethod1()

{

string login = "login2";

string pass = "pass2";

int userid = 1;

BD sql = new BD();

int userid\_query = sql.LoginUser(login, pass);

Assert.AreEqual(userid\_query, userid);

}

[TestMethod]

public void TestMethod2()

{

string login = "perinaAD";

string pass = "250519";

BD sql = new BD();

string role = "Оператор";

string role\_query = sql.RoleUser(login, pass);

Assert.AreEqual(role\_query, role);

}

[TestMethod]

public void TestMethod3()

{

string login = "perinaAD";

string pass = "250519";

BD sql = new BD();

string role = "Менеджер";

string role\_query = sql.RoleUser(login, pass);

Assert.AreNotEqual(role\_query, role);

}

[TestMethod]

public void TestMethod4()

{

string login = "login2";

string pass = "pass2";

int userid = 2;

BD sql = new BD();

int userid\_query = sql.LoginUser(login, pass);

Assert.AreNotEqual(userid\_query, userid);

}

[TestMethod]

public void TestMethod5()

{

BD sql = new BD();

int requestID = 1; // ID заявки, которую мы будем редактировать

string newModel = "Ладомир ТА112 белый"; // Новая модель

string newProblem = "Не включается"; // Новая проблема

// Act

bool isUpdated = sql.EditRequest(requestID, newModel, newProblem);

// Assert

Assert.IsTrue(isUpdated, "Заявка не была обновлена.");

// Дополнительно проверим, что данные действительно обновились

string query = "SELECT problem FROM Requests WHERE requestID = @requestID";

using (SqlConnection con = new SqlConnection("Data Source=192.168.188.11; Initial Catalog=!!!AMetYP; Integrated Security=True;"))

{

con.Open();

using (SqlCommand cmd = new SqlCommand(query, con))

{

cmd.Parameters.AddWithValue("@requestID", requestID);

var result = cmd.ExecuteScalar();

Assert.AreEqual(newProblem, result.ToString(), "Проблема не была обновлена в базе данных.");

}

}

}

}

}

**Результат:**

![](data:image/png;base64,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)

Аннотация теста:

|  |  |
| --- | --- |
| **Название проекта** | Программа для системы учета заявок на ремонт бытовой техники |
| **Рабочая версия** | 1.0 |
| **Имя тестирующего** | Метель Ксения Игоревна |
| **Дата(ы) теста** | 19.12.2024 |

Тест кейс #1

|  |  |
| --- | --- |
| **Тест кейс #** | 1 |
| **Приоритет тестирования** | Высокий |
| **Заголовок/название теста** | Проверка корректной авторизации под ролью «Клиент» |
| **Краткое изложение теста** | Тест проверяет, что пользователь с заданными логином и паролем имеет роль «Клиент» |
| **Этапы теста** | 1. Запустить приложение 2. Ввести логин и пароль клиента 3. Нажать кнопку «Войти» |
| **Тестовые данные** | Логин: login2  Пароль: pass2 |
| **Ожидаемый результат** | После успешной авторизации открывается окно профиля клиента |
| **Фактический результат** | После успешной авторизации открывается окно профиля клиента |
| **Статус** | Зачет |
| **Предварительное условие** | Корректные логин и пароль клиента внесены в БД |
| **Постусловие** | Пользователю доступен функционал роли «Клиент» |
| **Примечания/комментарии** | Нет |

Тест кейс #2

|  |  |
| --- | --- |
| **Тест кейс #** | 2 |
| **Приоритет тестирования** | Высокий |
| **Заголовок/название теста** | Проверка корректной авторизации под ролью «Оператор» |
| **Краткое изложение теста** | Тест проверяет, что пользователь с заданными логином и паролем имеет роль «Оператор» |
| **Этапы теста** | 1. Запустить приложение 2. Ввести логин и пароль оператора 3. Нажать кнопку «Войти» |
| **Тестовые данные** | Логин: perinaAD  Пароль: 250519 |
| **Ожидаемый результат** | После успешной авторизации открывается окно профиля оператора |
| **Фактический результат** | После успешной авторизации открывается окно профиля оператора |
| **Статус** | Зачет |
| **Предварительное условие** | Корректные логин и пароль оператора внесены в БД |
| **Постусловие** | Пользователю доступен функционал роли «Оператор» |
| **Примечания/комментарии** | Нет |

Тест кейс #3

|  |  |
| --- | --- |
| **Тест кейс #** | 3 |
| **Приоритет тестирования** | Высокий |
| **Заголовок/название теста** | Проверка некорректной авторизации под ролью «Менеджер» |
| **Краткое изложение теста** | Тест проверяет, что у пользователя с заданными логином и паролем отсутствует роль «Менеджер» |
| **Этапы теста** | 1. Запустить приложение 2. Ввести некорректные логин и пароль менеджера 3. Нажать кнопку «Войти» |
| **Тестовые данные** | Логин: perinaAD  Пароль: 250519 |
| **Ожидаемый результат** | После неудачной авторизации появляется уведомление о вводе некорректных данных, роль «Менеджер» не присваивается |
| **Фактический результат** | После неудачной авторизации появляется уведомление о вводе некорректных данных, роль «Менеджер» не присваивается |
| **Статус** | Зачет |
| **Предварительное условие** | Данного пользователя с введенными логином и паролем не существует в БД |
| **Постусловие** | Пользователю не доступен функционал роли «Менеджер» |
| **Примечания/комментарии** | Нет |

Тест кейс #4

|  |  |
| --- | --- |
| **Тест кейс #** | 4 |
| **Приоритет тестирования** | Средний |
| **Заголовок/название теста** | Проверка некорректной авторизации под ролью «Клиент» |
| **Краткое изложение теста** | Тест проверяет, что у пользователя с заданными логином и паролем отсутствует роль «Клиент» |
| **Этапы теста** | 1. Запустить приложение 2. Ввести некорректные логин и пароль клиента 3. Нажать кнопку «Войти» |
| **Тестовые данные** | Логин: login2  Пароль: 250519 |
| **Ожидаемый результат** | После неудачной авторизации появляется уведомление о вводе некорректных данных, роль «Клиент» не присваивается |
| **Фактический результат** | После неудачной авторизации появляется уведомление о вводе некорректных данных, роль «Клиент» не присваивается |
| **Статус** | Зачет |
| **Предварительное условие** | Данного пользователя с введенными логином и паролем не существует в БД |
| **Постусловие** | Корректные логин и пароль клиента внесены в БД |
| **Примечания/комментарии** | Нет |

Тест кейс #5

|  |  |
| --- | --- |
| **Тест кейс #** | 5 |
| **Приоритет тестирования** | Высокий |
| **Заголовок/название теста** | Проверка корректного редактирования заявки |
| **Краткое изложение теста** | Тест проверяет, что авторизованный клиент может корректно отредактировать заявку |
| **Этапы теста** | 1. Открыть форму редактирования заявки 2. внести новые данные |
| **Тестовые данные** | Id: 1  Новая модель: Ладомир ТА112 белый  Новая проблема: Не включается |
| **Ожидаемый результат** | Заявка успешно обновлена и отображает новые данные |
| **Фактический результат** | Заявка успешно обновлена и отображает новые данные |
| **Статус** | Зачет |
| **Предварительное условие** | Редактируемая заявка с Id 1 существует в БД, корректные логин и пароль клиента внесены в БД |
| **Постусловие** | Система возвращает к списку, где доступна обновленная информация |
| **Примечания/комментарии** | Нет |