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一、虚函数的工作原理**  
      虚函数的实现要求对象携带额外的信息，这些信息用于在运行时确定该对象应该调用哪一个虚函数。典型情况下，这一信息具有一种被称为 vptr（virtual table pointer，虚函数表指针）的指针的形式。vptr 指向一个被称为 vtbl（virtual table，虚函数表）的函数指针数组，每一个包含虚函数的类都关联到 vtbl。当一个对象调用了虚函数，实际的被调用函数通过下面的步骤确定：找到对象的 vptr 指向的 vtbl，然后在 vtbl 中寻找合适的函数指针。  
      虚拟函数的地址翻译取决于对象的内存地址，而不取决于数据类型(编译器对函数调用的合法性检查取决于数据类型)。如果类定义了虚函数，该类及其派生类就要生成一张虚拟函数表，即vtable。而在类的对象地址空间中存储一个该虚表的入口，占4个字节，这个入口地址是在构造对象时由编译器写入的。所以，由于对象的内存空间包含了虚表入口，编译器能够由这个入口找到恰当的虚函数，这个函数的地址不再由数据类型决定了。故对于一个父类的对象指针，调用虚拟函数，如果给他赋父类对象的指针，那么他就调用父类中的函数，如果给他赋子类对象的指针，他就调用子类中的函数(取决于对象的内存地址)。  
      虚函数需要注意的大概就是这些个地方了，之前在More effective C++上好像也有见过，不过这次在Visual C++权威剖析这本书中有了更直白的认识，这本书名字很牛逼，看看内容也就那么回事，感觉名不副实，不过说起来也是有其独到之处的，否则也没必要出这种书了。  
      每当创建一个包含有虚函数的类或从包含有虚函数的类派生一个类时，编译器就会为这个类创建一个虚函数表（VTABLE）保存该类所有虚函数的地址，其实这个VTABLE的作用就是保存自己类中所有虚函数的地址，可以把VTABLE形象地看成一个函数指针数组，这个数组的每个元素存放的就是虚函数的地址。在每个带有虚函数的类 中，编译器秘密地置入一指针，称为v p o i n t e r（缩写为V P T R），指向这个对象的V TA B L E。 当构造该派生类对象时，其成员VPTR被初始化指向该派生类的VTABLE。所以可以认为VTABLE是该类的所有对象共有的，在定义该类时被初始化；而VPTR则是每个类对象都有独立一份的，且在该类对象被构造时被初始化。  
      通过基类指针做虚函数调 用时（也就是做多态调用时），编译器静态地插入取得这个V P T R，并在V TA B L E表中查找函数地址的代码，这样就能调用正确的函数使晚捆绑发生。为每个类设置V TA B L E、初始化V P T R、为虚函数调用插入代码，所有这些都是自动发生的，所以我们不必担心这些。

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. #include<iostream>
2. **using** **namespace** std;
4. **class** A
5. {
6. **public**:
7. **virtual** **void** fun1()
8. {
9. cout << "A::fun1()" << endl;
10. }
11. **virtual** **void** fun2()
12. {
13. cout << "A::fun2()" << endl;
14. }
15. };
17. **class** B : **public** A
18. {
19. **public**:
20. **void** fun1()
21. {
22. cout << "B::fun1()" << endl;
23. }
24. **void** fun2()
25. {
26. cout << "B::fun2()" << endl;
27. }
28. };
30. **int** main()
31. {
32. A \*pa = **new** B;
33. pa->fun1();
34. **delete** pa;
36. system("pause");
37. **return** 0;
38. }

             毫无疑问，调用了B::fun1()，但是B::fun1()不是像普通函数那样直接找到函数地址而执行的。真正的执行方式是：首先取出pa指针所指向的对象的vptr的值，这个值就是vtbl的地址，由于调用的函数B::fun1()是第一个虚函数，所以取出vtbl第一个表项里的值，这个值就是B::fun1()的地址了，最后调用这个函数。因此只要vptr不同，指向的vtbl就不同，而不同的vtbl里装着对应类的虚函数地址，所以这样虚函数就可以完成它的任务，多态就是这样实现的。  
      而对于class A和class B来说，他们的vptr指针存放在何处？其实这个指针就放在他们各自的实例对象里。由于class A和class B都没有数据成员，所以他们的实例对象里就只有一个vptr指针。  
      **虚拟函数使用的缺点  
　　优点讲了一大堆，现在谈一下缺点，虚函数最主要的缺点是执行效率较低，看一看虚拟函数引发的多态性的实现过程，你就能体会到其中的原因，另外就是由于要携带额外的信息（VPTR），所以导致类多占的内存空间也会比较大，对象也是一样的。**  
     含有虚函数的对象在内存中的结构如下:

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** A
2. {
3. **private**:
4. **int** a;
5. **int** b;
6. **public**:
7. **virtual** **void** fun0()
8. {
9. cout<<"A::fun0"<<endl;
10. }
11. };

![http://my.csdn.net/uploads/201208/19/1345368080_2212.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVUAAACBCAIAAAD/tr70AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADhklEQVR4nO3d0W6bMACG0TDt/V+ZXaAiBCSB1YDt/5yrLKIlUfiIDXQM4zi+gEh/nn4BwGP0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n0D7n+HlxuGIZLX0d/3FiplNa3vZq3hKP9v+p+G7VpfZOtTbvbXuVbgvE/5NI/5NI/5NI/5NI/31V+EIv/pn8OGYbBXqA/J87/kWw6AzftAto9G8dKgf6X28T2K2L3+XEcl8/YnlphL9CZAuP/1XYwjuP0zPRg7nx+cvXP1b6A+s2fmg+udTeN/5f7CN8bfWRjLNCBkv0Pw7DcDo5sGbFbTzdv2V6gaRce/58nAp+Xue4FcJu+ZwTTm+ryrZXp/zdzePP/bty/F9hd0fDj+C/5sPw8qu1yQy05/vdlzuvGGcFU5nbWeWqly+W3P7t6Zru61l0y/t8dL62e3P0n3XBmpwnFvv+/HuHfnib8vDxNu+eI4Pwtshx0zKt+92Biq3u5/pfiprn0kaO/v1zL6oqS+fHyCpTl86sFjE1erv+lIGcBm6N/Cniq/P4OyN1M/89obvD5rrFny999sHxJy3H+8sF8vGB7ifp2LR9OELRO/w9obht6d5r99eh7eTe9f7fY1x9/t9juicY+6J/THi//ZtsDjd3QPyekld89/XOI8rukfw5Rfpf0z3cPxt/x397V4Fz/PgZuZtxxqXP9+zAOsqOkCa7/h1z6h1z6h1z6h1z6h1z6h1z6h1z6h1z6h1z6h1zl//5ne6vv4qsAiijc/9c7qAD1MP6HXIW//5f/U2rZ3wwUd9X8344A6nf5/B+o1k3zf6MAqFD5+f82dfFDncrP/43/oRXO/0Eu/UMu/UMu/UMu/UMu/UMu/UMu/UOuE9f/uIwPOnOifxf2HWdfSROM/yGX/iGX/iGX/iGX/iGX/iGX/iFXsf6HYXDSG9pSrH9XB0FzjP8hl/4hl/4h14X3/3ZEACp34f2/3AsMKld4/L8MfvdeQEA9zP8hl/4hl/4hV+H+lxN+x/+gchfe/1v8ULmS/U/Byx5aYf4PufQPufQPufQPufQPufQPudz/E3Id7d9Z/VPsK2mCS3Qhl/k/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5NI/5PoH1vmoD8fS22gAAAAASUVORK5CYII=)  
1、直接继承  
那我们来看看编译器是怎么建立VPTR指向的这个虚函数表的，先看下面两个类：

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** base
2. {
3. **private**:
4. **int** a;
5. **public**:
6. **void** bfun()
7. {
8. }
9. **virtual** **void** vfun1()
10. {
11. }
12. **virtual** **void** vfun2()
13. {
14. }
15. };
17. **class** derived : **public** base
18. {
19. **private**:
20. **int** b;
21. **public**:
22. **void** dfun()
23. {
24. }
25. **virtual** **void** vfun1()
26. {
27. }
28. **virtual** **void** vfun3()
29. {
30. }
31. };

两个类的VPTR指向的虚函数表（VTABLE）分别如下：  
base类  
                     ——————  
VPTR——>    |&base::vfun1 |  
                      ——————  
                    |&base::vfun2 |  
                    ——————  
        
derived类  
                      ———————  
VPTR——>    |&derived::vfun1 |  
                     ———————  
                   |&base::vfun2     |  
                    ———————  
                   |&derived::vfun3 |  
                    ———————  
      每当创建一个包含有虚函数的类或从包含有虚函数的类派生一个类时，编译器就为这个类创建一个VTABLE，如上图所示。在这个表中，编译器放置了在这个类中或在它的基类中所有已声明为virtual的函数的地址。如果在这个派生类中没有对在基类中声明为virtual的函数进行重新定义，编译器就使用基类 的这个虚函数地址。（在derived的VTABLE中，vfun2的入口就是这种情况。）然后编译器在这个类中放置VPTR。**当使用简单继承时，对于每个对象只有一个VPTR**。VPTR必须被初始化为指向相应的VTABLE，这在构造函数中发生。  
       一旦VPTR被初始化为指向相应的VTABLE，对象就"知道"它自己是什么类型。但只有当虚函数被调用时这种自我认知才有用。   
       没有虚函数类对象的大小正好是数据成员的大小，包含有一个或者多个虚函数的类对象编译器向里面插入了一个VPTR指针(void \*)，指向一个存放函数地址的表就是我们上面说的VTABLE，这些都是编译器为我们做的我们完全可以不关心这些。所以有虚函数的类对象的大小是数据成员的大小加上一个VPTR指针(void \*)的大小。  
  
总结一下VPTR 和 VTABLE 和类对象的关系:  
       每一个具有虚函数的类都有一个虚函数表VTABLE，里面按在类中声明的虚函数的顺序存放着虚函数的地址，这个虚函数表VTABLE是这个类的所有对象所共有的，也就是说无论用户声明了多少个类对象，但是这个VTABLE虚函数表只有一个。  
       在每个具有虚函数的类的对象里面都有一个VPTR虚函数指针，这个指针指向VTABLE的首地址，每个类的对象都有这么一种指针。  
2、虚继承  
     这个是比较不好理解的，对于虚继承，若派生类有自己的虚函数，则它本身需要有一个虚指针，指向自己的虚表。另外，派生类虚继承父类时，首先要通过加入一个虚指针来指向父类，因此有可能会有两个虚指针。  
**二、(虚)继承类的内存占用大小**  
     首先，平时所声明的类只是一种类型定义，它本身是没有大小可言的。 因此，如果用sizeof运算符对一个类型名操作，那得到的是具有该类型实体的大小。  
计算一个类对象的大小时的规律：  
    1、空类、单一继承的空类、多重继承的空类所占空间大小为：1（字节，下同）；  
    2、一个类中，虚函数本身、成员函数（包括静态与非静态）和静态数据成员都是不占用类对象的存储空间的；  
    3、因此一个对象的大小≥所有非静态成员大小的总和；   
    4、当类中声明了虚函数（不管是1个还是多个），那么在实例化对象时，编译器会自动在对象里安插一个指针vPtr指向虚函数表VTable；  
    5、虚承继的情况：由于涉及到虚函数表和虚基表，会同时增加一个（多重虚继承下对应多个）vfPtr指针指向虚函数表vfTable和一个vbPtr指针指向虚基表vbTable，这两者所占的空间大小为：8（或8乘以多继承时父类的个数）；  
    6、在考虑以上内容所占空间的大小时，还要注意编译器下的“补齐”padding的影响，即编译器会插入多余的字节补齐；  
    7、类对象的大小=各非静态数据成员（包括父类的非静态数据成员但都不包括所有的成员函数）的总和+ vfptr指针(多继承下可能不止一个)+vbptr指针(多继承下可能不止一个)+编译器额外增加的字节。  
示例一：含有普通继承

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** A
2. {
3. };
5. **class** B
6. {
7. **char** ch;
8. **virtual** **void** func0()  {  }
9. };
11. **class** C
12. {
13. **char** ch1;
14. **char** ch2;
15. **virtual** **void** func()  {  }
16. **virtual** **void** func1()  {  }
17. };
19. **class** D: **public** A, **public** C
20. {
21. **int** d;
22. **virtual** **void** func()  {  }
23. **virtual** **void** func1()  {  }
24. };
26. **class** E: **public** B, **public** C
27. {
28. **int** e;
29. **virtual** **void** func0()  {  }
30. **virtual** **void** func1()  {  }
31. };
33. **int** main(**void**)
34. {
35. cout<<"A="<<**sizeof**(A)<<endl;    //result=1
36. cout<<"B="<<**sizeof**(B)<<endl;    //result=8
37. cout<<"C="<<**sizeof**(C)<<endl;    //result=8
38. cout<<"D="<<**sizeof**(D)<<endl;    //result=12
39. cout<<"E="<<**sizeof**(E)<<endl;    //result=20
40. **return** 0;
41. }

前面三个A、B、C类的内存占用空间大小就不需要解释了，注意一下内存对齐就可以理解了。  
求sizeof(D)的时候，需要明白，首先VPTR指向的虚函数表中保存的是类D中的两个虚函数的地址，然后存放基类C中的两个数据成员ch1、ch2，注意内存对齐，然后存放数据成员d，这样4+4+4=12。  
求sizeof(E)的时候，首先是类B的虚函数地址，然后类B中的数据成员，再然后是类C的虚函数地址，然后类C中的数据成员，最后是类E中的数据成员e，同样注意内存对齐，这样4+4+4+4+4=20。  
示例二：含有虚继承

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** CommonBase
2. {
3. **int** co;
4. };
6. **class** Base1: **virtual** **public** CommonBase
7. {
8. **public**:
9. **virtual** **void** print1() {  }
10. **virtual** **void** print2() {  }
11. **private**:
12. **int** b1;
13. };
15. **class** Base2: **virtual** **public** CommonBase
16. {
17. **public**:
18. **virtual** **void** dump1() {  }
19. **virtual** **void** dump2() {  }
20. **private**:
21. **int** b2;
22. };
24. **class** Derived: **public** Base1, **public** Base2
25. {
26. **public**:
27. **void** print2() {  }
28. **void** dump2() {  }
29. **private**:
30. **int** d;
31. };

sizeof(Derived)=32，其在内存中分布的情况如下：

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** Derived size(32):
2. +---
3. | +--- (base **class** Base1)
4. | | {vfptr}
5. | | {vbptr}
6. | | b1
7. | +---
8. | +--- (base **class** Base2)
9. | | {vfptr}
10. | | {vbptr}
11. | | b2
12. | +---
13. | d
14. +---
15. +--- (**virtual** base CommonBase)
16. | co
17. +---

示例3：

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. **class** A
2. {
3. **public**:
4. **virtual** **void** aa() {  }
5. **virtual** **void** aa2() {  }
6. **private**:
7. **char** ch[3];
8. };
10. **class** B: **virtual** **public** A
11. {
12. **public**:
13. **virtual** **void** bb() {  }
14. **virtual** **void** bb2() {  }
15. };
17. **int** main(**void**)
18. {
19. cout<<"A's size is "<<**sizeof**(A)<<endl;
20. cout<<"B's size is "<<**sizeof**(B)<<endl;
21. **return** 0;
22. }

执行结果：A's size is 8  
              B's size is 16  
      说明：对于虚继承，类B因为有自己的虚函数，所以它本身有一个虚指针，指向自己的虚表。另外，类B虚继承类A时，首先要通过加入一个虚指针来指向父类A，然后还要包含父类A的所有内容。因此是4+4+8=16。  
  
两种多态实现机制及其优缺点  
除了c++的这种多态的实现机制之外，还有另外一种实现机制，也是查表，不过是按名称查表，是smalltalk等语言的实现机制。这两种方法的优缺点如下：  
（1）、按照绝对位置查表，这种方法由于编译阶段已经做好了索引和表项(如上面的call \*(pa->vptr[1]） )，所以运行速度比较快；缺点是：当A的virtual成员比较多（比如1000个），而B重写的成员比较少（比如2个），这种时候，B的vtableＢ的剩下的998个表项都是放Ａ中的ｖｉｒｔｕａｌ成员函数的指针，如果这个派生体系比较大的时候，就浪费了很多的空间。  
比如：ＧＵＩ库，以ＭＦＣ库为例，ＭＦＣ有很多类，都是一个继承体系；而且很多时候每个类只是１，２个成员函数需要在派生类重写，如果用Ｃ＋＋的虚函数机制，每个类有一个虚表，每个表里面有大量的重复，就会造成空间利用率不高。于是ＭＦＣ的消息映射机制不用虚函数，而用第二种方法来实现多态，那就是：  
（２）、按照函数名称查表，这种方案可以避免如上的问题；但是由于要比较名称，有时候要遍历所有的继承结构，时间效率性能不是很高。（关于ＭＦＣ的消息映射的实现，看下一篇文章）  
３、总结：  
如果继承体系的基类的virtual成员不多，而且在派生类要重写的部分占了其中的大多数时候，用Ｃ＋＋的虚函数机制是比较好的；  
但是如果继承体系的基类的virtual成员很多，或者是继承体系比较庞大的时候，而且派生类中需要重写的部分比较少，那就用名称查找表，这样效率会高一些，很多的ＧＵＩ库都是这样的，比如ＭＦＣ，ＱＴ。  
ＰＳ：其实，自从计算机出现之后，时间和空间就成了永恒的主题，因为两者在98%的情况下都无法协调，此长彼消；这个就是计算机科学中的根本瓶颈之所在。软件科学和算法的发展，就看能不能突破这对时空权衡了。呵呵。。  
何止计算机科学如此，整个宇宙又何尝不是如此呢？最基本的宇宙之谜，还是时间和空间。  
  
C++如何不用虚函数实现多态   
可以考虑使用函数指针来实现多态

**[cpp]** [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/7883531)

1. #include<iostream>
2. **using** **namespace** std;
4. **typedef** **void** (\*fVoid)();
6. **class** A
7. {
8. **public**:
9. **static** **void** test()
10. {
11. printf("hello A\n");
12. }
14. fVoid print;
16. A()
17. {
18. print = A::test;
19. }
20. };
22. **class** B : **public** A
23. {
24. **public**:
25. **static** **void** test()
26. {
27. printf("hello B\n");
28. }
30. B()
31. {
32. print = B::test;
33. }
34. };

37. **int** main(**void**)
38. {
39. A aa;
40. aa.print();
42. B b;
43. A\* a = &b;
44. a->print();
46. **return** 0;
47. }