# C++

## STL之内存管理

STL的内存管理分为两级

第一个级别用于较大内存分配与释放的管理(>128byte), malloc\_alloc

第二个级别用于小于128byte的内存管理,default\_alloc

stl有很多种allocator，根据C++的标准，stl的allocator把对象的申请和释放分为四个步骤：

（1） 申请内存空间，对应的函数是allocator：：allocate（）

（2） 执行构造函数，对应的函数是allocator：：construct（）

（3） 执行析构函数，对应的函数是allocator：：destory（）

（4） 释放内存空间，对应的函数是allocator：：的allocate（）

## STL相关概念

1. SGI 全称为 Silicon Graphics Inc. 硅图公司，SGI\_STL是SGI实现的C++的[标准模板库](https://so.csdn.net/so/search?q=%E6%A0%87%E5%87%86%E6%A8%A1%E6%9D%BF%E5%BA%93&spm=1001.2101.3001.7020" \t "https://blog.csdn.net/qq_20756957/article/details/_blank)。[美国](http://baike.baidu.com/view/2398.htm" \t "https://blog.csdn.net/pizi0475/article/details/_blank)硅图公司成立于1982年，是一个生产高性能计算机系统的跨国公司，总部设在美国加州[旧金山](http://baike.baidu.com/view/7407.htm" \t "https://blog.csdn.net/pizi0475/article/details/_blank)[硅谷](http://baike.baidu.com/view/3243.htm" \t "https://blog.csdn.net/pizi0475/article/details/_blank)

## \_default\_alloc\_template分配器

这个分配器采用的是内存池的思想，有效的避免了内碎片的问题，内碎片是已经被分配出去了，外碎片是由于太小无法分配出去的空间。

（1）如果申请的空间大于128bytes，就将申请的操作移交给\_malloc\_alloc\_template分配器去处理，如果申请内存大小小于128bytes，就从本分配器维护的内存池中分配内存。

（2）该分配器用空闲链表的方式维护内存池中的空闲空间，空闲链表的形状类似于下图所示：

## 总结

以上就是今天要讲的内容，后续会有更多内容。
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