# C++\_多态\_03\_虚析构函数

## 析构函数的重写

如果基类的析构函数为虚函数，此时派生类析构函数只要定义，无论是否加virtual关键字，都与基类的析构函数构成重写，虽然基类与派生类析构函数名字不同。虽然函数名不相同，看起来违背了重写的规则，其实不然，这里可以理解为编译器对析构函数的名称做了特殊处理，编译后析构函数的名称统一处理成destructor。

class Base

{

public:

virtual ~Base()

{ // 虚析构函数

cout << "Base destructor called!" << endl;

}

};

class Derived : public Base

{

public:

virtual ~Derived()

{

cout << "Derived destructor called!" << endl;

}

};

int main()

{

Base\* b = new Derived(); // 基类指针指向派生类对象

delete b; // 调用 Derived 的析构函数，然后调用 Base 的析构函数

return EXIT\_SUCCESS;

}

运行结果

Derived destructor called!

Base destructor called!

## 非虚析构函数

继承体系中，子类对象指向析构时候，本身就会现执行子类再执行父类

class Base

{

public:

~Base()

{ // 虚析构函数

cout << "Base destructor called!" << endl;

}

};

class Derived : public Base

{

public:

~Derived()

{

cout << "Derived destructor called!" << endl;

}

};

int main()

{

printf("--------------------begain-------------------\n");

Base\* a = new Derived(); // 基类指针指向派生类对象

Derived\* b = new Derived();

delete a; // 只调用 Base 的析构函数，无法调用子类虚构函数

delete b; // 调用 Derived 的析构函数，然后调用 Base 的析构函数

printf("--------------------end----------------------\n");

return EXIT\_SUCCESS;

}

运行结果

--------------------begain-------------------

Base destructor called!

Derived destructor called!

Base destructor called!

--------------------end----------------------

## 总结

所以说析构函数是否需要写成虚析构函数，首先得发生多态行为，才需要父类析构写成虚析构，这也才可以保证delete 父类指针时候，能够去调用子类的析构函数；

本质我们delete父类指针，就是为了析构子类对象的，因为父类指针指向了子类对象。为了析构子类对象，那么就需要多态，这个行为才会产生；需要多态就必须子类重写父类的虚析构函数；

以上就是今天要讲的内容，后续会有更多内容。
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