# 面试学习笔记

## 进程之间的通信

### 管道：

管道是最简单，效率最差的一种通信方式。

管道本质上就是内核中的一个缓存，当进程创建一个管道后，Linux会返回两个文件描述符，一个是写入端的描述符，一个是输出端的描述符，可以通过这两个描述符往管道写入或者读取数据。

如果想要实现两个进程通过管道来通信，则需要让创建管道的进程fork子进程，这样子进程们就拥有了父进程的文件描述符，这样子进程之间也就有了对同一管道的操作。

缺点：

半双工通信，一条管道只能一个进程写，一个进程读。

一个进程写完后，另一个进程才能读，反之同理。

### 消息队列：

管道的通信方式效率是低下的，不适合进程间频繁的交换数据。这个问题，消息队列的通信方式就可以解决。A进程往消息队列写入数据后就可以正常返回，B进程需要时再去读取就可以了，效率比较高。

而且，数据会被分为一个一个的数据单元，称为消息体，消息发送方和接收方约定好消息体的数据类型，不像管道是无格式的字节流类型，这样的好处是可以边发送边接收，而不需要等待完整的数据。

但是也有缺点，每个消息体有一个最大长度的限制，并且队列所包含消息体的总长度也是有上限的，这是其中一个不足之处。

另一个缺点是消息队列通信过程中存在用户态和内核态之间的数据拷贝问题。进程往消息队列写入数据时，会发送用户态拷贝数据到内核态的过程，同理读取数据时会发生从内核态到用户态拷贝数据的过程。

### 共享内存：

共享内存解决了消息队列存在的内核态和用户态之间数据拷贝的问题。

现代操作系统对于内存管理采用的是虚拟内存技术，也就是说每个进程都有自己的虚拟内存空间，虚拟内存映射到真实的物理内存。共享内存的机制就是，不同的进程拿出一块虚拟内存空间，映射到相同的物理内存空间。这样一个进程写入的东西，另一个进程马上就能够看到，不需要进行拷贝。

（这里的物理内存貌似不是内核空间的内存？）

### 信号量：

当使用共享内存的通信方式，如果有多个进程同时往共享内存写入数据，有可能先写的进程的内容被其他进程覆盖了。

因此需要一种保护机制，信号量本质上是一个整型的计数器，用于实现进程间的互斥和同步。

信号量代表着资源的数量，操作信号量的方式有两种：

P操作：这个操作会将信号量减一，相减后信号量如果小于0，则表示资源已经被占用了，进程需要阻塞等待；如果大于等于0，则说明还有资源可用，进程可以正常执行。

V操作：这个操作会将信号量加一，相加后信号量如果小于等于0，则表明当前有进程阻塞，于是会将该进程唤醒；如果大于0，则表示当前没有阻塞的进程。

（1）信号量实现互斥：

信号量初始化为1

进程 A 在访问共享内存前，先执行了 P 操作，由于信号量的初始值为 1，故在进程 A 执行 P 操作后信号量变为 0，表示共享资源可用，于是进程 A 就可以访问共享内存。

若此时，进程 B 也想访问共享内存，执行了 P 操作，结果信号量变为了 -1，这就意味着临界资源已被占用，因此进程 B 被阻塞。

直到进程 A 访问完共享内存，才会执行 V 操作，使得信号量恢复为 0，接着就会唤醒阻塞中的线程 B，使得进程 B 可以访问共享内存，最后完成共享内存的访问后，执行 V 操作，使信号量恢复到初始值 1。

（2）信号量实现同步：

由于多线程下各线程的执行顺序是无法预料的，有些时候我们希望多个线程之间能够密切合作，这时候就需要考虑线程的同步问题。

信号量初始化为0

如果进程 B 比进程 A 先执行了，那么执行到 P 操作时，由于信号量初始值为 0，故信号量会变为 -1，表示进程 A 还没生产数据，于是进程 B 就阻塞等待；

接着，当进程 A 生产完数据后，执行了 V 操作，就会使得信号量变为 0，于是就会唤醒阻塞在 P 操作的进程 B；

最后，进程 B 被唤醒后，意味着进程 A 已经生产了数据，于是进程 B 就可以正常读取数据了。

### 信号：

在Linux中，为了响应各种事件，提供了几十种信号，可以通过kill -l命令查看。

如果是运行在shell终端的进程，可以通过键盘组合键来给进程发送信号，例如使用Ctrl+C产生SIGINT信号，表示终止进程。

如果是运行在后台的进程，可以通过命令来给进程发送信号，例如使用kill -9 PID产生SIGKILL信号，表示立即结束进程。

### Socket：

前面提到的管道，消息队列，共享内存，信号量和信号都是在同一台主机上进行进程间通信，如果想要跨网络和不同主机上的进程进行通信，则需要用到socket。

实际上，Socket不仅可以跨网络和不同主机进行进程间通信，还可以在同一主机进行进程间通信。

Socket是操作系统提供给程序员操作网络的接口，根据底层不同的实现方式，通信方式也不同。

## 内核态和用户态

一、内核态、用户态概念

内核态：也叫内核空间，是内核进程/线程所在的区域。主要负责运行系统、硬件交互。

用户态：也叫用户空间，是用户进程/线程所在的区域。主要用于执行用户程序。

一般的操作系统对执行权限进行分级，分别为用用户态和内核态。

用户态相较于内核态有较低的执行权限，很多操作是不被操作系统允许的，原因简单来说就是用户态出现问题（自己写的bug），也不能让操作系统崩溃呀。

内核态相当于一个介于硬件与应用之间的层，内核有ring 0的权限，可以执行任何cpu指令，也可以引用任何内存地址，包括外围设备, 例如硬盘, 网卡，权限等级最高。

用户态则权利有限，例如在内存分配中，有一部分内存是仅为内核态使用的，用户态code则不允许访问那些内存地址，每个进程只允许访问自己申请到的内存。

而且不允许访问外围设备。另外在执行cpu指令的时候也可以被高优先级抢占。大多数时间各类程序都是执行在用户态下，毕竟内核就是基础而已。

二、内核态和用户态的区别

内核态：运行的代码不受任何限制，CPU可以执行任何指令。

用户态：运行的代码需要受到CPU的很多检查，不能直接访问内核数据和程序，也就是说不可以像内核态线程一样访问任何有效地址。

操作系统在执行用户程序时，主要工作在用户态，只有在其执行没有权限完成的任务时才会切换到内核态。

三、为什么要区分内核态和用户态

保护机制。防止用户进程误操作或者是恶意破坏系统。内核态类似于C++的私有成员，只能在类内访问，用户态类似于公有成员，可以随意访问。

四、用户态切换到内核态的方式

1、系统调用（主动）

由于用户态无法完成某些任务，用户态会请求切换到内核态，内核态通过为用户专门开放的中断完成切换。

2、异常（被动）

在执行用户程序时出现某些不可知的异常，会从用户程序切换到内核中处理该异常的程序，也就是切换到了内核态。

3、外围设备中断（被动）

外围设备发出中断信号，当中断发生后，当前运行的进程暂停运行，并由操作系统内核对中断进程处理，如果中断之前CPU执行的是用户态程序，就相当于从用户态向内核态的切换。

## 进程死锁的原因

答案：资源竞争及进程推进顺序非法

一、死锁的定义：

死锁 :是指两个或两个以上的进程在执行过程中,因争夺资源而造成的一种互相等待的现象,若无外力作用,它们都将无法推进下去。

二、原因：

（1）因为系统资源不足

（2）资源分配不当等

（3）进程运行推进顺序不合适

如果系统资源充足，进程的资源请求都能够得到满足，死锁出现的可能性就很低，否则就会因争夺有限的资源而陷入死锁。其次，进程运行推进顺序与速度不同，也可能产生死锁。

三、条件：

（1）互斥条件：一个资源每次只能被一个进程使用。

（2）不剥夺条件：进程已获得的资源，在末使用完之前，不能强行剥夺。

（3）请求与保持条件：一个进程因请求资源而阻塞时，对已获得的资源保持不放。

（4）循环等待条件：若干进程之间形成一种头尾相接的循环等待资源关系。

这四个条件是死锁的必要条件，只要系统发生死锁，这些条件必然成立，而只要上述条件之一不满足，就不会发生死锁。

死锁的解除与预防：

理解了死锁的原因，尤其是产生死锁的四个必要条件，就可以最大可能地避免、预防和解除死锁。所以，在系统设计、进程调度等方面注意如何不让这四个必要条件成立，如何确定资源的合理分配算法，避免进程永久占据系统资源。此外，也要防止进程在处于等待状态的情况下占用资源。因此，对资源的分配要给予合理的规划。

其中最简单的方法就是线程都是以同样的顺序加锁和释放锁，也就是破坏了第四个条件。

四、编写死锁程序：

public class TestDeadLock {

private static Object ob1 = new Object();

private static Object ob2 = new Object();

public static void main(String[] args){

//线程0

new Thread(new Runnable(){

@Override

public void run() {

synchronized (ob1) {

System.out.println(Thread.currentThread().getName()+"获得ob1的锁");

try {

Thread.sleep(1000);

synchronized(ob2){

System.out.println(Thread.currentThread().getName()+"获得ob2的锁");

}

System.out.println(Thread.currentThread().getName()+"结束");

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}).start();

//线程1

new Thread(new Runnable(){

@Override

public void run() {

synchronized (ob2) {

System.out.println(Thread.currentThread().getName()+"获得ob2的锁");

synchronized (ob1) {

System.out.println(Thread.currentThread().getName() + "获得ob1的锁");

}

System.out.println(Thread.currentThread().getName() + "结束");

}

}

}).start();

}

}

运行结果如下：
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而不是期望的Thread-0和Thread-1能如下图一样按顺序推进执行

![IMG_256](data:image/png;base64,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)

这是因为，Thread-0获得到ob1锁之后，sleep了1s，这个时候Thread-1已经获得了ob2的锁，而此时Thread-1想再获得ob1的锁，却发现被Thread-0占有了，同样1s后Thread-0想再获得ob2的锁，却发现被Thread-1占有了，两个线程各自占有的锁恰好是对方继续执行下去所必需的，Thread-0等待Thread-1释放ob2的锁，Thread-1等待Thread-0释放ob1的锁，相互循环，造成了死锁。

## 死锁的处理

答案：鸵鸟策略、预防策略、避免策略、检测与解除死锁

预防死锁：通过设置某些限制条件，去破坏产生死锁的四个必要条件中的一个或几个条件，来防止死锁的发生。

避免死锁：在资源的动态分配过程中，用某种方法去防止系统进入不安全状态，从而避免死锁的发生。

检测死锁：允许系统在运行过程中发生死锁，但可设置检测机构及时检测死锁的发生，并采取适当措施加以清除。

解除死锁：当检测出死锁后，便采取适当措施将进程从死锁状态中解脱出来。

6.1 预防死锁

破坏“互斥”条件:

就是在系统里取消互斥。若资源不被一个进程独占使用，那么死锁是肯定不会发生的。但一般来说在所列的四个条件中，“互斥”条件是无法破坏的。

破坏“占有并等待”条件:

破坏“占有并等待”条件，就是在系统中不允许进程在已获得某种资源的情况下，申请其他资源。即要想出一个办法，阻止进程在持有资源的同时申请其他资源。

方法一：一次申请所需的全部资源，即 “ 一次性分配”。

方法二：要求每个进程提出新的资源申请前，释放它所占有的资源。即“先释放后申请”。

破坏“不可抢占”条件：

破坏“不可抢占”条件就是允许对资源实行抢夺。

方法一：占有某些资源的同时再请求被拒绝，则该进程必须释放已占有的资源，如果有必要，可再次请求这些资源和另外的资源。

方法二：设置进程优先级，优先级高的可以抢占资源。

破坏“循环等待”条件：

将系统中的所有资源统一编号，所有进程必须按照资源编号顺序提出申请。

6.2避免死锁

加锁顺序：线程按照一定的顺序加锁。

加锁时限：线程尝试获取锁的时候加上一定的时限，超过时限则放弃对该锁的请求，并释放自己占有的锁。

死锁检测：每当一个线程获得了锁，会在线程和锁相关的数据结构中（map、graph等等）将其记下。除此之外，每当有线程请求锁，也需要记录在这个数据结构中。

6.3 检测死锁

一般来说，由于操作系统有并发，共享以及随机性等特点，通过预防和避免的手段达到排除死锁的目的是很困难的。这需要较大的系统开销，而且不能充分利用资源。为此，一种简便的方法是系统为进程分配资源时，不采取任何限制性措施，但是提供了检测和解脱死锁的手段：能发现死锁并从死锁状态中恢复出来。因此，在实际的操作系统中往往采用死锁的检测与恢复方法来排除死锁。

例如：

进程P1占有资源R1而申请资源R2，进程P2占有资源R2而申请资源R1，按循环等待条件，进程和资源形成了环路，所以系统是死锁状态。进程P1，P2是参与死锁的进程。

下面我们再来看一看死锁检测算法。算法使用的数据结构是如下这些：

占有矩阵A：n\*m阶，其中n表示并发进程的个数，m表示系统的各类资源的个数，这个矩阵记录了每一个进程当前占有各个资源类中资源的个数。

申请矩阵R：n\*m阶，其中n表示并发进程的个数，m表示系统的各类资源的个数，这个矩阵记录了每一个进程当前要完成工作需要申请的各个资源类中资源的个数。

空闲向量T：记录当前m个资源类中空闲资源的个数。

完成向量F：布尔型向量值为真（true）或假（false），记录当前n个并发进程能否进行完。为真即能进行完，为假则不能进行完。

临时向量W：开始时W：=T。

算法步骤：

（1）W：=T，

对于所有的i=1，2，…，n，

如果A[i]=0，则F[i]：=true；否则，F[i]：=false

（2）找满足下面条件的下标i：

F[i]：=false并且R[i]〈=W

如果不存在满足上面的条件i，则转到步骤（4）。

（3）W：=W+A[i]

F[i]：=true

转到步骤（2）

（4）如果存在i，F[i]：=false，则系统处于死锁状态，且Pi进程参与了死锁。什么时候进行死锁的检测取决于死锁发生的频率。如果死锁发生的频率高，那么死锁检测的频率也要相应提高，这样一方面可以提高系统资源的利用率，一方面可以避免更多的进程卷入死锁。如果进程申请资源不能满足就立刻进行检测，那么每当死锁形成时即能被发现，这和死锁避免的算法相近，只是系统的开销较大。为了减小死锁检测带来的系统开销，一般采取每隔一段时间进行一次死锁检测，或者在CPU的利用率降低到某一数值时，进行死锁的检测。

6.4 解除死锁

资源剥夺法：挂起某些死锁进程，并抢占它的资源，将这些资源分配给其他的死锁进程。但应防止被挂起的进程长时间得不到资源，而处于资源匮乏的状态。

撤销进程法：强制撤销部分、甚至全部死锁进程并剥夺这些进程的资源。撤销的原则可以按进程优先级和撤销进程代价的高低进行。

进程回退法：让一（多）个进程回退到足以回避死锁的地步，进程回退时自愿释放资源而不是被剥夺。要求系统保持进程的历史信息，设置还原点。