# HTTP协议

1、HTTP协议的主要特点可概括如下：

1. 支持客户/服务器模式
2. 简单快速：客户向服务器请求服务时，只需传送请求方法和路径。请求方法常用的有GET、HEAD、POST。每种方法规定了客户与服务器联系的类型不同。由于HTTP协议简单，使得HTTP服务器的程序规模小，因而通信速度很快
3. 灵活：HTTP允许传输任意类型的数据对象。正在传输的类型由Content-Type加以标记
4. 无连接：**无连接的含义是限制每次连接只处理一个请求**。服务器处理完客户的请求，并收到客户的应答后，即断开连接。采用这种方式可以节省传输时间
5. 无状态：HTTP协议是无状态协议。无状态是指协议对于事务处理没有记忆能力。缺少状态意味着如果后续处理需要前面的信息，则它必须重传，这样可能导致每次连接传送的数据量增大。另一方面，在服务器不需要先前信息时它的应答就较快

## HTTP协议详解

### HTTP-URL

1、http(超文本传输协议)是一个基于请求与响应模式的、无状态的、应用层的协议，常基于TCP的连接方式，HTTP1.1版本中给出一种持续连接的机制，绝大多数的Web开发，都是构建在HTTP协议之上的Web应用。

2、HTTP URL(URL是一种特殊类型的URI，包含了用于查找某个资源的足够的信息)的格式如下：

http://host[":"port]/[abs\_path]

1. http表示要通过HTTP协议来定位网络资源
2. host表示合法的Internet主机域名或者IP地址
3. port指定一个端口号，为空则使用缺省端口80
4. abs\_path指定请求资源的URI
5. 如果URL中没有给出abs\_path，那么当它作为请求URI时，必须以"/"的形式给出，通常这个工作浏览器自动帮我们完成。

3、eg:

1. 输入：www.guet.edu.cn

浏览器自动转换成：http://www.guet.edu.cn/

1. http:192.168.0.116:8080/index.jsp

### HTTP请求

1、http请求由三部分组成，分别是：请求行、消息报头、请求正文

1. 请求行以一个方法符号开头，以空格分开，后面跟着请求的URI和协议的版本，格式如下：Method Request-URI HTTP-Version CRLF
2. 其中Method表示请求方法
3. Request-URI是一个统一资源标识符
4. HTTP-Version表示请求的HTTP协议版本
5. CRLF表示回车和换行(除了作为结尾的CRLF外，不允许出现单独的CR或LF字符)

2、请求方法(所有方法全为大写)有多种，各个方法的解释如下：

1. GET：请求获取Request-URI所标识的资源
2. POST：在Request-URI所标识的资源后附加新的数据
3. HEAD：请求获取由Request-URI所标识的资源的响应消息报头
4. PUT：请求服务器存储一个资源，并用Request-URI作为其标识
5. DELETE：请求服务器删除Request-URI所标识的资源
6. TRACE：请求服务器回送收到的请求信息，主要用于测试或诊断
7. CONNECT：保留将来使用
8. OPTIONS：请求查询服务器的性能，或者查询与资源相关的选项和需求

3、应用举例：

1. GET方法：在浏览器的地址栏中输入网址的方式访问网页时，浏览器采用GET方法向服务器获取资源

eg:GET /form.html HTTP/1.1 (CRLF)

1. POST方法要求被请求服务器接受附在请求后面的数据，常用于提交表单。

eg：POST /reg.jsp HTTP/ (CRLF)

Accept:image/gif,image/x-xbit,... (CRLF)

...

HOST:www.guet.edu.cn (CRLF)

Content-Length:22 (CRLF)

Connection:Keep-Alive (CRLF)

Cache-Control:no-cache (CRLF)

(CRLF) //该CRLF表示消息报头已经结束，在此之前为消息报头

user=jeffrey&pwd=1234 //此行以下为提交的数据

1. HEAD方法与GET方法几乎是一样的，对于HEAD请求的回应部分来说，它的HTTP头部中包含的信息与通过GET请求所得到的信息是相同的。利用这个方法，不必传输整个资源内容，就可以得到Request-URI所标识的资源的信息。该方法常用于测试超链接的有效性，是否可以访问，以及最近是否更新。

2、请求报头后述

3、请求正文(略)

### HTTP响应

### HTTP报头

### 利用telnet观察http协议通讯过程

## HTTP方法的安全性和幂等性

1、Http协议规定了不同方法的安全特性和幂等特性，作为服务提供者的服务器必需为客户端提供这些特性

* **安全性**：仅指该方法的多次调用不会产生副作用，不涉及传统意义上的"安全"，这里的副作用是指资源状态。即，安全的方法不会修改资源状态，尽管多次调用的返回值可能不一样(被其他非安全方法修改过)
* **幂等性**：是指该方法多次调用返回的效果(形式)一致，客户端可以重复调用并且期望同样的结果。幂等的含义类似于编程语言中的setter方法，一次调用和多次调用产生的效果是一致的，都是对一个变量进行赋值。安全性和幂等性含义有些接近，容易搞混

2、HTTP方法的安全性幂等性见下表

|  |  |  |
| --- | --- | --- |
| **方法名** | **安全性** | **幂等性** |
| GET | 是 | 是 |
| HEAD | 是 | 是 |
| OPTIONS | 是 | 是 |
| DELETE | 否 | 是 |
| PUT | 否 | 是 |
| POST | 否 | 否 |

3、可以认为安全的方法都是只读的方法(GET, HEAD, OPTIONS)，不会改变资源状态，显然，这三个方法也是幂等的

4、DELETE方法的语义表示删除服务器上的一个资源，第一次删除成功后该资源就不存在了，资源状态改变了，所以DELETE方法不具备安全特性。然而HTTP协议规定DELETE方法是幂等的，每次删除该资源都要返回状态码200 OK，服务器端要实现幂等的DELETE方法，必须记录所有已删除资源的元数据(Metadata)，否则，第二次删除后返回的响应码就会类似404 Not Found了

5、PUT和POST方法语义中都有修改资源状态的意思，因此都不是安全的。但是PUT方法是幂等的，POST方法不是幂等的，这么设计的理由是

* HTTP协议规定，POST方法修改资源状态时，URL指示的是该资源的父级资源，待修改资源的ID信息在请求体中携带
* 而PUT方法修改资源状态时，URL直接指示待修改资源。因此，同样是创建资源，重复提交POST请求可能产生两个不同的资源，而重复提交PUT请求只会对其URL中指定的资源起作用，也就是只会创建一个资源

## POST和GET

1、POST和GET本质上没有区别，一个用于传递数据，另一个用于修改数据。GET具有安全性和幂等性，POST不具有安全性也不具有幂等性

### GET和POST与数据如何传递没有关系

1、GET和POST是由HTTP协议定义的。在HTTP协议中，Method和Data(URL，Body，Header)是正交的两个概念，也就是说，使用哪个Method与应用层的数据如何传输是没有相互关系的

2、HTTP没有要求POST方法必须将数据放在BODY中，同样没有要求GET方法必须将数据放在URL中而不能放在BODY中

3、而上述这些(POST方法必须将数据放在BODY中，GET方法必须将数据放在URL中而不能放在BODY中)只是HTML标准对HTTP协议的用法的约定

### HTTP协议对GET和POST都没有对长度的限制

1、HTTP协议明确地指出了，HTTP头和Body都没有长度的要求。而对于URL长度上的限制，有两方面的原因造成

1. 浏览器。据说早期的浏览器会对URL长度做限制。据说IE对URL长度会限制在2048个字符内(流传很广，而且无数同事都表示认同)。但我自己试了一下，我构造了90K的URL通过IE9访问live.com，是正常的。网上的东西，哪怕是Wikipedia上的，也不能信
2. 服务器。URL长了，对服务器处理也是一种负担。原本一个会话就没有多少数据，现在如果有人恶意地构造几个几M大小的URL，并不停地访问你的服务器。服务器的最大并发数显然会下降。另一种攻击方式是，把告诉服务器Content-Length是一个很大的数，然后只给服务器发一点儿数据，嘿嘿，服务器你就傻等着去吧。哪怕你有超时设置，这种故意的次次访问超时也能让服务器吃不了兜着走。有鉴于此，多数服务器出于安全啦、稳定啦方面的考虑，会给URL长度加限制。但是这个限制是针对所有HTTP请求的，与GET、POST没有关系

### 99%的人都理解错了HTTP中GET与POST的区别

1、GET和POST是HTTP请求的两种基本方法，要说它们的区别，接触过WEB开发的人都能说出一二，最直观的区别就是GET把参数包含在URL中，POST通过request body传递参数。当你在面试中被问到这个问题，你的内心充满了自信和喜悦

1. GET在浏览器回退时是无害的，而POST会再次提交请求
2. GET产生的URL地址可以被Bookmark，而POST不可以
3. GET请求会被浏览器主动cache，而POST不会，除非手动设置
4. GET请求只能进行url编码，而POST支持多种编码方式
5. GET请求参数会被完整保留在浏览器历史记录里，而POST中的参数不会被保留
6. GET请求在URL中传送的参数是有长度限制的，而POST么有
7. 对参数的数据类型，GET只接受ASCII字符，而POST没有限制
8. GET比POST更不安全，因为参数直接暴露在URL上，所以不能用来传递敏感信息
9. GET参数通过URL传递，POST放在Request body中

2、如果我告诉你GET和POST本质上没有区别你信吗？让我们扒下GET和POST的外衣，坦诚相见吧

* GET和POST是什么?HTTP协议中的两种发送请求的方法
* HTTP是什么？HTTP是基于TCP/IP的关于数据如何在万维网中如何通信的协议
* HTTP的底层是TCP/IP。所以GET和POST的底层也是TCP/IP，也就是说，GET/POST都是TCP链接。GET和POST能做的事情是一样一样的。你要给GET加上request body，给POST带上url参数，技术上是完全行的通的。
* 那么，"标准答案"里的那些区别是怎么回事？
* 在我大万维网世界中，TCP就像汽车，我们用TCP来运输数据，它很可靠，从来不会发生丢件少件的现象
* 但是如果路上跑的全是看起来一模一样的汽车，那这个世界看起来是一团混乱，送急件的汽车可能被前面满载货物的汽车拦堵在路上，整个交通系统一定会瘫痪
* 为了避免这种情况发生，交通规则HTTP诞生了。HTTP给汽车运输设定了好几个服务类别，有GET，POST，PUT，DELETE等等，HTTP规定，当执行GET请求的时候，要给汽车贴上GET的标签(设置method为GET)，而且要求把传送的数据放在车顶上(url中)以方便记录。如果是POST请求，就要在车上贴上POST的标签，并把货物放在车厢里
* 当然，你也可以在GET的时候往车厢内偷偷藏点货物，但是这是很不光彩;也可以在POST的时候在车顶上也放一些数据，让人觉得傻乎乎的。HTTP只是个行为准则，而TCP才是GET和POST怎么实现的基本
* 但是，我们只看到HTTP对GET和POST参数的传送渠道(url还是requrest body)提出了要求。"标准答案"里关于参数大小的限制又是从哪来的呢？
* 在我大万维网世界中，还有另一个重要的角色：运输公司。不同的浏览器(发起http请求)和服务器(接受http请求)就是不同的运输公司。虽然理论上，你可以在车顶上无限的堆货物(url中无限加参数)。但是运输公司可不傻，装货和卸货也是有很大成本的，他们会限制单次运输量来控制风险，数据量太大对浏览器和服务器都是很大负担。业界不成文的规定是，(大多数)浏览器通常都会限制url长度在2K个字节，而(大多数)服务器最多处理64K大小的url。超过的部分，恕不处理。如果你用GET服务，在request body偷偷藏了数据，不同服务器的处理方式也是不同的，有些服务器会帮你卸货，读出数据，有些服务器直接忽略，所以，虽然GET可以带request body，也不能保证一定能被接收到哦。
* 好了，现在你知道，GET和POST本质上就是TCP链接，并无差别。但是由于HTTP的规定和浏览器/服务器的限制，导致他们在应用过程中体现出一些不同
* GET和POST还有一个重大区别，简单的说：GET产生一个TCP数据包，POST产生两个TCP数据包
* 对于GET方式的请求，浏览器会把http header和data一并发送出去，服务器响应200(返回数据);
* 而对于POST，浏览器先发送header，服务器响应100 continue，浏览器再发送data，服务器响应200 ok(返回数据)。
* 也就是说，GET只需要汽车跑一趟就把货送到了，而POST得跑两趟，第一趟，先去和服务器打个招呼"嗨，我等下要送一批货来，你们打开门迎接我"，然后再回头把货送过去。
* 因为POST需要两步，时间上消耗的要多一点，看起来GET比POST更有效。因此Yahoo团队有推荐用GET替换POST来优化网站性能。但这是一个坑!跳入需谨慎。为什么
* GET与POST都有自己的语义，不能随便混用。
* 据研究，在网络环境好的情况下，发一次包的时间和发两次包的时间差别基本可以无视。而在网络环境差的情况下，两次包的TCP在验证数据包完整性上，有非常大的优点。
* 并不是所有浏览器都会在POST中发送两次包，Firefox就只发送一次

## Cookie

1、(Session)跟踪是Web程序中常用的技术，用来跟踪用户的整个会话。常用的会话跟踪技术是Cookie与Session。Cookie通过在客户端记录信息确定用户身份，Session通过在服务器端记录信息确定用户身份

### Cookie机制

1、Cookie技术是客户端的解决方案，Cookie就是由服务器发给客户端的特殊信息，而这些信息以文本文件的方式存放在客户端，然后客户端每次向服务器发送请求的时候都会带上这些特殊的信息。让我们说得更具体一些：当用户使用浏览器访问一个支持Cookie的网站的时候，用户会提供包括用户名在内的个人信息并且提交至服务器；接着，服务器在向客户端回传相应的超文本的同时也会发回这些个人信息，当然这些信息并不是存放在HTTP响应体(Response Body)中的，而是存放于HTTP响应头(Response Header)；当客户端浏览器接收到来自服务器的响应之后，浏览器会将这些信息存放在一个统一的位置，对于Windows操作系统而言，我们可以从：[系统盘]:\Documents and Settings[用户名]\Cookies目录中找到存储的Cookie；自此，客户端再向服务器发送请求的时候，都会把相应的Cookie再次发回至服务器。而这次，Cookie信息则存放在HTTP请求头(Request Header)了。有了Cookie这样的技术实现，服务器在接收到来自客户端浏览器的请求之后，就能够通过分析存放于请求头的Cookie得到客户端特有的信息，从而动态生成与该客户端相对应的内容。通常，我们可以从很多网站的登录界面中看到"请记住我"这样的选项，如果你勾选了它之后再登录，那么在下一次访问该网站的时候就不需要进行重复而繁琐的登录动作了，而这个功能就是通过Cookie实现的

2、在程序中，会话跟踪是很重要的事情。理论上，一个用户的所有请求操作都应该属于同一个会话，而另一个用户的所有请求操作则应该属于另一个会话，二者不能混淆。例如，用户A在超市购买的任何商品都应该放在A的购物车内，不论是用户A什么时间购买的，这都是属于同一个会话的，不能放入用户B或用户C的购物车内，这不属于同一个会话。而Web应用程序是使用HTTP协议传输数据的。HTTP协议是无状态的协议。一旦数据交换完毕，客户端与服务器端的连接就会关闭，再次交换数据需要建立新的连接。这就意味着服务器无法从连接上跟踪会话。即用户A购买了一件商品放入购物车内，当再次购买商品时服务器已经无法判断该购买行为是属于用户A的会话还是用户B的会话了。要跟踪该会话，必须引入一种机制

3、Cookie就是这样的一种机制。它可以弥补HTTP协议无状态的不足。在Session出现之前，基本上所有的网站都采用Cookie来跟踪会话

4、如果你把Cookies看成为http协议的一个扩展的话，理解起来就容易的多了，其实本质上cookies就是http的一个扩展。有两个http头部是专门负责设置以及发送cookie的，它们分别是Set-Cookie以及Cookie。当服务器返回给客户端一个http响应信息时，其中如果包含Set-Cookie这个头部时，意思就是指示客户端建立一个cookie，并且在后续的http请求中自动发送这个cookie到服务器端，直到这个cookie过期。如果cookie的生存时间是整个会话期间的话，那么浏览器会将cookie保存在内存中，浏览器关闭时就会自动清除这个cookie。另外一种情况就是保存在客户端的硬盘中，浏览器关闭的话，该cookie也不会被清除，下次打开浏览器访问对应网站时，这个cookie就会自动再次发送到服务器端。一个cookie的设置以及发送过程分为以下四步

1. 客户端发送一个http请求到服务器端
2. 服务器端发送一个http响应到客户端，其中包含Set-Cookie头部
3. 客户端发送一个http请求到服务器端，其中包含Cookie头部
4. 服务器端发送一个http响应到客户端

![http://upload-images.jianshu.io/upload_images/1787733-70785a503861aaf4.png?imageMogr2/auto-orient/strip%7CimageView2/2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZAAAADICAAAAADjfug+AAAABGdBTUEAALGPC/xhBQAAACBjSFJNAAB6JgAAgIQAAPoAAACA6AAAdTAAAOpgAAA6mAAAF3CculE8AAAAAmJLR0QA/4ePzL8AAAAHdElNRQfhBBwPHBruys96AAAOcUlEQVR42u2di3uMVx7Hv3EbuQhKStEL8Wz3oapBbiJXqUs1VBdrn1a1VZGoS5GRC5HVlqVsqagqWoIiRLIixOUJ1bVoVUQbSafkUhGJSH9/w57zTjK52MaMSfb9zeR8nmdm3jnnnTPnnE/ec953cs578KOCFfiRFIxQQpihhDBDCWGGEsIMJYQZSggzlBBmKCHMUEKYoYQwQwlhhhLCDCWEGUoIM5QQZighzFBCmKGEMEMJYYYSwgwlhBlKCDOUEGYoIcxQQpihhDBDCWGGEsIMJYQZSggzeAi5HAAg4LLe2eAACyFLsbqaqldjqd4ZYQAHIRtxn6iSqBobtfdfTCFatuKvfkFBI6aPEk8Jyf6BYUdFRMmIQD//DL2z27ZwEIICurMX+UQF0N4vEi/+obmZWLg365C394HL4QOzXpVRRfg0PRItpfSz3mWxGwZC0gcQbQpGsdgckC4DjD2IJoaL6s0Ub8LFRth4qpXxJiEjFZTfr1MMZfUa0u/46sm04jWa17H/zxTQwTPvNGBXTjjAQMiSWfK5Q5F4mrVEbhpFD49QIUTqGTOGKPSJpP6yqk3o1g1p9FxsJU5g/TEcM46i90f/iHszXTNB74RSlxK9C2M3bITgJlmEyCOkqZCEZBlhwtbj/SeTwa236z4hyHAiwZ+WhJ+GV3cPGgOfTHMijg0DIbLJqhNibrKWdTZ7sAgJiTDvaUI5hQVTny8olHDhPo7F96eBEf8B7VtzOIYSQS639C6M3TAQIjt18XTV0qlHi5fhw0XQTjJvyIckX/T800A5wHz6BAZkmACvkTQdXteuo4PLDvJXfUhrsBHV2mv9aa+1dEzTO+dtAAch8sKwiqpsvjCMv6J3xtsAFkLUTycN8BCisKCEMKO9C/n+ht45aEZ7F7IACEz5Tu9cNKK9C1kLDe/ojFq9s2KGgZBY8MBjaqpJ77pgISRebxON0b39UkIeRglhhDpCVB/CToiuqLMsZqjrEGaoK3VFyyghzFBCmKGEMEMJYYYSwgwlhBlKCDOUEGYoIcxQQpihhDCDiZD0JUvS9c4DD1gI2YgBs2YNsHGotZPCQchSbTobFVoGWw85SyXD0nyCgnyn+wQGBQ67OGp0wEwZEe/v5x9la/LF4wJjm4fFBoSea/w+6pR4mr9J75ogFkIuo4ZGAduoBnXDrbGfinD+mwk4krXnU3z69XVs2oU3RETQwCO7YGu1eUWtR1xdwnWTQn1dt03B9Ub7YJ942nlC76ogFkICVpMJ5+biLq0OMIfgNNWilBLcxHY5yqlEKBsfIt6EThKRqZZZnufKMM4llTJ6dYyijwYP6nqO5roYvqR1Hr21udOmvebU1pDpggzMyqsfUYI8oom7aGCnp+7SvA5uO6nT8R19yGe+TLnAqky3/O/5WKvSaDUhto5KeFTZqqhiBW0TQqrq60ti0qa2CVcm8XjvPa09C4Un3Olc/SzP8Ap8mQpCQgE+S4ApILAElOpF+PYfcuY7HeykpTYf6HtRCyRDmRZSCm3q27SnKnyfu4IbW0AeMwzl5B93RaTcuRWExP9/hdg6budRZZNP32mtSr0QeYQ0FbL4tIwIff74BtCh+lme2Q/EBzrKTy1NTg6ipcE0HYM2/Y4ne3b5leh1bwRvFh8qosqQftUykPBL7lAfnyGEfxOtvBB8kErdzgbKJDxlLv3ic0TKnZSQKnmvgG/FluUISdc8NBJSYY4IDqMylOfWz/LsXI0bP4gjJIsM6+P9aNHoglBKF+/ph7fEzhkLcPgS0QPRO43rZw7sUFq5fffuz8nLh3JwalIoze17QUSA3FL7L6aAuPMi5ZR2L0T0Ib8gIH5OeUMfslOb3yknf2ob8qExfLjoU3ZZZnnurkQo5tEWYATFDKV3X6TeQIKwKxQJvjZ/836gV645sH5SqKk/8BGZegDnaYasP+zPQ+GwuTLl7x1UyFrr8/2IfS7jAc3/YP67NZazLKsp1m3YJz8h1n2nNULEdYi8i4M407X5bkCVbz5+ye1DK1jPvKxmnIh3BiGOeKWuFeyZh8NznEKIA/6WpRXMZfLYZkx4yUmEOBxO3Yc4Iu1MyA3rzj11pB0J+S4lEFjQmpXXFpgrvrdbMzxdnUpIbUa0t7mk1l3l6Iizn2WJi+fUqR7ggdUF60s1zaDdTiFEa6X4YHXB/hDHFrJBbwFKSHPUEcJMiMQR+xCnFiJxtLMs9+0bmvHZbKcSouFA1yHPPBzuPKe9TXCQK3VDXEwzFox3TiH8aR99iAOhhDBDCWGGEsKMdnaWxR8lhBmqyWKGEsIMfkJsGAKrV6W1JfyEjEmJfzRrlRBbYTDY2iFRQpihhDDDyYUkGQBDko71azOshLTyHEMqgc95ovM+qFsWsqKAyHTn1s3i4sKSwuLin+7cLSw2R+UXF/1kQ0aLbjd5my8nHhaV2utCg5WQh1lrVwOFumMjqe6zMeLVJ/CFziKx513E08zR6IKeJJfVgwtGtpBS4r1Gb/aLj45q8j1yGb6oxFYoL3sh8fYISfIR9Q/sFc9mM3FuRBGRotAnxZtXXiGKHE+XUWZeC/eAeOSmiTdZeZl3rubQpRNUlpYrCrIng6qxqnGdJdJNrKO8vSKZsrRDIuAopVLSbvP+zi3EriPEcJ4KUWH0Eq2WQQswInH5E02WXp1Ih3FPW3r1Xy8GUxz8QaGdBiN94XCKHkHibVIpVmLabUyXnz/iLZ9/k2uH/lSbjhAkE4Z27k6G9EFv0MhFcv/lziPExv6jjpZm0kuFhVdHR1H9tOiHhYgUYkhbnLg70sgQuRZrxK7IifenRaG5WP8SvsXa1DPkIu+mb9rUteyOnH+o9SBjjJTR9WQnsffvnniayM94TO7f3oW0lEOtctI6vm8RojVZIU2PEA0TqilyDBk+OptQI3Z1yUkcRdGRpzzzdmygk5MMfyJIId5AF6NM7BN5F4fgNZTnevpJmbbnUBwnv+XZYv+PlZA/RjRZt/5CR3C9vslaICrb11d8lVxaVW7Ih6QQhXI7qtdcUL+hk5H1ORIRdB8xHjEf49gMb4J2Z5qMrtreS/H2IIjWNA6v3cM7I0HIXvAUjVhQKfafo4T8MaJTr8GcwQMsnXqWOBHaupVo9lUyb8iHpHJ2JZ2ZTbRrJVF17CH3dFq/JftLKp8vOukdseuIzrwtd7tS922nFor96OiCr4jK3xeb8fk1s6+nZpn3V0JaSHIFmRZvJlphY8uO7XbX62Pj1ELEheEloouWC0NHwKmFqJ9OGsFDiOOhhDBDCWGGowux4553bUyP6COPsz5by8X94PHzw+Cei/oi68996lZbVzCMbWkowQfZj58fDkJirRgu0VY0/CzKZPU8DkIerxVsC7yjM/VeX1IJaY4hIkcJ4YQSwkiIarI0VKfeCA5CdEW6eIzT3jbDNiEzkE++4ipvFwbWhfg0+sk8RJTt71rQO44zOM66C8MSjKR8OV7ABWfMIfnaGBYzswC3Pa2UH9uEHMZV8hdCdlqWKAjzsET6wn+VJzIozJXOLWz2wSzctvpLWNJ9JF2VQlzr/9RMyKyPS8CbC1ttfKZtQnLlTaDhTmHy67ca9xFF9DlvTK2ScSe12y+ghxSyTsTXfmw8TpRy8GzcXqJwzGJ/L4AWeQ60DDhUJn+mumZcVkm3kJFovKDFebxAdAyHiPYbU4myY+mr/bHXqGreFw0h2yus/SIb+xDMJNwAvfyS+JsRDdSr9LJsg7X/ZE/TUiq6KYUYQXehNWAG+ZIiyjPC/n+b6kk86PVFwf+sFU3EJlkk0x3tTED7UxyKV47KVx8RMESUfTR2iypJweZGIVet/SIbhYQ+cRaEc5hDW3GFFsI0EUX0Zy1fkfjVvI8QIrI/Bw/krdZ7Gog6hNFR/KZ3ldrHr8jrmjJ23GuoJviJP0zfGkymS3hXxhXIzrNv1VWk0n7sXY2oNOrxLE1xo+8tIXseWPtFNgpZ47knhNwO4HTdYMXsCd2IMrXRN9NwjeqPECEkQou/3z2SyC2c0sHmNOYxwT7Xe5kh45+tu2xyeyB6S/KMqIstfQvzT2gRSR/K5nw5yHUZHWwUYi02CjEBU+hp2YMZxWFRlEXjehKt0taQyoUcPYWedULC3UXiJ8g9THSEYUJImd41aiehQGUuYBRFnCMKm1+FbLEZJuvE8KpcFGPiSeRR2TFRG3J3JOMyHWgcYiW2Xod0Q7o4q/Aluoihf+/Uh8ZicTI6aFGDESjOsvbVCdmCl1MwScqQj/14+5reVWof29FbHhw/yC5jyd+QW4phK8dii4wKxBsrB2Kb+GP8UPT9iVr1+0AODmscYiW2CpmIO+IcVo532gyMuU4jIdqmQnOcHPG5WrsOiYVcowWzygk+JB/lXvhc7yq1jwpMIPKSVVsRDCRTAcT5zCxz3Gxx5vmmONNyRd/zWtmJVsrdm4RYSbu/UueGEsIMJYQZSggzlBBmMBHieGNJ2woWQszTcC81jLZu3dWJHQoWQrRpuDGFlmm4rbw6sUPBQYichksz5Hypuhk7rbU6sSPCQYhBtFe5w1y/sUzDba3ViR0RDkJkQ9WrvFc6tfLqxA4JEyEF+AQRVQ1CWmV1YoeEgxDRZN32mYhnShqarNZZndgR4SBE69QJuxs6davRb3XitoKDkIfuPmM9+q1O3FawENL8/kztGRZC1E8nDTARoqhHCWGGEsIMjkJqj0T30DsPusFNiGnrVHf5Q5be+dANTkIaL/i5Vr85PPZMarYfJkJqM+uXlGSAHdP+nUPIqnEGvR00Qdf7gCghSsj/QjVZzIRoqE6deAmRqNNeZkIk6sJQwQclhBlKCDOUEGYoIcxQQpihhDBDCWGGEsIMJYQZSggzlBBmKCHMUEKYoYQwQwlhhhLCDCWEGUoIM5QQZighzFBCmKGEMEMJYYYSwgwlhBlKCDOEEAUr/guhwV/MKtiDgAAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNy0wNC0yOFQxNToyODoyNiswODowMH490h0AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTctMDQtMjhUMTU6Mjg6MjYrMDg6MDAPYGqhAAAAAElFTkSuQmCC)

5、在客户端的第二次请求中包含的Cookie头部中，提供给了服务器端可以用来唯一标识客户端身份的信息。这时，服务器端也就可以判断客户端是否启用了cookies。尽管，用户可能在和应用程序交互的过程中突然禁用cookies的使用，但是，这个情况基本是不太可能发生的，所以可以不加以考虑，这在实践中也被证明是对的

6、除了cookies,客户端还可以将发送给服务器的数据包含在请求的url中，这两种传递数据的方式，比起用cookies来传递数据更稳定，因为cookie可能被禁用，但是以GET以及POST方式传递数据时，不存在这种情况

### 什么是Cookie

1、Cookie意为"甜饼"，是由W3C组织提出，最早由Netscape社区发展的一种机制。目前Cookie已经成为标准，所有的主流浏览器如IE、Netscape、Firefox、Opera等都支持Cookie。

2、由于HTTP是一种无状态的协议，服务器单从网络连接上无从知道客户身份。怎么办呢？就给客户端们颁发一个通行证吧，每人一个，无论谁访问都必须携带自己通行证。这样服务器就能从通行证上确认客户身份了。这就是Cookie的工作原理。

3、Cookie实际上是一小段的文本信息。客户端请求服务器，如果服务器需要记录该用户状态，就使用response向客户端浏览器颁发一个Cookie。客户端浏览器会把Cookie保存起来。当浏览器再请求该网站时，浏览器把请求的网址连同该Cookie一同提交给服务器。服务器检查该Cookie，以此来辨认用户状态。服务器还可以根据需要修改Cookie的内容

4、查看某个网站颁发的Cookie很简单。在浏览器地址栏输入javascript:alert (document.cookie)就可以了(需要有网才能查看)。JavaScript脚本会弹出一个对话框显示本网站颁发的所有Cookie的内容

5、注意：Cookie功能需要浏览器的支持。如果浏览器不支持Cookie(如大部分手机中的浏览器)或者把Cookie禁用了，Cookie功能就会失效。不同的浏览器采用不同的方式保存Cookie

### 记录用户访问次数

1、Java中把Cookie封装成了javax.servlet.http.Cookie类。每个Cookie都是该Cookie类的对象。服务器通过操作Cookie类对象对客户端Cookie进行操作。通过request.getCookie()获取客户端提交的所有Cookie(以Cookie[]数组形式返回)，通过response.addCookie(Cookiecookie)向客户端设置Cookie

2、Cookie对象使用key-value属性对的形式保存用户状态，一个Cookie对象保存一个属性对，一个request或者response同时使用多个Cookie。因为Cookie类位于包javax.servlet.http.\*下面，所以JSP中不需要import该类

### Cookie的不可跨域名性

1、很多网站都会使用Cookie。例如，Google会向客户端颁发Cookie，Baidu也会向客户端颁发Cookie。那浏览器访问Google会不会也携带上Baidu颁发的Cookie呢？或者Google能不能修改Baidu颁发的Cookie呢？

2、答案是否定的。Cookie具有不可跨域名性。根据Cookie规范，浏览器访问Google只会携带Google的Cookie，而不会携带Baidu的Cookie。Google也只能操作Google的Cookie，而不能操作Baidu的Cookie。

3、Cookie在客户端是由浏览器来管理的。浏览器能够保证Google只会操作Google的Cookie而不会操作Baidu的Cookie，从而保证用户的隐私安全。浏览器判断一个网站是否能操作另一个网站Cookie的依据是域名。Google与Baidu的域名不一样，因此Google不能操作Baidu的Cookie。

4、需要注意的是，虽然网站images.google.com与网站www.google.com同属于Google，但是域名不一样，二者同样不能互相操作彼此的Cookie。

5、注意：用户登录网站www.google.com之后会发现访问images.google.com时登录信息仍然有效，而普通的Cookie是做不到的。这是因为Google做了特殊处理。本章后面也会对Cookie做类似的处理。

### Unicode编码：保存中文

1、中文与英文字符不同，中文属于Unicode字符，在内存中占4个字符，而英文属于ASCII字符，内存中只占2个字节。Cookie中使用Unicode字符时需要对Unicode字符进行编码，否则会乱码

2、提示：Cookie中保存中文只能编码。一般使用UTF-8编码即可。不推荐使用GBK等中文编码，因为浏览器不一定支持，而且JavaScript也不支持GBK编码

### BASE64编码：保存二进制图片

1、Cookie不仅可以使用ASCII字符与Unicode字符，还可以使用二进制数据。例如在Cookie中使用数字证书，提供安全度。使用二进制数据时也需要进行编码。

2、该小节仅用于展示Cookie中可以存储二进制内容，并不实用。由于浏览器每次请求服务器都会携带Cookie，因此Cookie内容不宜过多，否则影响速度。Cookie的内容应该少而精

### 设置Cookie的所有属性

1、String name：

* 该Cookie的名称。Cookie一旦创建，名称便不可更改

2、Object value：

* 该Cookie的值
* 如果值为Unicode字符，需要为字符编码
* 如果值为二进制数据，则需要使用BASE64编码

3、int maxAge：

* 该Cookie失效的时间，单位秒
* 如果为正数，则该Cookie在maxAge秒之后失效
* 如果为负数，该Cookie为临时Cookie，关闭浏览器即失效，浏览器也不会以任何形式保存该Cookie
* 如果为0，表示删除该Cookie
* 默认为–1

4、boolean secure：

* 该Cookie是否仅被使用安全协议传输。安全协议
* 安全协议有HTTPS，SSL等，在网络上传输数据之前先将数据加密
* 默认为false

5、String path：

* 该Cookie的使用路径。如果设置为"/sessionWeb/"，则只有contextPath为"/sessionWeb"的程序可以访问该Cookie
* 如果设置为"/"，则本域名下contextPath都可以访问该Cookie
* 注意最后一个字符必须为"/"

6、String domain：

* 可以访问该Cookie的域名
* 如果设置为".google.com"，则所有以"google.com"结尾的域名都可以访问该Cookie
* 注意第一个字符必须为"."

7、String comment：

* 该Cookie的用处说明
* 浏览器显示Cookie信息的时候显示该说明

8、int version：

* 该Cookie使用的版本号
* 0表示遵循Netscape的Cookie规范
* 1表示遵循W3C的RFC 2109规范

### Cookie的有效期

1、Cookie的maxAge决定着Cookie的有效期，单位为秒(Second)。Cookie中通过getMaxAge()方法与setMaxAge(int maxAge)方法来读写maxAge属性。如果maxAge属性为正数，则表示该Cookie会在maxAge秒之后自动失效。浏览器会将maxAge为正数的Cookie持久化，即写到对应的Cookie文件中。无论客户关闭了浏览器还是电脑，只要还在maxAge秒之前，登录网站时该Cookie仍然有效。下面代码中的Cookie信息将永远有效

Cookie cookie = new Cookie("username","helloweenvsfei"); // 新建Cookie

cookie.setMaxAge(Integer.MAX\_VALUE); // 设置生命周期为MAX\_VALUE

response.addCookie(cookie); // 输出到客户端

2、如果maxAge为负数，则表示该Cookie仅在本浏览器窗口以及本窗口打开的子窗口内有效，关闭窗口后该Cookie即失效。maxAge为负数的Cookie，为临时性Cookie，不会被持久化，不会被写到Cookie文件中。Cookie信息保存在浏览器内存中，因此关闭浏览器该Cookie就消失了。Cookie默认的maxAge值为–1

3、如果maxAge为0，则表示删除该Cookie。Cookie机制没有提供删除Cookie的方法，因此通过设置该Cookie即时失效实现删除Cookie的效果。失效的Cookie会被浏览器从Cookie文件或者内存中删除

Cookie cookie = new Cookie("username","helloweenvsfei"); // 新建Cookie

cookie.setMaxAge(0); // 设置生命周期为0，不能为负数

response.addCookie(cookie); // 必须执行这一句

4、response对象提供的Cookie操作方法只有一个添加操作add(Cookie cookie)。要想修改Cookie只能使用一个同名的Cookie来覆盖原来的Cookie，达到修改的目的。删除时只需要把maxAge修改为0即可。

5、注意：从客户端读取Cookie时，包括maxAge在内的其他属性都是不可读的，也不会被提交。浏览器提交Cookie时只会提交name与value属性。maxAge属性只被浏览器用来判断Cookie是否过期

### Cookie的修改、删除

1、Cookie并不提供修改、删除操作。

* 如果要修改某个Cookie，只需要新建一个同名的Cookie，添加到response中覆盖原来的Cookie
* 如果要删除某个Cookie，只需要新建一个同名的Cookie，并将maxAge设置为0，并添加到response中覆盖原来的Cookie。注意是0而不是负数。负数代表其他的意义

2、注意：修改、删除Cookie时，新建的Cookie除value、maxAge之外的所有属性，例如name、path、domain等，都要与原Cookie完全一样。否则，浏览器将视为两个不同的Cookie不予覆盖，导致修改、删除失败

### Cookie的域名

1、Cookie是不可跨域名的。域名www.google.com颁发的Cookie不会被提交到域名www.baidu.com去。这是由Cookie的隐私安全机制决定的。隐私安全机制能够禁止网站非法获取其他网站的Cookie。

2、正常情况下，同一个一级域名下的两个二级域名如www.helloweenvsfei.com和images.helloweenvsfei.com也不能交互使用Cookie，因为二者的域名并不严格相同。如果想所有helloweenvsfei.com名下的二级域名都可以使用该Cookie，需要设置Cookie的domain参数，例如：

Cookie cookie = new Cookie("time","20080808"); // 新建Cookie

cookie.setDomain(".helloweenvsfei.com"); // 设置域名

cookie.setPath("/"); // 设置路径

cookie.setMaxAge(Integer.MAX\_VALUE); // 设置有效期

response.addCookie(cookie); // 输出到客户端

3、注意：domain参数必须以点"."开始。另外，name相同但domain不同的两个Cookie是两个不同的Cookie。如果想要两个域名完全不同的网站共有Cookie，可以生成两个Cookie，domain属性分别为两个域名，输出到客户端

### Cookie的路径

1、domain属性决定运行访问Cookie的域名，而path属性决定允许访问Cookie的路径(ContextPath)。例如，如果只允许/sessionWeb/下的程序使用Cookie，可以这么写

Cookie cookie = new Cookie("time","20080808"); // 新建Cookie

cookie.setPath("/session/"); // 设置路径

response.addCookie(cookie); // 输出到客户端

2、设置为"/"时允许所有路径使用Cookie。path属性需要使用符号"/"结尾。name相同但domain不同的两个Cookie也是两个不同的Cookie。

3、注意：页面只能获取它属于的Path的Cookie。例如/session/test/a.jsp不能获取到路径为/session/abc/的Cookie。使用时一定要注意

4、domain表示的是cookie所在的域，默认为请求的地址，如网址为www.test.com/test/test.aspx，那么domain默认为www.test.com。而跨域访问，如域A为t1.test.com，域B为t2.test.com，那么在域A生产一个令域A和域B都能访问的cookie就要将该cookie的domain设置为.test.com；如果要在域A生产一个令域A不能访问而域B能访问的cookie就要将该cookie的domain设置为t2.test.com。

5、path表示cookie所在的目录，默认为/，就是根目录。在同一个服务器上有目录如下：/test/，/test/cd/，/test/dd/，现设一个cookie1的path为/test/，cookie2的path为/test/cd/，那么test下的所有页面都可以访问到cookie1，而/test/和/test/dd/的子页面不能访问cookie2。这是因为cookie能让其path路径下的页面访问。

6、浏览器会将domain和path都相同的cookie保存在一个文件里，cookie间用\*隔开

### Cookie的安全属性

1、HTTP协议不仅是无状态的，而且是不安全的。使用HTTP协议的数据不经过任何加密就直接在网络上传播，有被截获的可能。使用HTTP协议传输很机密的内容是一种隐患。如果不希望Cookie在HTTP等非安全协议中传输，可以设置Cookie的secure属性为true。浏览器只会在HTTPS和SSL等安全协议中传输此类Cookie。下面的代码设置secure属性为true

Cookie cookie = new Cookie("time", "20080808"); // 新建Cookie

cookie.setSecure(true); // 设置安全属性

response.addCookie(cookie); // 输出到客户端

2、提示：secure属性并不能对Cookie内容加密，因而不能保证绝对的安全性。如果需要高安全性，需要在程序中对Cookie内容加密、解密，以防泄密

## Session

### 什么是Session

1、对Tomcat而言，Session是一块在服务器开辟的内存空间，其存储结构为ConcurrentHashMap

### Session的目的

1、Http协议是一种无状态协议，即每次服务端接收到客户端的请求时，都是一个全新的请求，服务器并不知道客户端的历史请求记录

2、Session的主要目的就是为了弥补Http的无状态特性。简单的说，就是服务器可以利用session存储客户端在同一个会话期间的一些操作记录

### 实现机制

1、首先看两个问题

1. 服务器如何判断客户端发送过来的请求是属于同一个会话?

* 回答：用Session id区分，Session id相同的即认为是同一个会话，在Tomcat中Session id用JSESSIONID表示

1. 服务器、客户端如何获取Session id？Session id在其之间是如何传输的呢？

* 回答

1. 服务器第一次接收到请求时，开辟了一块Session空间(创建了Session对象)，同时生成一个Session id，并通过响应头的Set-Cookie："JSESSIONID=XXXXXXX"命令，向客户端发送要求设置cookie的响应
2. 客户端收到响应后，在本机客户端设置了一个JSESSIONID=XXXXXXX的cookie信息，该cookie的过期时间为浏览器会话结束
3. 接下来客户端每次向同一个网站发送请求时，请求头都会带上该cookie信息(包含Session id)
4. 然后，服务器通过读取请求头中的Cookie信息，获取名称为JSESSIONID的值，得到此次请求的Session id

* ps：服务器只会在客户端第一次请求响应的时候，在响应头上添加Set-Cookie："JSESSIONID=XXXXXXX"信息，接下来在同一个会话的第二第三次响应头里，是不会添加Set-Cookie："JSESSIONID=XXXXXXX"信息的，而客户端是会在每次请求头的cookie中带上JSESSIONID信息

# Web Server和Web Service

1、概念上根本就是两个东西，像IIS/APACHE/ZEUS这类的软件都叫做Web Server，可以让用户通过用IE访问服务器的IP看到一个页面或者完成从页面上传递来的数据交互

2、WebService 仅仅是一个API，比如你想创建一个Web service它的作用是返回当前的天气情况，那么你可已建立一个ASP页面，它接受邮政编码作为查询字符串，然后返回一个由逗号隔开的字符串，包含了当前的气温和天气，要调用这个ASP页面，客户端需要发送下面的这个HTTP GET请求  
http://www.domain.com/weather.asp?zipcode=20171。返回的数据就应该是这样
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这个ASP页面就应该可以算作是Web service了，因为它基于HTTP GET请求，暴露出了一个可以通过Web调用的API

2、关于开发

1. 开发Web Server就是重写一个APACHE/IIS
2. 开发Web Service就是写一个类似于我刚才那个例子的程序
3. 有WebServer并且安装了解释语言比如ASP/PHP的就可以支持WebService