# 一 Node与图片处理

<http://www.graphicsmagick.org/>

GraphicsMagick is the swiss army knife of image processing. 瑞士军刀。

只要服务器需要处理图片，那么这个服务器就要安装graphicsmagick软件。免费的。

装完之后，可视化工具一点用都没有，从桌面上删除。我们要把安装目录设置为环境变量。

控制台CMD命令：

|  |
| --- |
| 1. //格式转换 2. gm convert a.bmp a.jpg |

|  |
| --- |
| 1. //更改当前目录下\*.jpg的尺寸大小，并保存于目录.thumb里面 2. gm mogrify -resize 320x200 danny.jpg |

nodejs要使用graphicsmagick，需要npm装一个gm的包。

node.js命令

node.js缩略图的制作：

|  |
| --- |
| 1. var fs = require('fs'); 2. var gm = require('gm'); 3. gm('./danny.jpg') 4. .resize(50, 50,"!") 5. .write('./danny2.jpg', function (err) { 6. if (err) { 7. console.log(err); 8. } 9. }); |

node.js头像裁切：

|  |
| --- |
| 1. gm("./danny.jpg")**.crop(141,96,152,181)**.write("./2.jpg",function(err){ 2. **//141 96 是宽高 。 152 181是坐标** 3. }); |

# 二关于异步回调

回调通常用来处理一次性响应逻辑，比如数据库查询，可以指定一个回调函数来确定如何处理查询结果。事件监听器本质上也是一个回调，不同的是它和一个事件有关，如：

server.on(‘request’,functuon(){});

//自定义一个事件监听器：

## 1 异步回调机制

function Person() {  
 this.think = function (callback) {  
 setTimeout(function () {  
 console.log('Do thinking!');  
 callback();  
 },3000)  
 },  
 this.answer = function () {  
 console.log('Do answering!');  
 }  
}  
  
let p = new Person();  
p.think(function () {  
 console.log('After thinking 3s,get the answer');  
});  
p.answer();

这里的执行结果将会先展示 answer的结果，没有思考就开始回答问题！

Do answering!

Do thinking!

After thinking 3s,get the answer

因为think调用了异步函数setTimeout，因此think具备了异步非阻塞特性。

回调并非是异步调用，回调是一种解决异步函数执行结果的处理方法。所以并不是说所有的代码逻辑都是异步执行的，这取决于代码中是否应用了异步函数。

例如下列的回调函数并没有异步效果：

function waitThree(name,printName) {  
 let pus = 0;  
 let currentDate = new Date();  
 while (pus < 3000){  
 let now = new Date();  
 pus = now - currentDate;  
 }  
 printName(name); *//执行回调函数*}  
  
function getName(name) { *//定义回调函数* console.log(name);  
}  
  
waitThree('lisi',getName);  
console.log('over');

这里仅仅使用了while循环，并没有调用异步代码，所以仍然是阻塞式的调用。

## 2 异步函数的调用

思考问题：系统越过了异步函数直接执行后面的任务，那么如何获取异步函数的返回值？

示例代码：

function select(where,data) {  
 connector.collection(where,function (err,collection) {  
 collection.find(data,function (err,value) {  
 value.toArray(function (err,arr) {  
 return arr;  
 });  
 });  
 });  
 return false;  
}

这是一个和数据库有关的函数，使用collection函数获得集合，再使用find函数对集合结果转换，转换成功 返回 转换结果arr。

我们使用select函数来得到结果，要么是arr，要么是false。

但是由于collection find都是异步函数，这个select函数永远返回的是false。

解决方案一：失败

如果在回调函数中新增一个return的结果，仍然出现外部调用了select函数，异步函数刚执行，没得到结果，就调出函数了。

解决方案二：失败

在select内部创建一个变量存储异步的值，return这个变量。这里这个变量的值永远是null。

解决方案三：成功

首先，对于一个异步函数，我们必须传递一个回调函数来执行回调后的程序，上面的代码中function (err,value) 这个函数就是在异步代码执行结束后执行的回调函数程序。

我们的目的是调用select函数获取最终的成功与否的值，而select调用了异步函数，select本身也就成为了一个异步函数，获取异步调用返回结果的方法就是添加一个回调函数变量。

*//添加回调函数处理异步函数结果*function select(where,data,callback) {  
 connector.collection(where,function (err,collection) {  
 collection.find(data,function (err,value) {  
 value.toArray(function (err,arr) {  
 /\*  
 异步执行结果后，调用select传递的回调函数  
 将需要的数据作为callback的参数传递  
 \*/  
 callback(arr);  
 });  
 });  
 });  
 return false;  
}  
  
function getSelectArr(arr) {  
 console.log(arr);  
}  
select(where,data,getSelectArr);

通过getSelectArr就可以处理select返回的结果。

## 3 回调函数公式

假设A为异步函数，A有参数a和内部的回调函数function(b){} b就是A内部回调函数的返回结果。

函数C是一个封装函数，内部调用了A。

这时候我们如何在外部调用封装函数C的时候，获取到b值呢？

解决方案就是为C添加一个回调函数cb

function fnC(arg1,cb){

fnA(a,function(b){

cb(b);

}

}

function cb(arg){

console.log(arg);

}

执行获得结果：

fnc(arg,cb);

## 4 一个常见异步案例

异步执行for循环的异常

for(var i = 0; i < 10; i ++){  
 var m = i;  
 setTimeout(function () {  
 console.log(m);  
 },200);  
}

打印的结果全是9 ，而不是从0-9依次打印！

因为JS没有块级作用域！在异步函数中执行的最终结果将会出现上述代码中的bug。这是JS设计的极大败笔。

解决方案：同本笔记Node01中介绍的异步回调方式一样，我们需要得到异步函数结果，那么就用一个回调函数返回这个结果。

for(var i = 0; i < 10; i ++){  
 var m = i;  
 exec(m,function (m) {  
 console.log(m);  
 });  
}  
function exec(arg,callback) {  
 setTimeout(function () {  
 callback(arg)  
 },200);  
}

当然这在ES6中有更好的方式，let 带来了块级作用域：

for(let i = 0; i < 10; i ++){  
 let m = i;  
 setTimeout(function () {  
 console.log(m);  
 },200);  
}

## 5 回调地狱的解决

由上我们也可以看出，如果我们需要的结果来自一层一层的异步函数调用，最终会出现噩梦一样的回调地狱。

方案一：我们可以对深度回调内的每个异步函数进行封装，转化为多个函数之间的调用，但是这样仍然存在深度问题。

方案二：使用第三方库wind.js

方案三：使用EventProxy

方案四：使用Step

最终方案，使用ES6规范下的 async await 但是只有Node7以上版本支持。

## 6 express异步回调实战

文件目录如下：
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include.js

const fs = require('fs');  
exports.getArray = function (callback) {  
  
 fs.readdir(global.rootpath + '/upload',function (err,files) {  
 if(err){  
 callback('没有找到upload文件夹',null);  
 return;  
 } else {  
 callback(null,files);  
 return;  
 }  
 });  
};

main.js

let includes = require('../lib/includes');  
  
exports.showIndex = function (req,res,next) {  
 includes.getArray(function (err,arr) {  
 if(err){  
 console.log(err);  
 return;  
 } else {  
 res.render('index',{  
 imagesArray:arr  
 });  
 }  
 });  
};

app.js

const express = require('express');  
const main = require('./router/main');  
global.rootpath = \_\_dirname;  
  
let app = express();  
  
app.set('view engine','ejs');  
  
app.use('/test',express.static('public'));  
  
app.get('/',main.showIndex);  
  
app.listen(3000);

尤其注意：这里读取文件使用的是 绝对路径。

## 7 Node IO原理

Node的异步调用，其背后机制是Linux的Epoll，在windows下，则采用的是完成端口IOCP。这两种方式的共同点是没有启动任何其他线程。

Linux下，Node启动时，会维护一个线程池，Node使用这个线程池的线程，同步读取文件，在windows下利用IOCP通知机制，把代码交给操作系统的线程池运行。

# 三 单元测试

单元测试是指软件中的最小可测试单元进行检查和验证，又称为模块测试，用来保证程序中最小可用单元的可用性。在Node中，单元测试往往针对某个函数或者API进行正确性验证。

单元测试有许多风格，常见风格有行为驱动开发（BDD）和测试驱动开发（TDD）：

BDD：一种敏捷开发技术，鼓励软件项目中的开发者，QA和非技术人员或商业参与者之间的写作。也就是说：行为驱动开发关注的是整个系统的最终实现是否与用户期望一致。

TDD：一种软件开发过程中的应用方法，基本思想是先写测试程序，然后编码实现功能。测试驱动开发的目的是取得快速反馈，使所有功能都是可用的。

有两种常见的自动化测试：单元测试和验收测试。单元测试直接测试代码逻辑，通常是在函数层面，适用于所有类型的程序。验收测试用脚本控制浏览器，并试图用它触发web程序的功能，

## 1 Mocha基础使用

Mocha是最流行的Node单元测试框架，Mocha不仅可以运行在Node环境中，还可以运行在浏览器中。

使用前需要先安装：npm install mocha

现在有一个普通的模块需要测试：

function add() {  
 if(arguments.length > 0){  
 return [].slice.call(arguments).reduce(function (a,b) {  
 return a + b;  
 });  
 } else {  
 return 0;  
 }  
}  
module.exports = {  
 add : add  
};

书写测试模块：

const lib = require('./2.js');  
  
*//测试描述*describe('Math',function () {  
 describe('#add()',function () {  
 it('should return 10', function () {  
 lib.add(5,5);  
 });  
 });  
});

在控制台使用mocha命令测试：

![](data:image/png;base64,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)

describe(); 该方法用来描述将要测试的模块，上述代码就是要测试Math模块下的add方法，这个方法可以嵌套。

it测试语句放在回调函数中，info是正确输出时的简单语句描述，一个it对应一个可能的情况。

此时只是使用了Mocha，并没有对结果进行检查，Node自带断言库assert，对add函数进行断言测试可以使用assert.equal()的方法：

const lib = require('./2.js');  
const assert = require('assert');  
*//测试描述*describe('Math',function () {  
 describe('#add()',function () {  
 it('should return 10', function () {  
 *// lib.add(5,5);* assert.equal('10',lib.add(5,5));  
 });  
 it('should return 0', function () {  
 *// lib.add();* assert.equal('0',lib.add());  
 });  
 });  
});

## 2 测试异步

const lib = require('./2.js');  
describe('Async',function () {  
 describe('#setTimeout()',function () {  
 it('should wait 100ms', function (done) {  
 lib.test(done);  
 });  
 });  
});

运行 mocha \*\*.js -c

## 3 路由测试

Mocha并没有对路由接口的测试支持，需要借助supertest库，

## 4 测试覆盖率

覆盖率一般包含行覆盖率、函数覆盖率、分支覆盖率、语句覆盖率四个维度。在Node中，可以使用Istanbul这个工具作为代码覆盖率工具。（需要npm安装）。

测试命令：is

tanbul cover 1.js

结合mocha测试覆盖率：

istanbul cover \_mocha

这条命令生成了一个coverage文件夹。数据报告存储在该文件夹中。

# 四 Node与多核CPU

Node采用了单线程模型，但是并不能说明Node只能运行在单核CPU下。Node原生已经支持集群特征。

制作一个简单HelloWorld示例，我们将应用程序部署在单台服务器的多核CPU上，从而搭建集群环境。也就是说：每个CPU内核都会运行一个Node进程，这样的集群只能在单台服务器上运行。

const http = require('http');  
const cluster = require('cluster');  
const os = require('os');  
  
let PORT = 8000;  
let CPUS = os.cpus().length; *//获取cpu内核书*if(cluster.isMaster){ *//当前进程为主进程* for(let i = 0; i < CPUS; i++){  
 cluster.fork();  
 }  
} else { *//当前进程为子进程:只有在子进程才执行相关代码* let app = http.createServer(function (req,res) {  
 res.writeHead(200,{'Content-Type':'text/plain'});  
 res.end('hello world');  
 }).listen(PORT,function () {  
 console.log('server is running at' + PORT);  
 });  
}

实际上，程序内部是通过主进程去调度各个子进程的。即：cpu核心数越多，单台服务器上可创建的子进程越多，支持的并发越大，从而整个应用程序的吞吐率就越高。

# 五 微服务网关

## 1 简介

微服务网关将底层复杂的细节进行评比，对外提供简单统一的调用方式，比如HTTP方式。对客户端而言，可以是PC端网页，也可以使移动端设备，客户端通过HTTP方式调用微服务网关。

微服务网关也称为服务网关（Service Gateway）或者API网关（API Gateway）。

微服务网关是微服务架构中的核心组件，是客户端请求的门户，也是调用具体服务端的桥梁。

服务网关的路由过程，我们称之为反向代理，说白了就是请求不会直接发送到目的地，而是通过一个中间件（Nginx或Apache）来转发。

使用反向代理技术的业务场景：

1 静态资源与动态资源分离

2 实现Ajax跨域

3 搭建统一的服务网关接口

## 2 Node搭建反向代理服务器

需要安装第三方模块：http-proxy

let http = require('http');  
let httpproxy = require('http-proxy');  
  
let PORT = 8000;  
  
*//创建代理服务器对象并监听错误事件*let proxyServer = httpproxy.createProxyServer();  
proxyServer.on('error',function (err,req,res) {  
 res.end(); *//输出空白格响应数据*});  
  
let app = http.createServer(function (req,res) {  
 *//执行反向代理* proxyServer.web(req,res,{  
 target: 'http://localhost:8080' *//目标地址* });  
}).listen(PORT,function () {  
 console.log('server is running at ' + PORT);  
});

这时候我们就可以通过

http://localhost:8000

来访问 http://localhost:8080

我们可以通过Apache Bench来测试性能。

Node的性能绝不亚于Nginx，且扩展性远高于Nginx，通过Node可以动态置顶被代理的目标地址，而在Nginx中目标地址是静态的。这对于微服务中实现 服务发现 功能是极其重要的。因为我们需要送网关中获取需要代理的微服务信息（如IP和端口），并执行反向代理操作，调用响应的微服务REST API。

服务网关并非仅提供反向代理和服务发现特性，还具备安全认证、性能监控、数据缓存、请求分片、静态响应等众多特性，可根据业务需求进行扩展。

## 3 Node连接ZooKeeper

需要安装第三方模块：node-zookeeper-client

let zookeeper = require('node-zookeeper-client');  
let CONNECTION\_STRING = 'localhost:8000';  
let OPTIONS = {  
 sessionTimeout:5000  
};  
  
let zk = zookeeper.createClient(CONNECTION\_STRING,OPTIONS);  
zk.on('connected',function () {  
 console.log(zk);  
 zk.close();  
});  
zk.connect();

当触发connected事件时，说明客户端已经成功连接ZooKeeper服务器，若zk可以正常输出，则说明成功连接，下面所有的操作都在该会话中进行，只需要调用zk对象相关的API即可。

## 4 Node实现服务发现

服务发现组件在微服务架构中由服务网关提供支持，前端发送的HTTP请求首先会进入服务网关，此时服务网关将从服务注册表中获取当前可用服务所对应的具体服务配置。随后通过反向代理技术调用具体的服务，像这样获取可用服务配置的过程称为服务发现。

const express = require('express');  
const swig = require('swig');  
const bodyParse = require('body-parser');  
const zookeeper = require('node-zookeeper-client');  
const httpProxy = require('http-proxy');  
  
let CONNECTION\_STRING = '127.0.0.1:2181';  
let REGISTRY\_ROOT = '/api';  
let PORT = 8000;  
let OPTIONS = {  
 sessionTimeout:5000  
};  
  
*//连接ZK*let zk = zookeeper.createClient(CONNECTION\_STRING,OPTIONS);  
zk.connect();  
  
*//创建代理服务器并监听错误事件*let proxy = httpProxy.createProxyServer();  
proxy.on('error',function (err,req,res) {  
 res.end(); *//输出空白响应数据，防止浏览器假死*});  
  
*//启动app*let app = express();  
app.engine('html',swig.renderFile);  
app.set('view engine','html');  
swig.setDefaults({cache:false});  
*//静态资源管理*app.use('/public',express.static(\_\_dirname + '/public'));  
*//POST解析*app.use(bodyParse.urlencoded({extended: true}));  
  
  
app.all('\*',function (req,res) {  
  
 *//处理图标* if(req.path == '/favicon.ico'){  
 res.end();  
 return;  
 }  
  
 *//获取服务名称* let serviceName = req.get('Service-Name');  
 console.log('servicename is ' + serviceName);  
 if(!serviceName){  
 console.log('Service-Name request header is not exist');  
 res.end();  
 return;  
 }  
  
 *//获取服务路径* let servicePath = REGISTRY\_ROOT + '/' + serviceName;  
 zk.getChildren(servicePath,function (error,addressNodes) {  
 if(error){  
 console.log(error.stack);  
 res.end();  
 return;  
 }  
 let size = addressNodes.length;  
 if(size == 0){  
 console.log('address node is not exist');  
 res.end();  
 return;  
 }  
 *//生成地址路径* let addressPath = servicePath + '/';  
 if(size == 1){ *//只有一个地址，则获取该地址* addressPath = addressNodes[0];  
 } else { *//多个地址，则随机取一个地址* addressPath += addressNodes[parseInt(Math.random()) \* size];  
 }  
  
 *//获取服务地址* zk.getDate(addressPath,function (error,serviceAddress) {  
 if(error){  
 console.log(error.stack);  
 res.end();  
 return;  
 }  
 if(!serviceAddress){  
 console.log('service address is not exist');  
 res.end();  
 return;  
 }  
  
 *//执行反向代理* proxy.web(req,res,{  
 target: 'http://' + serviceAddress *//目标地址* });  
  
 });  
 });  
  
});  
  
  
app.use('/api',require('./routers/api/testapi'));  
app.use('/',require('./routers/main'));  
  
app.listen(PORT,function () {  
 console.log('server is running on ' + PORT);  
});