**数据结构第一次上机实验报告**

学号：161730126 姓名：李双玖

1. 调试成功程序及说明

**1、**

**题目：**

**编程实现书P19 ADT List 基本操作12个：**

**（1）用顺序存储结构实现； （2）用链式存储结构实现；**

1）顺序结构：

算法思想：a、采用动态数组的方式进行顺序储存，定义一个结构体来存储数组的首地址、长度和最大存储空间。当长度超过最大存储空间时，增加最大存储空间并用realloc重新分配空间；b、插入数据时，将该位置之后的数据都向后移一位。

运行结果：
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结果分析：成功。插入删除各一次，最后还是20位数。

源程序：

1. #include<iostream>
2. #include<stdlib.h>
3. **using** **namespace** std;
5. #define LIST\_INIT\_SIZE 100
6. #define LIST\_INCREMENT 10
8. // 顺序表头
9. **typedef** **struct** {
10. **int** \*head;
11. **int** length;
12. **int** listSize;
13. }Sqlist;
15. //顺序线性表类
16. **class** CSqList {
17. **public**:
19. //初始化线性表，即创建一个空表
20. **bool** InitList(Sqlist &list) {
21. **if**(list.head = (**int**\*)malloc(LIST\_INIT\_SIZE\***sizeof**(**int**))) {
22. list.length = 0;
23. list.listSize = LIST\_INIT\_SIZE;
24. **return** **true**;
25. }
26. **else** **return** **false**;
27. };
29. //销毁线性表，即free头指针
30. **bool** DestroyList(Sqlist &list) {
31. **if**(list.head) {
32. free(list.head);
33. list.head = NULL;
34. **return** **true**;
35. }
36. **else** **return** **false**;
37. };
39. //清空线性表，即令长度为零
40. **void** ClearList(Sqlist &list) {
41. list.length = 0;
42. };
44. //判断是否为空表
45. **bool** ListEmpty(Sqlist list) {
46. **return** list.length ? **false**:**true**;
47. };
49. //返回线性表的长度
50. **int** ListLength(Sqlist list) {
51. **return** list.length;
52. };
54. //返回线性表中第i个位置的值
55. **bool** GetElem(Sqlist list, **int** i, **int** &e) {
56. **if**(!list.length) **return** **false**;
57. **if**(i <= 0 || i > list.length) **return** **false**;
58. **else** e = list.head[i-1];
59. **return** **true**;
60. };
62. //返回线性表中值与e相等的位置
63. **int** LocateElem(Sqlist list, **int** e) {
64. **if**(!list.length) **return** 0;
65. **for**(**int** i = 0; i < list.length; i++) {
66. **if**(list.head[i] == e) **return** i+1;
67. }
68. **return** 0;
69. };
71. //返回值与cur\_e相同的前一个值
72. **bool** PriorElem(Sqlist list, **int** cur\_e, **int** &pre\_e) {
73. **if**(!list.length) **return** **false**;
74. **if**(list.head[0] == cur\_e) **return** **false**;
75. **for**(**int** i = 1; i < list.length; i++) {
76. **if**(list.head[i]  == cur\_e) {
77. pre\_e = list.head[i-1];
78. **return** **true**;
79. }
80. }
81. **return** **false**;
82. };
84. //返回值与cur\_e相同的下一个值
85. **bool** NextElem(Sqlist list, **int** cur\_e, **int** &next\_e) {
86. **if**(!list.length) **return** **false**;
87. **if**(list.head[list.length - 1] == cur\_e) **return** **false**;
88. **for**(**int** i = 0; i < list.length-1; i++) {
89. **if**(list.head[i]  == cur\_e) {
90. next\_e = list.head[i+1];
91. **return** **true**;
92. }
93. }
94. **return** **false**;
95. };
97. //在线性表的第i位之前插入e值
98. **bool** ListInsert(Sqlist &list, **int** i, **int** e) {
99. **if**(!list.length) **return** **false**;                  //判断表是否为空
100. **if**(i <= 0 || i > list.length) **return** **false**;       //判断i是否有效
101. **if**(list.length == list.listSize) {              //判断表存储空间是否已满
102. **int** \*newBase;
103. **if**(newBase = (**int**\*)realloc(list.head,
104. (list.listSize+LIST\_INCREMENT) \* **sizeof**(**int**))) {
105. list.head = newBase;
106. list.listSize += LIST\_INCREMENT;
107. }
108. **else** {
109. printf("error from ListInsert(): realloc defeat!\n");
110. **return** **false**;
111. }
112. }
113. **for**(**int** j = list.length-1; j >= i-1; j--) {      //将head[i-2]之后的数都向后移一位
114. list.head[j+1] = list.head[j];
115. }
116. list.head[i-1] = e;                             //把e赋给head[i-1]
117. list.length++;
118. **return** **true**;
119. };
121. //删除i位置的值，并用e返回其值
122. **bool** ListDelete(Sqlist &list, **int** i, **int** &e) {
123. **if**(!list.length) **return** **false**;                  //判断表是否为空
124. **if**(i <= 0 || i > list.length) **return** **false**;       //判断i是否有效
125. e = list.head[i-1];                             //把head[i-1]赋给e
126. **for**(**int** j = i; j < list.length; j++) {           //将head[i]之后的数都向前移一位
127. list.head[j-1] = list.head[j];
128. }
129. list.length--;
130. **return** **true**;
131. };
133. //遍历函数
134. **void** ListTraverse(Sqlist list) {
135. printf("\n================遍历==============\n");
136. **for**(**int** i = 0; i < list.length; i++)
137. printf("第%d位值为：%d\n", i+1, list.head[i]);
138. };
139. };

142. **int** main() {
143. CSqList List;//顺序表对象
144. Sqlist list;//顺序表头
146. **if**(List.InitList(list)) printf("初始化顺序表成功\n");
147. **else** printf("初始化顺序表失败\n");
148. **for**(**int** i = 0; i < 20; i++) {
149. list.head[i] = i+1;
150. list.length++;
151. }
153. **int** test = 0;
154. **if**(List.GetElem(list, 16, test)) printf("第16位元素的值是：%d\n", test);
155. **else** printf("访问第16位元素失败\n");
157. **int** test1 = 0;
158. **if**(List.PriorElem(list, test, test1)) printf("%d前一个元素的值为：%d\n", test, test1);
159. **else** printf("访问前一位元素失败\n");
161. **if**(List.NextElem(list, test, test1)) printf("%d后一个元素的值为：%d\n", test, test1);
162. **else** printf("访问后一位元素失败\n");
164. **if**(List.ListInsert(list, 13, 1392985954)) printf("在第13位插值成功，插入的值为：1392985954\n");
165. **else** printf("在第13位插值失败\n");
167. **if**(List.ListDelete(list, 6, test)) printf("第6位删值成功，值为：%d\n", test);
168. **else** printf("第6位删值失败\n");
170. List.ListTraverse(list);
172. **if**(List.DestroyList(list)) printf("链表销毁成功\n");
173. **else** printf("\n链表销毁失败\n");
174. }

2）链式结构：

算法思想：a、创建链表并赋初值，用两个指针，一个开辟空间，一个负责将新结点接入链表并向后移动；b、插入与删除结点，用两个指针，一个指向前一个结点，一个指向要操作的位置，遍历链表直到要操作的位置，然后开始插入删除。

运行结果：
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结果分析：成功。插入两次、删除一次，刚好21位数。

源程序：

1. #include<iostream>
2. #include<stdlib.h>
3. **using** **namespace** std;
5. // 链式结点
6. **typedef** **struct** LNode{
7. **int** data;
8. LNode \*next;
9. }LNode, \*LinkList;
11. // 链式线性表类
12. **class** CLinkList {
13. **public**:
15. //初始化线性表，创建一个头结点，头结点的data数据表示链表长度
16. **bool** InitList(LinkList &list) {
17. **if**(list = (LNode\*)malloc(**sizeof**(LNode))) {
18. list->data = 0;
19. list->next = NULL;
20. **return** **true**;
21. }
22. **else** **return** **false**;
23. };
25. //销毁线性表，即free头指针
26. **bool** DestroyList(LinkList &list) {
27. **if**(list) {
28. **if**(ClearList(list)) {
29. printf("清空链表成功\n");
30. free(list);
31. **return** **true**;
32. }
33. **else** {
34. printf("清空链表失败\n");
35. **return** **false**;
36. }
37. }
38. **else** **return** **false**;
39. };
41. //清空线性表，将链表的结点都删除（除头结点之外）
42. **bool** ClearList(LinkList &list) {
43. **if**(list) {
44. LNode \*temp, \*p = list->next;
45. **while**(p) {
46. temp = p;
47. p = p->next;
48. free(temp);
49. }
50. list->data = 0;
51. list->next = NULL;
52. **return** **true**;
53. }
54. **return** **false**;
55. };
57. //判断是否为空表
58. **bool** ListEmpty(LinkList list) {
59. **if**(!list) **return** **false**;         //判断表是否为空
60. **return** list->data ? **false**:**true**;
61. };
63. //返回线性表的长度
64. **int** ListLength(LinkList list) {
65. **if**(!list) **return** 0;             //判断表是否为空
66. **return** list->data;
67. };
69. //返回线性表中第i个位置的结点
70. **bool** GetElem(LinkList list, **int** i, LNode \*e) {
71. **if**(!list || !list->data) **return** **false**;           //判断表是否为空
72. **if**(i <= 0 || i > list->data) **return** **false**;
73. **else** {
74. **int** j = 1;
75. LNode \*p = list->next;
76. **while**(p && j++!=i) p = p->next;
77. e->data = p->data;
78. e->next = p->next;
79. }
80. **return** **true**;
81. };
83. //返回线性表中值与e相等的位置
84. **int** LocateElem(LinkList list, LNode \*e) {
85. **if**(!list || !list->data) **return** 0;
86. LNode \*p = list->next;
87. **int** i = 1;
88. **while**(p) {
89. **if**(p->data == e->data) **return** i;
90. p = p->next;
91. }
92. **return** 0;
93. };
95. //返回值与cur\_e相同的前一个值
96. **bool** PriorElem(LinkList list, LNode \*cur\_e, LNode \*pre\_e) {
97. **if**(!list || !list->data) **return** **false**;           //判断表是否为空
98. LNode \*last = list, \*p = list->next;
99. **int** j = 1;
100. **while**(p) {
101. **if**(j == 1 && p->data == cur\_e->data) **return** **false**;
102. **if**(p->data == cur\_e->data) {
103. pre\_e->data = last->data;
104. pre\_e->next = last->next;
105. **return** **true**;
106. }
107. last = p;
108. p = last->next;
109. j++;
110. }
111. **return** **false**;
112. };
114. //返回值与cur\_e相同的下一个值
115. **bool** NextElem(LinkList list, LNode \*cur\_e, LNode \*next\_e) {
116. **if**(!list || !list->data) **return** **false**;           //判断表是否为空
117. LNode \*next, \*p = list;
118. **int** j = 1;
119. **while**(p) {
120. next = p->next;
121. **if**(j == list->data && p->data == cur\_e->data) **return** **false**;
122. **if**(p->data == cur\_e->data) {
123. next\_e->data = next->data;
124. next\_e->next = next->next;
125. **return** **true**;
126. }
127. p = p->next;
128. j++;
129. }
130. **return** **false**;
131. };
133. //在线性表的第i位插入e值
134. **bool** ListInsert(LinkList &list, **int** i, LNode \*e) {
135. **if**(!list) **return** **false**;         //判断表是否为空
136. **if**(i <= 0 || i > list->data+1) **return** **false**;       //判断i是否有效
138. //防止用户把传进的实参e多次使用
139. LNode \*temp = (LNode\*)malloc(**sizeof**(LNode));
140. temp->data = e->data;
141. temp->next;
143. LNode \*last = list, \*p = list->next;
144. **int** j = 1;
145. **while**(p && j++!=i) {
146. last = p;
147. p = last->next;
148. }
149. last->next = temp;
150. temp->next = p;
151. list->data++;
152. **return** **true**;
153. };
155. //删除i位置的值，并用e返回其值
156. **bool** ListDelete(LinkList &list, **int** i, LNode \*e) {
157. **if**(!list || !list->data) **return** **false**;           //判断表是否为空
158. **if**(i <= 0 || i > list->data) **return** **false**;     //判断i是否有效
159. LNode \*last = list, \*p = list->next;
160. **int** j = 1;
161. **while**(p && j++!=i) {
162. last = p;
163. p = last->next;
164. }
165. e->data = p->data;
166. e->next = NULL;
167. last->next = p->next;
168. free(p);
169. list->data--;
170. **return** **true**;
171. };
173. //遍历函数
174. **void** ListTraverse(LinkList list) {
175. printf("\n================遍历==============\n");
176. LNode \*p = list->next;
177. **int** i = 1;
178. **while**(p) {
179. printf("第%d位值为：%d\n", i, p->data);
180. p = p->next;
181. i++;
182. }
183. };
184. };

187. **int** main() {
188. CLinkList List;//顺序表对象
189. LinkList list;//顺序表头
191. **if**(List.InitList(list)) printf("初始化顺序表成功\n");
192. **else** printf("初始化顺序表失败\n");
194. **int** i = 1;
195. LNode \*temp, \*p=list;
196. **while**(i <= 20) {
197. temp = (LNode\*)malloc(**sizeof**(LNode));
198. temp->data = i;
199. temp->next = NULL;
200. p->next = temp;
201. p = p->next;
202. list->data++;
203. i++;
204. }
206. LNode \*test = (LNode\*)malloc(**sizeof**(LNode));
207. **if**(List.GetElem(list, 16, test)) printf("第16位元素的值是：%d\n", test->data);
208. **else** printf("访问第16位元素失败\n");
210. LNode \*test1 = (LNode\*)malloc(**sizeof**(LNode));
211. **if**(List.PriorElem(list, test, test1)) printf("%d前一个元素的值为：%d\n", test->data, test1->data);
212. **else** printf("访问前一位元素失败\n");
214. **if**(List.NextElem(list, test, test1)) printf("%d后一个元素的值为：%d\n", test->data, test1->data);
215. **else** printf("访问后一位元素失败\n");
217. test->data = 9999;
218. **if**(List.ListInsert(list, 13, test)) printf("在第13位插值成功，插入的值为：%d\n", test->data);
219. **else** printf("在第13位插值失败\n");
221. test->data = 8888;
222. **if**(List.ListInsert(list, 21, test)) printf("在第21位插值成功，插入的值为：%d\n", test->data);
223. **else** printf("在第21位插值失败\n");
225. **if**(List.ListDelete(list, 6, test)) printf("第6位删值成功，值为：%d\n", test->data);
226. **else** printf("第6位删值失败\n");
228. List.ListTraverse(list);
230. **if**(List.DestroyList(list)) printf("链表销毁成功\n");
231. **else** printf("链表销毁失败\n");
232. }

**2、**

**题目：设元素值为整型的线性表L，分别采用顺序结构和链式结构存储，编写程序，实现线性表的就地逆置**

1）顺序结构：

算法思想：将数组中第i位数与第n-1-i位数交换，i从0到n/2，即可完成倒置。算法时间复杂度为T(n/2)。

运行结果：
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结果分析：成功倒置

源程序：

1. #include<iostream>
2. #include<stdlib.h>
3. **using** **namespace** std;
5. //顺序表头结构体
6. **typedef** **struct** {
7. **int** \*head;
8. **int** length;
9. }Sqlist;

12. //遍历函数
13. **void** ListTraverse(Sqlist list) {
14. **for**(**int** i = 0; i < list.length; i++)
15. printf("第%d位值为：%d\n", i+1, list.head[i]);
16. }
18. //初始化线性表
19. **bool** InitList(Sqlist &list, **int** n) {
20. **if**(list.head = (**int**\*)malloc(n\***sizeof**(**int**))) {
21. list.length = 0;
22. **for**(**int** i = 0; i < n; i++) {
23. list.head[i] = i+1;
24. list.length++;
25. }
26. printf("================顺序表倒置前===============\n");
27. ListTraverse(list);
28. **return** **true**;
29. }
30. **else** **return** **false**;
31. }
33. //销毁线性表，即free头指针
34. **bool** DestroyList(Sqlist &list) {
35. **if**(list.head) {
36. free(list.head);
37. list.head = NULL;
38. **return** **true**;
39. }
40. **else** **return** **false**;
41. }

44. **int** main() {
45. Sqlist list;//顺序表头
47. **int** num;
48. printf("请输入顺序表元素的个数：");
49. scanf("%d", &num);
51. **if**(InitList(list, num)) printf("初始化顺序表成功\n");
52. **else** printf("初始化顺序表失败\n");
54. **int** temp = 0;
55. **for**(**int** i = 0; i < list.length/2; i++) {
56. temp = list.head[i];
57. list.head[i] = list.head[list.length-i-1];
58. list.head[list.length-i-1] = temp;
59. }
60. printf("=====================顺表倒置后=================\n");
61. ListTraverse(list);
63. **if**(DestroyList(list)) printf("链表销毁成功\n");
64. **else** printf("链表销毁失败\n");
65. }
66. 链式结构：

算法思想：将第i个结点都插入头结点的下一个即链表的第一个位置（头插法），i从1到n。算法时间复杂度为T(n)。

运行结果：
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结果分析：成功置换

源程序：

1. #include<iostream>
2. #include<stdlib.h>
3. **using** **namespace** std;
5. // 链式结点
6. **typedef** **struct** LNode{
7. **int** data;
8. LNode \*next;
9. }LNode, \*LinkList;

12. //遍历函数
13. **void** ListTraverse(LinkList list) {
14. LNode \*p = list->next;
15. **int** i = 1;
16. **while**(p) {
17. printf("第%d位值为：%d\n", i, p->data);
18. p = p->next;
19. i++;
20. }
21. }
23. //初始化线性表
24. **bool** InitList(LinkList &list, **int** num) {
25. **if**(list = (LNode\*)malloc(**sizeof**(LNode))) {
26. list->data = 0;
27. list->next = NULL;
28. LNode \*temp, \*p=list;
29. **for**(**int** i = 1; i <= num; i++) {
30. temp = (LNode\*)malloc(**sizeof**(LNode));
31. temp->data = i;
32. p->next = temp;
33. p = temp;
34. list->data++;
35. }
36. p->next = NULL;
37. printf("================链式表倒置前===============\n");
38. ListTraverse(list);
39. **return** **true**;
40. }
41. **else** **return** **false**;
42. }
44. //销毁线性表
45. **bool** DestroyList(LinkList &list) {
46. **if**(list) {
47. LNode \*temp, \*p = list->next;
48. **while**(p) {
49. temp = p;
50. p = p->next;
51. free(temp);
52. }
53. free(list);
54. **return** **true**;
55. }
56. **else** **return** **false**;
57. }
59. //在线性表的第i位插入e值
60. **bool** ListInsert(LinkList &list, **int** i, LNode \*e) {
61. **if**(!list) **return** **false**;         //判断表是否为空
62. **if**(i <= 0 || i > list->data+1) **return** **false**;       //判断i是否有效
64. LNode \*last = list, \*p = list->next;
65. **int** j = 1;
66. **while**(p && j++!=i) {                            //优化
67. last = p;
68. p = last->next;
69. }
70. last->next = e;
71. e->next = p;
72. list->data++;
73. **return** **true**;
74. }

77. **int** main() {
78. LinkList list;//顺序表头
80. **int** num;
81. printf("请输入链式表元素的个数：");
82. scanf("%d", &num);
84. **if**(InitList(list, num)) printf("初始化链式表成功\n");
85. **else** printf("初始化链式表失败\n");
87. LNode \*next = NULL, \*p = list->next;
88. list->data = 0;
89. list->next = NULL;
90. **while**(p) {
91. next = p->next;
92. **if**(!ListInsert(list, 1, p)) {
93. printf("插值失败\n");
94. **break**;
95. }
96. p = next;
97. }
99. printf("================链式表倒置后===============\n");
100. ListTraverse(list);
102. **if**(DestroyList(list)) printf("链表销毁成功\n");
103. **else** printf("链表销毁失败\n");
104. }

**3、**

**题目：输入正整数n、m（m<n），设有n个人坐成一圈，从第1个人开始循环报数，报到m的人出列，然后再从下一个人开始报数，报到m的人又出列，如此重复，直到所有的人都出列为止。要求用链式结构和顺序结构实现，按出列的先后顺序输出每个人的信息。**

1）顺序结构：

算法思想：定义i、num两个数，i%n表示数组中的位置，num%m表示报数的结果。执行以下步骤：a、让i++，直到length==0；b、当num%m==0时，将该位置上数的值设为0并让顺序表的length--；c、如果该位置上数值为0则num不变，不为0则num++。算法时间复杂度T(n)。

2）链式结构·：

算法思想：采用单链表，让头结点的data部分存储链表的长度，同时定义两个结构体指针，一个指向前一个，一个指向当前。执行以下步骤：a、将两个指针向下移动同时num++，直到链表长度等于0；b、当num%m==0时，将该结点删除；c、当前指针指向NULL即达到链表尾时，将当前指针指向第一个结点，上一个指针指向头结点。算法时间复杂度T(n)。

运行结果：

![](data:image/png;base64,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)

结果分析：两种方式都成功，与样例结果相同。

源程序：

1. #include<stdio.h>
2. #include<stdlib.h>
3. #include<string.h>
5. // 顺序表头
6. **typedef** **struct** {
7. **int** \*head;
8. **int** length;
9. }SqList;
11. // 指针结点
12. **typedef** **struct** LNode {
13. **int** data;
14. **struct** LNode \*next;
15. }LNode,\*LinkList;

18. **int** main() {
20. **int** m = 0, n = 0;
21. printf("请依次输入n、m:\n");
22. scanf("%d%d", &n, &m);
24. printf("\n============顺序结构实现==============\n");
25. // 定义顺序链表
26. SqList List;
27. List.head = (**int**\*)malloc(**sizeof**(**int**) \* n);
28. List.length = n;
30. // 初始化数组值
31. **int** i = 0;
32. **while**(i < n) {
33. List.head[i] = i+1;
34. i++;
35. }
37. // 进行数组元素出列
38. i = 0;
39. **int** num = 1;
40. **while**(List.length) {
41. **if**(List.head[i%n]) {
42. **if**(num%m == 0) {
43. printf("第%d号出列\n", List.head[i%n]);
44. List.head[i%n] = 0;
45. List.length--;
46. }
47. num++;
48. }
49. i++;
50. }
52. // 释放空间
53. free(List.head);


57. printf("\n============链式结构实现==============\n");
58. // 定义链表
59. LinkList head;
60. // 定义使用到的指针
61. LNode \*p, \*temp;
62. // 创建头结点
63. head = (LNode\*)malloc(**sizeof**(LNode));
64. head->data = n;
66. // 创建链表，并为每个结点设立数值
67. p = head;
68. i = 0;
69. **while**(i++ < n) {
70. temp = (LNode\*)malloc(**sizeof**(LNode));
71. temp->data = i;
72. p->next = temp;
73. p = p->next;
74. }
75. p->next = NULL;
77. // 进行链表元素出列
78. num = 1;
79. LNode \*last = head;
80. **while**(head->data) {
81. **if**(!(last->next)) last = head;
82. p = last->next;
83. **if**(num%m == 0) {
84. printf("第%d号出列\n", p->data);
85. head->data--;
86. last->next = p->next;
87. free(p);
88. }
89. **else** last = last->next;
90. num++;
91. }
93. // 释放头结点
94. free(head);
95. }

**4、**

**题目：学生排队**

算法思想：采用单链表结构进行存储，初始化时每个结点的数据域保存该位置对应学号。定义两个结构体指针，一个指向前一个prior，一个指向当前p。执行以下步骤：a、当用户输入两个数，指针就开始遍历链表，并用j变量来记住当前位置；b、当p指向的结点的数据域与输入学号相等时，将p的next赋给prior的next。然后将p插入 j+移动距离 的位置上，此处用函数来实现。算法时间复杂度T(m)-T(m\*n)。

运行结果：
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结果分析：与样例结果相同，成功

源程序：

1. #include<stdio.h>
2. #include<stdlib.h>
4. **typedef** **struct** LNode{
5. **int** data;
6. LNode \*next;
7. }\*LinkList, LNode;
9. //在pos位置插入e
10. **bool** insertLinkList(LinkList &list, **int** pos, LNode \*e){
11. **if**(pos>list->data+1 || pos<=0) **return** **false**;
13. **int** i = 1;
14. LNode \*p = list->next, \*prior = list;
15. **while**(p && i<pos){
16. prior = p;
17. p = prior->next;
18. i++;
19. }
20. prior->next = e;
21. e->next = p;
22. list->data++;
23. **return** **true**;
24. }
26. //遍历函数
27. **void** ListTraverse(LinkList list) {
28. printf("\n================遍历==============\n");
29. LNode \*p = list->next;
30. **int** i = 1;
31. **while**(p) {
32. printf("第%d位值为：%d\n", i, p->data);
33. p = p->next;
34. i++;
35. }
36. printf("==================================\n\n");
37. };
39. **int** main(){
40. **int** n = 0, m = 0;
41. scanf("%d%d", &n, &m);
43. //初始化
44. LinkList list = (LNode\*)malloc(**sizeof**(LNode));
45. list->data = 0;
46. LNode \*temp, \*p = list;
47. **for**(**int** i=0; i<n; i++){
48. temp = (LNode\*)malloc(**sizeof**(LNode));
49. temp->data = i+1;                    //将学号赋给结点的数据域
50. p->next = temp;
51. p = p->next;
52. list->data++;
53. }
54. p->next = NULL;
55. ListTraverse(list);
57. //开始排队
58. **int** num = 0, pos = 0;
59. **int** j = 0;
60. LNode \*prior = NULL;
61. **for**(**int** i=1; i<=m; i++){
62. scanf("%d%d", &num, &pos);
63. p = list->next;
64. prior = list;
65. j = 1;
66. **while**(p){
67. **if**(p->data == num){              //找到等于该学号的结点
68. prior->next = p->next;        //将该结点取出
69. list->data--;
70. **if**(!insertLinkList(list, j+pos, p)) {   //再将该结点插入新位置
71. printf("insert error!\n");
72. }
73. }
74. prior = p;
75. p = prior->next;
76. j++;
77. }
78. }
79. ListTraverse(list);
81. //销毁链表
82. p = list;
83. **while**(p) {
84. temp = p;
85. p = p->next;
86. free(temp);
87. }
88. }

**5、**

**题目：求表达式的值，输入ai(i从0到n)、x0和n，输出表达式的在x=x0时的值。**

算法思想：采用顺序结构进行存储，并将各系数存在相对应数组位置中。先设表达式和sum为数组最后一个数乘上x，从数组最后一个数向前遍历，每次将sum乘上x再加数组中前一个数。算法时间复杂度T(n)。

运行结果：
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结果分析：结果正确。

源程序：

1. #include<stdio.h>
2. #include<stdlib.h>
4. **int** main() {
5. **int** n;
6. printf("请输入多项式P(x)的最高次幂：");
7. scanf("%d", &n);
9. **int** \*a = (**int**\*)malloc(**sizeof**(**int**) \* (n+1));
10. **for**(**int** i=0; i<=n; i++) {
11. printf("请输入幂为%d项的系数：", i);
12. scanf("%d", &a[i]);
13. }
15. printf("多项式P(x)=%d\*(x^%d)", a[0], 0);
16. **for**(**int** i=1; i<=n; i++) {
17. printf("+%d\*(x^%d)", a[i], i);
18. }
19. printf("\n");
21. **int** x0 = 0;
22. printf("请输入x0：");
23. scanf("%d", &x0);
24. **int** sum = a[n];
25. **for**(**int** i=n-1; i>=0; i--) {
26. sum = sum \* x0 + a[i];
27. }
29. printf("多项式P(x0)的值是：%d\n", sum);
30. }

**6、**

**题目：在链表中删除数值在mink和maxk之间的结点。**

算法思想：步骤分为三步：a、在p不为空且p->data<=mink的情况下，向下依次遍历链表结点，并用prior记住p的上一个结点。此次遍历结束后，将prior赋给temp指针。b、接着上一步在p不为空且p->data<maxk的情况下，向下遍历，依旧用prior记住上一个结点。同时在遍历过程中free掉prior指向的结点。c、当此次循环结束后，将p赋给temp->next即可。算法时间复杂度T(n)。

运行结果：
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结果分析：正确

源程序：

1. #include<stdio.h>
2. #include<stdlib.h>
4. **typedef** **struct** LNode {
5. **int** data;
6. LNode \*next;
7. }LNode, \*LinkList;
9. //遍历函数
10. **void** ListTraverse(LinkList list) {
11. printf("\n================遍历==============\n");
12. LNode \*p = list->next;
13. **int** i = 1;
14. **while**(p) {
15. printf("第%d位值为：%d\n", i, p->data);
16. p = p->next;
17. i++;
18. }
19. }
21. **int** main() {
22. // 初始化链表
23. LinkList list = (LNode\*)malloc(**sizeof**(LNode));
24. list->data = 0;
25. list->next = NULL;
26. LNode \*p, \*temp;
27. p = list;
28. **int** i = 0;
29. **while**(i<20) {
30. temp = (LNode\*)malloc(**sizeof**(LNode));
31. temp->data = 2\*i+4;
32. p->next = temp;
33. p = p->next;
34. i++;
35. }
36. p->next = NULL;
37. ListTraverse(list);
39. // 输入上下界
40. **int** mink = 0, maxk = 0;
41. printf("\n请分别输入mink、maxk:");
42. scanf("%d%d", &mink, &maxk);
44. // 开始删除元素
45. LNode \*prior;
46. prior = list;
47. p = list->next;
48. **while**(p && p->data<=mink) {
49. prior = p;
50. p = p->next;
51. }
52. temp = prior;
53. **while**(p && p->data<maxk) {
54. prior = p;
55. p = p->next;
56. free(prior);
57. }
58. temp->next = p;
59. ListTraverse(list);
61. //销毁链表
62. p = list;
63. **while**(p) {
64. temp = p;
65. p = p->next;
66. free(temp);
67. }
68. }