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1. 调试成功程序及说明

**1、**

**题目：**关键路径。

**算法思想：**1）总体步骤为：先求出拓扑排序的结果，然后在求工程中各点的最早时间和最晚时间，最后判断每个阶段是否为关键路径。2）求最早时间时，顺序遍历拓扑排序的结果，将当前点的，所有入度点最早时间+边权重中的最大值，赋给当前点的最早时间。3）求最晚时间，逆序遍历拓扑排序结果，将当前点的，所有出度点最晚时间-边权重中的最小值，赋给当前点的最晚时间。

**运行结果：**
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**结果分析：**成功。

**源程序：**

1. /\*
2. 关键路径
3. 6 8
5. 1 2 3
6. 1 3 2
7. 2 4 2
8. 2 5 3
9. 3 4 4
10. 3 6 3
11. 4 6 2
12. 5 6 1
13. \*/
14. #include<iostream>
15. #include<cstdlib>
16. #include<vector>
18. **using** **namespace** std;

21. // 有向图
22. **typedef** **struct** {
23. **char** \*vexs;             // 顶点值的向量
24. **int** vexNum, arcNum;     // 图的顶点数和边数
25. **int** \*\*arcs;             // 边的矩阵
26. }MGraph;

29. // 路径
30. **typedef** **struct** {
31. **int** from, to;
32. **int** weight;
33. }Arc;

36. // 创建图
37. **void** CreateMGraph(MGraph &G) {
38. cout<<"请输入顶点数和边数:\n";
39. cin>>G.vexNum>>G.arcNum;
41. // 动态初始化图，将每一条边的值设为0
42. G.arcs = (**int**\*\*)malloc(**sizeof**(**int**\*) \* (G.vexNum+1));
43. **for** (**int** i=0; i<=G.vexNum; i++) {
44. G.arcs[i] = (**int**\*)malloc(**sizeof**(**int**) \* (G.vexNum+1));
45. **for** (**int** j=0; j<=G.vexNum; j++) {
46. G.arcs[i][j] = 0;       // 用0表示这两条边不相邻
47. }
48. }
50. cout<<"请依次输入该有向网中各边(1-n)的始点、终点和权值：\n";
52. **int** x, y, weight;
53. **for** (**int** i=1; i<=G.arcNum; i++) {
54. cin>>x>>y>>weight;
55. **if** (x == y) {
56. cout<<"不能出现环！\n";
57. i--;
58. **continue**;
59. }
60. **if** (x > G.vexNum) {
61. cout<<"不存在该点！\n";
62. i--;
63. **continue**;
64. }
65. **if** (y > G.vexNum) {
66. cout<<"不存在该点！\n";
67. i--;
68. **continue**;
69. }
70. **if** (weight == 0) {
71. cout<<"权重不能为0！\n";
72. i--;
73. **continue**;
74. }
75. G.arcs[x][y] = weight;
76. }
77. }

80. // 销毁图
81. **void** DestroyGraph(MGraph &G) {
82. cout<<"\n销毁图\n";
83. **for** (**int** i=0; i<=G.vexNum; i++) {
84. free(G.arcs[i]);
85. }
86. free(G.arcs);
87. G.vexNum = G.arcNum = 0;
88. }

91. // 遍历图
92. **void** Traverse(MGraph G) {
93. cout<<"\n图的矩阵遍历如下：\n";
94. **for** (**int** i=1; i<=G.vexNum; i++) {
95. **for** (**int** j=1; j<=G.vexNum; j++) {
96. cout<<G.arcs[i][j]<<" ";
97. }
98. cout<<endl;
99. }
100. cout<<endl;
101. }

104. // 拓扑排序
105. vector<**int**> TopoSort(MGraph &G) {
106. **int** \*inCount = (**int**\*)malloc(**sizeof**(**int**) \* (G.vexNum+1));    // 定义一个记录每个点入度值的数组
107. // 初始化入度值数组
108. **for** (**int** i=0; i<=G.vexNum; i++) {
109. inCount[i] = 0;
110. }
111. // 求每个点的入度
112. **for** (**int** i=1; i<=G.vexNum; i++) {
113. **for** (**int** j=1; j<=G.vexNum; j++) {
114. // 如果i，j位置不为零，则说明i->j，j点的入度加一
115. **if** (G.arcs[i][j]) inCount[j]++;
116. }
117. }
119. vector<**int**> topoRes;      // 拓扑排序后的路径
120. **bool** hasZero = **true**;
121. **while** (hasZero) {
122. hasZero = **false**;
123. **for** (**int** i=1; i<=G.vexNum; i++) {
124. // 如果存在入度为0的顶点
125. **if** (!inCount[i]) {
126. hasZero = **true**;
127. inCount[i]--;
128. topoRes.push\_back(i);
129. // 将以该点为始点的点的入度都减一
130. **for** (**int** j=1; j<=G.vexNum; j++) {
131. **if** (G.arcs[i][j]) inCount[j]--;
132. }
133. }
134. }
135. }
137. free(inCount);
139. **if** (topoRes.size() < G.vexNum) {
140. cout<<"有环！\n";
141. getchar();
142. exit(0);
143. }
145. **return** topoRes;
146. }

149. **int** main() {
150. MGraph G;
151. CreateMGraph(G);
152. Traverse(G);

155. vector<**int**> topoRes = TopoSort(G);
156. cout<<"拓扑排序结果如下：\n";
157. **for** (**int** i=0; i<topoRes.size(); i++) {
158. cout<<topoRes[i]<<"---";
159. }
160. cout<<endl<<endl;

163. **int** \*ve = (**int**\*)malloc(**sizeof**(**int**) \* (G.vexNum+1));     // 每个点最早时间
164. **int** \*vl = (**int**\*)malloc(**sizeof**(**int**) \* (G.vexNum+1));     // 每个点最晚时间
166. // 各点的最早开工时间
167. **for** (**int** n=0; n<topoRes.size(); n++) {
168. **int** j = topoRes[n];
169. // 取所将所有以j为终点的点i中，i点的最早时间加上i->j的时间中，的最大值
170. **int** max = 0;
171. **for** (**int** i=1; i<=G.vexNum; i++) {
172. **if** (G.arcs[i][j]) {
173. **if** (ve[i] + G.arcs[i][j] > max) max = ve[i] + G.arcs[i][j];
174. }
175. }
176. ve[j] = max;
177. }
178. cout<<"每个点的最早开工时间如下：\n";
179. **for** (**int** i=1; i<=G.vexNum; i++) {
180. cout<<i<<"---"<<ve[i]<<"  ";
181. }
182. cout<<endl<<endl;
184. // 各点的最晚开工时间
185. **int** last = topoRes[G.vexNum-1]; // 最后一个工程点，即终点
186. vl[last] = ve[last];    // 将终点的最晚开工时间设为最早开工时间
187. **for** (**int** n=G.vexNum-2; n>=0; n--) {
188. **int** i = topoRes[n];
189. // 取所将所有以i为始点的点j中，j点的最晚时间减去i->j的时间中，的最小值
190. **int** min = INT\_MAX;
191. **for** (**int** j=1; j<=G.vexNum; j++) {
192. **if** (G.arcs[i][j] && (vl[j] - G.arcs[i][j] < min)) {
193. min = vl[j] - G.arcs[i][j];
194. }
195. }
196. vl[i] = min;
197. }
198. cout<<"每个点的最晚开工时间如下：\n";
199. **for** (**int** i=1; i<=G.vexNum; i++) {
200. cout<<i<<"---"<<vl[i]<<"  ";
201. }
202. cout<<endl<<endl;

205. // 求关键路径
206. vector<Arc> importPath;
207. **for** (**int** n=0; n<topoRes.size(); n++) {
208. **int** i = topoRes[n];
209. **for** (**int** j=1; j<=G.vexNum; j++) {
210. **if** (G.arcs[i][j] && (vl[j]-G.arcs[i][j] == ve[i])) {
211. Arc arc;
212. arc.from = i;
213. arc.to = j;
214. arc.weight = G.arcs[i][j];
215. importPath.push\_back(arc);
216. }
217. }
218. }
219. cout<<"关键路径如下：\n";
220. **for** (**int** i=0; i<importPath.size(); i++) {
221. cout<<importPath[i].from<<"-->"<<importPath[i].to<<"  "<<importPath[i].weight<<endl;
222. }
224. free(ve);
225. free(vl);
227. DestroyGraph(G);
228. **return** 0;
229. }

**2、**

**题目：**编写拓扑排序算法。

**算法思想：**定义一个数组，序号代表点的序号，值代表每个点的入度值。每次遍历该数组，将入度为0的点取出放入拓扑排序好的路径最后，并将以该点为入度点的顶点的入度减一。

**运行结果：**

![](data:image/png;base64,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)

**结果分析：**成功。

**源程序：**

1. /\*
2. 编写拓扑排序算法
3. 6 8
5. 0 1
6. 0 2
7. 0 3
8. 2 1
9. 2 4
10. 3 4
11. 5 3
12. 5 4
13. \*/
14. #include<iostream>
15. #include<stdlib.h>
16. #include<vector>
18. **using** **namespace** std;
20. **typedef** **struct** VNode {
21. **int** data;
22. VNode\* next;
23. }VNode, \*VList;
25. // 有向图的领接表表示法
26. **typedef** **struct** {
27. **int** vexnum, arcnum;
28. VList\* vexList;
29. }ALGraph;
31. **void** CreateALGraph(ALGraph &G) {
32. cout<<"请输入顶点数和边数:\n";
33. cin>>G.vexnum>>G.arcnum;
35. // 初始化领接表
36. G.vexList = (VList\*)malloc(**sizeof**(VList) \* G.vexnum);
37. **for** (**int** i=0; i<G.vexnum; i++) {
38. VNode\* temp = (VNode\*)malloc(**sizeof**(VNode));
39. temp->data = i;
40. temp->next = NULL;
41. G.vexList[i] = temp;
42. }
44. cout<<"请每条边的始点、终点(0~n-1):\n";
45. **for** (**int** i=0; i<G.arcnum; i++) {
46. **int** x = 0, y = 0;
47. VNode\* temp = (VNode\*)malloc(**sizeof**(VNode));
48. cin>>x>>y;
49. temp->data = y;
50. temp->next = NULL;
51. temp->next = G.vexList[x]->next;
52. G.vexList[x]->next = temp;
53. }
54. }
56. **void** DestroyALGraph(ALGraph &G) {
57. **for** (**int** i=0; i<G.vexnum; i++) {
58. VNode \*p = G.vexList[i], \*temp;
59. **while** (p) {
60. temp = p;
61. p = p->next;
62. free(temp);
63. }
64. }
65. cout<<"\nDestroy Success!\n";
66. }
68. **void** TraverseALGraph(ALGraph G) {
69. cout<<"领接表的遍历如下：\n";
70. **for** (**int** i=0; i<G.vexnum; i++) {
71. VNode \* p = G.vexList[i];
72. **while** (p) {
73. cout<<p->data<<" ";
74. p = p->next;
75. }
76. cout<<endl;
77. }
78. }
80. **int** main() {
81. ALGraph G;
82. CreateALGraph(G);
83. TraverseALGraph(G);
85. **int** inCount[G.vexnum];
86. **for** (**int** i=0; i<G.vexnum; i++) {
87. inCount[i] = 0;
88. }
89. **for** (**int** i=0; i<G.vexnum; i++) {
90. VNode \* p = G.vexList[i]->next;
91. **while** (p) {
92. inCount[p->data]++;
93. p = p->next;
94. }
95. }
97. //  for (int i=0; i<G.vexnum; i++) {
98. //      cout<<inCount[i]<<"--";
99. //  }
100. //  cout<<endl;
102. vector<**int**> res;
103. **while** (1) {
104. **bool** noZero = **true**;
105. **for** (**int** i=0; i<G.vexnum; i++) {
106. **if** (inCount[i] == 0) {
107. //cout<<"===="<<i<<endl;
108. inCount[i]--;
109. noZero = **false**;
110. res.push\_back(i);
111. VNode \* p = G.vexList[i]->next;
112. **while** (p) {
113. inCount[p->data]--;
114. p = p->next;
115. }
116. }
117. }
118. **if** (noZero) **break**;
119. }
120. **if** (res.size() < G.vexnum) {
121. cout<<"有环！\n";
122. getchar();
123. **return** 0;
124. }
126. cout<<"拓扑排序结果如下：\n";
127. **for** (**int** i=0; i<G.vexnum; i++) {
128. cout<<res[i]<<"--";
129. }
131. DestroyALGraph(G);
132. **return** 0;
133. }

**3、**

**题目：**问题描述：小刘承包了很多片麦田，为了灌溉这些麦田，小刘在第一个麦田挖了一口很深的水井，所有的麦田都从这口井来引水灌溉。 为了灌溉，小刘需要建立一些水渠，以连接水井和麦田，小刘也可以利用部分麦田作为“中转站”，利用水渠连接不同的麦田，这样只要一片麦田能被灌溉，则与其连接的麦田也能被灌溉。现在小刘知道哪些麦田之间可以建设水渠和建设每个水渠所需要的费用（注意不是所有麦田之间都可以建立水渠）。请问灌溉所有麦田最少需要多少费用来修建水渠。

输入格式：输入的第一行包含两个正整数n, m，分别表示麦田的片数和小刘可以建立的水渠的数量。麦田使用1, 2, 3, ……依次标号。 接下来m行，每行包含三个整数ai, bi, ci，表示第ai片麦田与第bi片麦田之间可以建立一条水渠，所需要的费用为ci。

输出格式：输出一个整数，表示灌溉所有麦田所需要的最小费用，及水渠连接说明。

**问题分析：**这个问题可以用最小生成树算法实现。

输入样例:

4 4

1 2 1

2 3 4

2 4 2

3 4 3

输出样例:

6

**算法思想：**Kruskal算法，用并查集来判断连通性。

**运行结果：**

![](data:image/png;base64,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)

**结果分析：**成功。

**源程序：**

1. #include<cstdio>
2. #include<algorithm>
4. **using** **namespace** std;
6. **typedef** **struct** {
7. **int** from, to;
8. **int** weight;
9. }Arc;
11. Arc arcs[100005];
12. **int** points[1005];       // 并查集
14. // 找爸爸
15. **int** find(**int** n) {
16. **return** n == points[n] ? n : points[n] = find(points[n]);
17. }
19. **bool** cmp(Arc a, Arc b) {
20. **return** a.weight < b.weight;
21. }
23. **int** main() {
24. **long** **long** n=0, m=0;
25. scanf("%d%d", &n, &m);
27. **for** (**int** i=0; i<n; i++) points[i] = i;
29. **for** (**int** i=0; i<m; i++) {
30. scanf("%d%d%d", &arcs[i].from, &arcs[i].to, &arcs[i].weight);   // 用cin比scanf慢
31. arcs[i].from--;
32. arcs[i].to--;
33. }
35. // 对m条边，进行快速排序
36. sort(arcs, arcs+m, cmp);
38. **int** sum = 0;
39. **for** (**int** i=0; i<m; i++) {
40. **int** x = find(arcs[i].from);
41. **int** y = find(arcs[i].to);
42. **if** (x != y) {
43. points[x] = y;
44. sum += arcs[i].weight;
45. }
46. }
48. printf("%d", sum);
49. **return** 0;
50. }