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# 系统架构设计问题描述

## 问题清单

* S1: 代码设计采用哪些设计模式
* S2: 网络部分是分散在各个功能的包里，还是放在一个单独的包里
* S3: 如何布局文件的目录系统
* S4: 服务器采用何种设计结构
* S5: 如何登入和验证
* S6: 系统如何划分模块
* S7: 如何查看会议记录

## 问题的具体描述

* S1：代码设计采用哪些设计模式

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S1 |
| 提出者 |  |
| 问题的描述 | 代码设计采用哪些设计模式 |
| 问题的影响 | 代码设计不具备良好的编程风格，层次不清，难以阅读和修改，代码之间的关系错综复杂，移植性比较差 |
| 解决问题目标 | 为编程选择合理的设计模式，在以后的代码开发中遵守这些设计模式，以设计出有层次，结构清晰的代码 |

* S2：网络部分是分散在各个功能的包里，还是放在一个单独的包里

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S2 |
| 提出者 |  |
| 问题的描述 | 网络部分是分散在各个功能的包里，还是放在一个单独的包里 |
| 问题的影响 | 服务器端与客户端之间无法建立良好的连接，信息无法迅速转发，各个功能的网络部分造成相互干扰或是协作时，出现干涉等问题 |
| 解决问题目标 | 确立良好的代码结构，设计出良好的网络部分代码，确保服务器与客户端能够进行良好的通信，保证软件的正常运行 |

* S3：如何布局文件的目录系统

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S3 |
| 提出者 |  |
| 问题的描述 | 如何布局文件的目录系统 |
| 问题的影响 | 没有良好的具有一定层次的文件目录系统，无法保证代码的层次结构，造成各个功能间的代码相互干涉，逻辑混乱，难以打动代码 |
| 解决问题目标 | 确立良好的文件结构，使代码层次分明。确保阅读代码时能够清晰明了的读懂，逻辑清晰 |

* S4：服务器采用何种设计结构

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S4 |
| 提出者 |  |
| 问题的描述 | 服务器采用何种设计结构 |
| 问题的影响 | 会议时，服务器端直接和用户端通信，如果服务器缺乏良好的设计结构，可能直接导致服务器端和客户端连接或通信的异常，也可能导致数据交换的流畅程度较低 |
| 解决问题目标 | 确立良好的服务器端代码设计结构，使得服务器断和客户端之间通信良好，数据交流比较流畅，确保会议良好的进行下去 |

* S5：如何登入和验证

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S5 |
| 提出者 |  |
| 问题的描述 | 如何登入和验证 |
| 问题的影响 | 用户无法正常通过信息验证登入，客户端持有太多的用户信息，导致了信息流失或是被窃的风险增大，使得代码的设计比较差 |
| 解决问题目标 | 保证使用该软件的用户及时登入系统，系统提供安全性保障，客户端在持有恰当的信息情况下保证用户能够正常登入 |

* S6：系统如何划分模块

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S6 |
| 提出者 |  |
| 问题的描述 | 系统如何划分模块 |
| 问题的影响 | 用户在使用正常功能时，各个功能键可能相互干涉，模块的划分直接导致了代码编写的容易程度，并且影响各个模块间的耦合与内聚程度 |
| 解决问题目标 | 将系统划分为不同的模块，具有一定层次，结构，相互联系，统一，降低不同模块间代码的耦合程度，并且使得编码比较容易进行 |

* S7：如何查看会议记录

|  |  |
| --- | --- |
| 要素 | 内容 |
| ID | S7 |
| 提出者 |  |
| 问题的描述 | 如何查看会议记录 |
| 问题的影响 | 开完会议后由于记忆的有限性，无法后期对会议进行重新评审，无法借鉴往次会议的内容，并且可能导致一些重要的会议内容流失 |
| 解决问题目标 | 方便与会人员查看历史会议记录，以做出相应的设计调整，可以直接审视或查阅会议内容 |

# 解决方案的描述及相关约束条件

## 解决方案描述

* S1：代码设计采用哪些设计模式

方案1：采用MVC模式，大家运用不熟练。

方案2：采用分层结构。代码结构分为视图层、逻辑层和数据层，客户层持有视图层和逻辑层，服务器端持有数据层。

方案3：服务器与客户端建立通信时，编码采用观察者模式，将观察者和被观察的对象分离开，服务器端作为观察者查看客户端的连接请求，并且做出相应的响应

* S2: 网络部分是分散在各个功能的包里，还是放在一个单独的包里

方案1：将网络部分是分散在各个功能的包里

方案2：将网络部分放在一个单独的包里

* S3: 如何布局文件的目录系统

方案1：第一层文件以会议小组名字划分，第二层文件以不同小组的具体会议划分，第三层文件以功能划分

* S4：服务器采用何种设计结构

方案1：服务器端采用一个controller，用以监听控制与会人员发起会议的请求，并创建一个新的聊天room

方案2：分散控制风格。

* S5：如何登入和验证

方案1：客户端将与会人员的账号和密码信息传给服务器端，由服务器端识别和判定。

方案2：客户端本地验证。

* S6：系统如何划分模块

方案1：以功能划分，每个具体功能对应一个具体的代码块

方案2：以数据流划分，不同的数据处理流程成为一个模块。

* S7：如何查看会议记录

方案1：会议记录保存在服务器端，客户端下载查看。

## 相关约束条件

* S1：代码设计采用哪些设计模式
* 方案1：

约束1：客户端的所有的数据应该是从服务器获得的

约束2：服务器通过广播的方式将数据传送给各个客户端

约束3：它强制性的使应用程序的输入、处理和输出分开。应用程序被分成三个核心部件：模型、视图、控制器。它们各自处理自己的任务。

* 方案2：

约束1： 服务器端作为观察者，客户端作为被观察对象

约束2： 观察者将自己注册到被观察者的容器中时，被观察者不应该过问观察者的具体类型，而是应该使用观察者的接口

* S2：网络部分是分散在各个功能的包里，还是放在一个单独的包里
* 方案1：

约束1：每个功能具有独自的网络部分代码

约束2：连接服务器时，需要多线程

* 方案2：

约束1：不同功能的网络部分结合在一起

约束2：多个功能模块同时访问该包

* S3：如何布局文件的目录系统
* 方案1：

约束1：不同小组的每次会议都对应相应的会议名字

约束2：消息记录放在第三层文件中

* S4：服务器采用何种设计结构
* 方案1：

约束1： 会议发起人员发起会议需先向服务器端controller发送请求

* 方案2：

约束1：会议前需明确与会人员

* S5：如何登入和验证
* 方案1：

约束1：服务器端仅传送账号和密码信息，其他与用户成员相关的信息保留

* 方案2：

约束1：客户端持有和服务器端相同的对象，服务器端和客户端持有客户信息。

约束2：客户端需拥有专门文件保存用户信息

* S6：系统如何划分模块
* 方案1：

约束1 ：不同功能部分的代码之间相互独立

约束2：各个具体功能在使用时，可以共存

约束3：需降低模块之间的耦合度

* S7：如何查看会议记录
* 方案1：

约束1：同时访问，避免冲突。

# 各方案风险分析

* S1：代码设计采用哪些设计模式
* 方案1：

风险1： 需要花费相当可观的时间去考虑如何将MVC运用到应用程序，同时由于模型和视图要严格的分离，这样也给调试应用程序带来了一定的困难，每个构件在使用之前都需要经过彻底的测试

风险2：使用MVC同时也意味着你将要管理比以前更多的文件

* 方案2：

风险1：可能有些部件，鉴于两层之间，难以划分。

* 方案3：

风险1： 观察者和被观察对象之间的互动关系不能体现成类之间的直接调用，否则就将使观察者和被观察对象之间紧密的耦合起来

风险2：java的观察者模式固有的缺陷，被观察者不能继承其他子类。

* S2：网络部分是分散在各个功能的包里，还是放在一个单独的包里
* 方案1：

风险1： 网络部分之间相互独立，使得整体的耦合度很高

风险2：不方便不同功能间键代码的重用

风险3：代码整合时，可能会出现由于代码风格的不同而导致的诸多bug

* 方案2：

风险1：不利于分开编程，网络部分需一个人负责，否 则代码结构，风格不一

风险2：功能与代码没有实现一一对应，相互分离开来

* S3：如何布局文件的目录系统
* 方案1：

风险1：保存文件时，不同模块之间保存的文件可能相互干涉

* S4：服务器采用何种设计结构
* 方案1：

风险1：参与会议人员的自由性比较低，因为一上线就 会默认已经进入聊天模式

* 方案2：

风险1：发起议会人员的控制权降低

* S5：如何登入和验证
* 方案1：

风险1：客户端只保留用户的部分信息，不方便实现不同与会人员之间的沟通交流

* 方案2：

风险1：客户端持有与会人员对象，造成系统的安全性降低

风险2：增加模块之间的耦合度

* S6：系统如何划分模块
* 方案1：

风险1 ：不同功能之间可能产生些许影响

* S7：如何查看会议记录
* 方案1：

风险1：不同功能之间可能产生些许影响

# 系统涉众描述

* 项目经理

|  |  |
| --- | --- |
| 代表 | 项目经理 |
| 说明 | 项目的重要管理人员之一 |
| 职责 | 负责整个团队的开发管理工作，监督团队进度 |
| 成功标准 | 项目在可接受的时间内，最终完成 |
| 参与方式 | 1. 管理项目资源。  2. 负责对外的联系事务。  3. 制定项目计划，保证计划实施。  4. 负责监督团队人员的工作，保证项目进度。  5. 协调团队队员之间的交流。  6. 管理文档资源，控制项目变更。 |
| 可交付工件 | 完整的可以成功运行的网络会议软件系统。 |
| 意见/问题 | 1. 系统要根据需求开发。  2. 获取必要的开发资源。  3. 项目要在可接受的时间内完成。 |

* 用户

|  |  |
| --- | --- |
| 代表 | 用户 |
| 说明 | 用户是软件开发人员 |
| 职责 | 网络会议系统的使用者，参与开发产品的需求开发和产品体验。 |
| 成功标准 | 1. 项目满足参会人员的需要。  2. 项目准时交付。  3. 项目达到预定目标。 |
| 参与方式 | 参与开发产品的需求开发和产品体验。 |
| 可交付工件 | 无 |
| 意见/问题 | 1. 系统可以提高开会效率。  2. 系统可以使会议人员一对一的私下交流。  3. 系统可以方便会议人员实现资料共享。  4. 系统的用户界面要看上去比较舒适。  5. 系统最好可以记录会议内容。 |

* 需求工程师

|  |  |
| --- | --- |
| 代表 | 需求工程师 |
| 说明 | 项目需求开发的主要参与者。 |
| 职责 | 与用户交流，开发项目需求，进行需求管理，形成需求文档。 |
| 成功标准 | 1. 获取稳定的需求。  2. 至少开发出并且要明确用户基本需求。 |
| 参与方式 | 需求开发 |
| 可交付工件 | 需求文档 |
| 意见/问题 | 1. 需求可能会变化，因此需求文档也可能会变化。  2. 第一次迭代周期的需求并不十分明确。 |

* 体系结构架构师

|  |  |
| --- | --- |
| 代表 | 体系结构架构师 |
| 说明 | 系统中上层建筑的规划者。 |
| 职责 | 负责给出系统的中高层抽象结构 |
| 成功标准 | 1. 系统结构具有良好的弹性。  2. 系统结构要便于维护。  3. 系统具有需求文档所要求的功能。  4. 系统的架构要优美。 |
| 参与方式 | 设计系统的中高层建筑 |
| 可交付工件 | 软件系统的体系机构文档和详细设计文档。 |
| 意见/问题 | 1. 由于需求的变化可能会导致系统总体结构的变化。  2. 随着迭代的进行体系结构会不断优化。  3. 用户的有些需求会导致体系结构设计的困难。 |

* 软件工程师

|  |  |
| --- | --- |
| 代表 | 软件工程师 |
| 说明 | 代码的编写者 |
| 职责 | 根据详细设计文档，编写代码 |
| 成功标准 | 1. 代码简洁。  2. 注释清楚。  3. 算法高效。 |
| 参与方式 | 编写底层代码 |
| 可交付工件 | 具体的程序代码 |
| 意见/问题 | 1. 系统结构的不合理设计会导致软件构造的困难。  2. 可能因为赶进度，而放弃优化代码，或者必要的注释缺失。 |

* 质量保障人员

|  |  |
| --- | --- |
| 代表 | 软件质量保障员 |
| 说明 | 对软件进行测试，保证软件质量 |
| 职责 | 根据需求文档，体系结构文档和详细设计文档，进行测试 |
| 成功标准 | 发现程序的大部分Bug |
| 参与方式 | 集成测试 |
| 可交付工件 | 测试平台和测试代码 |
| 意见/问题 | 项目可能因为进度的缘故而缩短测试时间 |