**1、题目简介**

**[**问题描述**]**

**编程实现二叉树的建立，先序、中序、后序（递归和非递归方法）、层序遍历。求二叉树的高度、宽度，结点数。判断是否为二叉排序树。**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#include<fstream>**

**#define max 100**

**#define add 10**

**typedef struct BiTNode//二叉链表结构体**

**{**

**int data;**

**struct BiTNode \*lchild,\*rchild;//左右孩子指针**

**}BiTNode,\*BiTree;**

**typedef struct QNode//队列**

**{**

**BiTNode \*data;//（int data存数据BITNode\* data存树的指针）**

**struct QNode \*next;//下一个数据的指针**

**}QNode,\*QueuePtr;**

**typedef struct**

**{**

**QueuePtr front;//队列头**

**QueuePtr rear;//队列尾**

**}LinkQueue;**

**typedef struct//栈的结构体**

**{**

**BiTNode \* \*base;//栈底指针**

**BiTNode \* \*top;//栈顶指针**

**int stacksize;//栈的大小**

**}Sqstack;**

**void Init\_Queue(LinkQueue &s);//创建队列**

**void EnQueue(LinkQueue &s,BiTNode \*e);//入队**

**void DeQueue(LinkQueue &s,BiTNode \* &e);//出队**

**int Empty\_Queue(LinkQueue s);//判断队是否为空**

**void Init\_Sqstack(Sqstack &s);//构建栈**

**void Push(Sqstack &s,BiTNode \*e);//入栈**

**void Pop(Sqstack &s,BiTNode\* &e);//出栈**

**int Empty\_stack(Sqstack s);//判断栈是否为空**

**void Gottop\_stack(Sqstack s,BiTNode\* &e);//得到栈顶元素**

**void Init\_BiTree(BiTree &T);//创建二叉树**

**void Creat\_BiTree(BiTree &T);//创二叉树建数据**

**void Clear\_BiTree(BiTree &T);//清空树**

**bool Empty\_BiTree(BiTree T);//判断树是否为空**

**int Max(int x,int y);//简易的两个数比较大小**

**int Depth\_BiTree(BiTree T);//树的深度或者高度**

**void Preorder\_BiTree(BiTree T);//先序遍历**

**void Preorder\_\_BiTree(BiTree T);//先序遍历非递归**

**void Inorder\_BiTree(BiTree T);//中序遍历**

**void Inorder\_\_BiTree(BiTree T);//中序遍历非递归**

**void Postorder\_BiTree(BiTree T);//后序遍历**

**void Postorder\_\_BiTree(BiTree T);//后序遍历非递归**

**void div\_BiTree(BiTree T);//层次遍历**

**int Leaf\_BiTree(BiTree T);//求叶子数即宽度**

**int Paixu\_BiTree(BiTree T);//判断是否为二叉排序树**

**void CreatWen\_BiTree();//创建存树文件**

**void CreatHWen\_BiTree();//从文件传值给树**

**void Init\_Queue(LinkQueue &s)//创建队列**

**{**

**s.front=s.rear=(QueuePtr)malloc(sizeof(QNode));**

**if(!s.front)exit(0);**

**s.front->next=NULL;**

**}**

**void EnQueue(LinkQueue &s,BiTNode \*e)//入队**

**{**

**QueuePtr p;**

**p=(QueuePtr)malloc(sizeof(QNode));//开辟一个对应空间存数据**

**if(!p)exit(0);**

**p->data=e;**

**p->next=NULL;**

**s.rear->next=p;//可以看出队头为空，队尾不空**

**s.rear=p;**

**}**

**void DeQueue(LinkQueue &s,BiTNode \* &e)//出队**

**{**

**if(s.rear==s.front)exit(0);**

**QueuePtr p;**

**p=s.front->next;**

**e=p->data;**

**s.front->next=p->next;**

**if(s.rear==p)s.rear=s.front;**

**free(p);//删除空间**

**}**

**int Empty\_Queue(LinkQueue s)//判断队是否为空**

**{**

**if(s.rear==s.front)**

**return 1;**

**else**

**return 0;**

**}**

**void Init\_Sqstack(Sqstack &s)//构建栈**

**{**

**s.base=(BiTNode \*\*)malloc(max\*sizeof(BiTNode\*));**

**if(!s.base)exit(0);//如果失败，关闭**

**s.top=s.base;**

**s.stacksize=max;**

**}**

**void Push(Sqstack &s,BiTNode \*e)//入栈**

**{//s.top-s.base为栈的长度**

**if(s.top-s.base>=s.stacksize)//如果栈满**

**{**

**s.base=(BiTNode \*\*) realloc (s.base,(s.stacksize+add)\*sizeof( BiTNode\*));**

**if( !s.base)exit(0);**

**s.top=s.base+s.stacksize;**

**s.stacksize+=add;**

**}**

**\*s.top=e;//栈顶赋值**

**s.top++;//栈顶指针下移**

**}**

**void Pop(Sqstack &s,BiTNode\* &e)//出栈**

**{**

**if(s.base==s.top)exit(0);//如果栈空，关闭**

**s.top--;//因为栈顶为空，所以栈顶指针下移即出栈**

**e=\*s.top;**

**//e 赋值 栈当前值 即出栈的数据或者指针**

**}**

**int Empty\_stack(Sqstack s)//判断栈是否为空**

**{**

**if(s.base==s.top)**

**return 1;**

**else**

**return 0;**

**}**

**void Gottop\_stack(Sqstack s,BiTNode\* &e)//得到栈顶元素**

**{**

**if(s.base==s.top)exit(0);**

**s.top--;**

**//只需栈顶元素下移**

**e=\*s.top;**

**}**

**void Init\_BiTree(BiTree &T)//创建二叉树**

**{**

**T=(BiTNode \*)malloc(sizeof(BiTNode));**

**if(!T)exit(0);**

**T->lchild=T->rchild=NULL;//左右孩子置空**

**}**

**void Creat\_BiTree(BiTree &T)//创二叉树建数据**

**{//根据先序遍历规则来建树**

**int e;**

**fstream file,file1;**

**BiTNode f;**

**file.open("tree1.dat",ios::in|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file1.open("tree2.dat",ios::out|ios::binary);**

**if(file1.fail())**

**{**

**cout<<"file1 open error!"<<endl;**

**exit(0);**

**}**

**file.read((char \*)&f,sizeof(f));**

**e=f.data;**

**file.read((char \*)&f,sizeof(f));**

**while(!file.eof())**

**{**

**file1.write((char \*)&f,sizeof(f));**

**file.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**file1.close();**

**file.open("tree1.dat",ios::out|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file1.open("tree2.dat",ios::in|ios::binary);**

**if(file1.fail())**

**{**

**cout<<"file1 open error!"<<endl;**

**exit(0);**

**}**

**file1.read((char \*)&f,sizeof(f));**

**while(!file1.eof())**

**{**

**file.write((char \*)&f,sizeof(f));**

**file1.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**file1.close();**

**cout<<endl;**

**file.open("tree1.dat",ios::in|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file.read((char \*)&f,sizeof(f));**

**while(!file.eof())**

**{**

**cout<<f.data<<" ";**

**file.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**cout<<"e:"<<e<<" ";**

**if(e==0)**

**{**

**T=NULL;**

**}**

**else**

**{**

**T=(BiTNode \*)malloc(sizeof(BiTNode));**

**if(!T)exit(0);**

**T->data=e;**

**Creat\_BiTree(T->lchild);**

**Creat\_BiTree(T->rchild);**

**}**

**}**

**void Clear\_BiTree(BiTree &T)//清空树**

**{**

**if(T)**

**{**

**Clear\_BiTree(T->lchild);**

**Clear\_BiTree(T->rchild);**

**free(T);**

**T=NULL;**

**}**

**}**

**bool Empty\_BiTree(BiTree T)//判断树是否为空**

**{**

**if(!T)**

**return false;**

**}**

**int Max(int x,int y)//简易的两个数比较大小**

**{**

**if(x>y)**

**return x;**

**else**

**return y;**

**}**

**int Depth\_BiTree(BiTree T)//树的深度或者高度**

**{**

**if(T==NULL)**

**return 0;**

**else**

**return(Max(Depth\_BiTree(T->lchild),Depth\_BiTree(T->rchild))+1);**

**}**

**void Preorder\_BiTree(BiTree T)//先序遍历**

**{**

**if(T)**

**{**

**cout<<T->data<<" ";//遍历根**

**Preorder\_BiTree(T->lchild);//遍历左子树**

**Preorder\_BiTree(T->rchild);//遍历右子树**

**}**

**}**

**void Preorder\_\_BiTree(BiTree T)//先序遍历非递归**

**{//用栈实现**

**//思想：根入栈，出栈 右子树 左子树入栈**

**//即保证出栈的顺序是按照根 左子树 右子树。**

**Sqstack s;**

**BiTNode \*p;//树的指针**

**Init\_Sqstack(s);//创建一个栈**

**if(T)**

**Push(s,T);//如果树不空，根入栈**

**while(!Empty\_stack(s))//栈不空为循环条件**

**{**

**Pop(s,p);**

**cout<<p->data<<" ";**

**if(p->rchild)//如果右孩子不空入栈**

**{**

**Push(s,p->rchild);**

**}**

**if(p->lchild)//如果左孩子不空入栈**

**{**

**Push(s,p->lchild);**

**}**

**}**

**}**

**void Inorder\_BiTree(BiTree T)//中序遍历**

**{**

**if(T)**

**{**

**Inorder\_BiTree(T->lchild);//遍历左子树**

**cout<<T->data<<" ";//遍历根**

**Inorder\_BiTree(T->rchild);//遍历 右子树**

**}**

**}**

**void Inorder\_\_BiTree(BiTree T)//中序遍历非递归**

**{**

**//思想：不断的将根 左子树入栈，出栈时，右子树入栈**

**//即保证出栈的顺序是按照左子树 根 右子树。**

**BiTNode \*p=T;**

**Sqstack s;//建栈**

**Init\_Sqstack(s);**

**while(p||!Empty\_stack(s))**

**{**

**if(p)**

**{**

**Push(s,p);//根入栈**

**p=p->lchild;//指针移到左孩子**

**}**

**else**

**{**

**Pop(s,p);//出栈**

**cout<<p->data<<" ";**

**p=p->rchild;//右孩子入栈**

**}**

**}**

**}**

**void Postorder\_BiTree(BiTree T)//后序遍历**

**{**

**if(T)**

**{**

**Postorder\_BiTree(T->lchild);//遍历左子树**

**Postorder\_BiTree(T->rchild);//遍历右子树**

**cout<<T->data<<" ";//遍历根**

**}**

**}**

**void Postorder\_\_BiTree(BiTree T)//后序遍历非递归**

**{**

**//思想：控制出栈的条件是左子树的左右孩子为空，或者是已经访问过**

**BiTNode \*p=T;**

**Sqstack s;**

**Init\_Sqstack(s);//建栈**

**int word=1;**

**if(p->rchild)**

**{**

**Push(s,p->rchild);//右孩子入栈**

**}**

**Push(s,p);//根入栈**

**if(p->lchild)//左孩子入栈**

**{**

**Push(s,p->lchild);**

**}//先存入第一个右孩子和左孩子，根**

**Gottop\_stack(s,p);//得到栈顶元素，即左孩子**

**while(p)//得到左孩子**

**{**

**if(p->rchild&&p->rchild->data!='0')**

**{**

**Push(s,p->rchild);//右孩子入栈**

**}**

**if(p->lchild&&p->lchild->data!='0')**

**{**

**Push(s,p->lchild);//左孩子入栈**

**}**

**//注：根是原来的左孩子已经不需要入栈**

**if((p->lchild==NULL||p->lchild->data=='0')&&(p->rchild==NULL||p->rchild->data=='0'))**

**{**

**Pop(s,p);//出栈**

**cout<<p->data<<" ";**

**T=p;**

**T->data='0';//将树的数据暂时置‘0’**

**}**

**Gottop\_stack(s,p);//得到栈顶元素**

**}**

**}**

**void div\_BiTree(BiTree T)//层次遍历**

**{**

**LinkQueue s;**

**BiTNode \*p=T;**

**Init\_Queue(s);//建队**

**if(T)**

**{**

**EnQueue(s,p);//入队**

**}**

**while(!Empty\_Queue(s))**

**{**

**DeQueue(s,p);//出队**

**cout<<p->data<<" ";**

**if(p->lchild)**

**EnQueue(s,p->lchild);//左孩子入队**

**if(p->rchild)**

**EnQueue(s,p->rchild);//右孩子入队**

**}**

**}**

**int Leaf\_BiTree(BiTree T)//求叶子数即宽度**

**{**

**if(T==NULL)**

**return 0;**

**else**

**{**

**if(T->lchild==NULL&&T->rchild==NULL)**

**return 1;**

**else**

**return(Leaf\_BiTree(T->lchild)+(Leaf\_BiTree(T->rchild)));**

**}**

**}**

**int Paixu\_BiTree(BiTree T)//判断是否为二叉排序树**

**{**

**//思想：通过比较根与左孩子 根与右孩子的情况**

**if(T==NULL)exit(0);**

**else**

**{**

**if(T->lchild)//如果存在左孩子**

**{**

**if(T->data < T->lchild->data)**

**return 0;**

**else**

**{**

**if(T->rchild)**

**{**

**if(T->data<T->rchild->data)**

**{**

**Paixu\_BiTree(T->lchild);**

**Paixu\_BiTree(T->rchild);**

**}**

**else**

**return 0;**

**}**

**else**

**Paixu\_BiTree(T->lchild);**

**}**

**}**

**else//如果不存在左孩子**

**{**

**if(T->rchild)**

**if(T->data>T->rchild->data)**

**{**

**Paixu\_BiTree(T->rchild);**

**}**

**else**

**return 0;**

**}**

**return 1;**

**}**

**}**

**void CreatWen\_BiTree()//创建存树文件**

**{**

**fstream file;**

**file.open("tree.dat",ios::out|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**BiTNode f;**

**int key=1;**

**cout<<"please input the all data(0->NULL -1->end):"<<endl;**

**while(key)**

**{**

**int elem;**

**cin>>elem;**

**f.data=elem;**

**f.lchild=NULL;**

**f.rchild=NULL;**

**if(elem==-1)**

**{**

**key=0;**

**}**

**else**

**file.write((char \*)&f,sizeof(f));**

**}**

**file.close();**

**file.open("tree.dat",ios::in|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file.read((char \*)&f,sizeof(f));**

**while(!file.eof())**

**{**

**cout<<f.data<<" ";**

**file.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**cout<<endl;**

**}**

**void CreatHWen\_BiTree()**

**{**

**fstream file,file1;**

**BiTNode f;**

**file.open("tree.dat",ios::in|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file1.open("tree1.dat",ios::out|ios::binary);**

**if(file1.fail())**

**{**

**cout<<"file1 open error!"<<endl;**

**exit(0);**

**}**

**file.read((char \*)&f,sizeof(f));**

**while(!file.eof())**

**{**

**file1.write((char \*)&f,sizeof(f));**

**file.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**file1.close();**

**cout<<endl;**

**file.open("tree1.dat",ios::in|ios::binary);**

**if(file.fail())**

**{**

**cout<<"file open error!"<<endl;**

**exit(0);**

**}**

**file.read((char \*)&f,sizeof(f));**

**while(!file.eof())**

**{**

**cout<<f.data<<" ";**

**file.read((char \*)&f,sizeof(f));**

**}**

**file.close();**

**}**

**int main()**

**{**

**int word;**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 0.创建文件"<<endl;**

**cout<<" 1.构建二叉树 "<<endl;**

**cout<<" 2.求树的高度"<<endl;**

**cout<<" 3.求树的深度"<<endl;**

**cout<<" 4.先序遍历"<<endl;**

**cout<<" 5.中序遍历"<<endl;**

**cout<<" 6.后序遍历"<<endl;**

**cout<<" 7.先序遍历非递归"<<endl;**

**cout<<" 8.中序遍历非递归"<<endl;**

**cout<<" 9.后序遍历非递归"<<endl;**

**cout<<" 10.判断是否为二叉排序树"<<endl;**

**cout<<"please input your choose:";**

**cin>>word;**

**switch(word)**

**{**

**case 0:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 创建文件"<<endl;**

**CreatWen\_BiTree();**

**CreatHWen\_BiTree();**

**break;**

**}**

**case 1:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 构建二叉树 "<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Preorder\_BiTree(T);//先序遍历 \*/**

**break;**

**}**

**case 2:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 求树的高度"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**cout<<"Depth:"<<Depth\_BiTree(T)<<endl;**

**break;**

**}**

**case 3:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 求树的深度"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**cout<<"deepth:"<<Leaf\_BiTree(T)<<endl;**

**break;**

**}**

**case 4:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 先序遍历"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Preorder\_BiTree(T);//先序遍历**

**break;**

**}**

**case 5:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 中序遍历"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Inorder\_BiTree(T);//中序遍历**

**break;**

**}**

**case 6:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 后序遍历"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Postorder\_BiTree(T);//后序遍历**

**break;**

**}**

**case 7:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 先序遍历非递归"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Preorder\_\_BiTree(T);//先序遍历**

**break;**

**}**

**case 8:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 中序遍历非递归"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Inorder\_\_BiTree(T);//中序遍历**

**break;**

**}**

**case 9:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 后序遍历非递归"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**Postorder\_\_BiTree(T);//后序遍历**

**break;**

**}**

**case 10:**

**{**

**system("cls");**

**cout<<" 二叉树的应用"<<endl;**

**cout<<" 判断是否为二叉排序树"<<endl;**

**CreatHWen\_BiTree();**

**BiTree T;**

**Init\_BiTree(T);//构建二叉树**

**Creat\_BiTree(T);//初始化二叉树**

**cout<<endl;**

**cout<<"1(true)or 0(false):"<<Paixu\_BiTree(T)<<endl;**

**break;**

**}**

**default:**

**cout<<"input data is error!";**

**}**

**return 0;**

1. **题目简介**

**利用随机函数产生10个样本的20000个随机整数（其中之一已经是正序，之一是逆序），利用直接插入排序、希尔排序，冒泡排序、快速排序、选择排序、堆排序，归并排序、基数排序8种排序方法进行排序（结果为由小到大的顺序），并统计每一种排序算法对不同样本所耗费的时间。**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#include<ctime>**

**#include<cstdlib>**

**#include<fstream>**

**#include<string>**

**#define max 20001**

**#define min 10**

**typedef struct**

**{**

**int \*elem;**

**int length;**

**int listsize;**

**}SqList;**

**struct QNode**

**{**

**int data;**

**QNode \*next;**

**};**

**typedef struct LinkQueue**

**{**

**QNode \*front;**

**QNode \*rear;**

**}\*Link\_Queue;**

**bool InitQueue(Link\_Queue &Q);**

**void DestroyQueue(Link\_Queue Q);**

**void RadixSort(int \*L,int l\_len);//基数排序**

**void Distribute(QNode \*Node\_head,LinkQueue \*Queue,int i);//分配**

**void Collection(QNode \*Node\_head,LinkQueue \*Queue); //收集**

**int Get\_key(QNode \*p,int i);//得到位值**

**void Traverse(int \*L,int l\_len);**

**void Init\_sq(SqList &L);**

**void Creat\_sq(SqList &L,int n);//对顺序表初始化**

**void Traverse\_sq(SqList L);//遍历所有元素**

**void InsertSort(SqList &L);//简单插入排序**

**void ShellInsert(SqList &L,int dk);//希尔排序**

**void ShellSort(SqList &L,int dlta[],int t);//希尔排序**

**void BubbleSort(SqList &L);//冒泡排序**

**int Partion(SqList &L,int low,int high);//确定L.elem[i]元素的位置**

**void QSort(SqList &L,int low,int high);//快速排序**

**void SelectSort(SqList &L);//简单选择排序**

**void HeapAdjust(SqList &L,int s,int m);//大顶堆**

**void HeadSort(SqList &L);//堆排序**

**void Merge(SqList S,SqList &T,int s,int m,int t);//归并**

**void MergePass(SqList &S,SqList T,int n,int h);//一次归并并排序**

**void MergeSort(SqList &S,SqList T,int n); //归并排序**

**void fuzhi\_wen(SqList &L);//将文件中的文件内容传给顺序表**

**void creat\_wen();//正序文件**

**void creat1\_wen();//逆序文件**

**void creat1\_wen();//逆序文件**

**void Init\_sq(SqList &L)**

**{**

**L.elem=(int \*)malloc(max\*sizeof(int));**

**if(!L.elem)exit(0);**

**L.length=0;**

**L.listsize=max;**

**}**

**void Creat\_sq(SqList &L,int n)//对顺序表初始化**

**{**

**if(n>max)exit(0);**

**for(int i=1;i<=n;i++)**

**{**

**cin>>L.elem[i];**

**L.length++;**

**}**

**}**

**void Traverse\_sq(SqList L)//遍历所有元素**

**{**

**if (!L.elem)**

**return;**

**int i=1;**

**while(L.elem[i]&&i<=L.length)**

**{**

**if((i)%100==0)**

**{**

**cout<<endl;**

**}**

**cout<<L.elem[i]<<" ";**

**i++;**

**}**

**cout<<endl;**

**}**

**void InsertSort(SqList &L)//简单插入排序**

**{//在有序的序列里插入未有序的**

**for(int i=1;i<=L.length;i++)**

**{**

**if(L.elem[i]>L.elem[i-1])//如果大于有序的最后一个数，不用排序**

**continue;**

**else**

**{**

**int t=i-1;**

**while(L.elem[i]<L.elem[t])//循环找到待插位置**

**{**

**t--;**

**}**

**t++;//待插位置**

**int temp=L.elem[i];//记录临时**

**for(int j=i;j>t;j--)//后移**

**{**

**L.elem[j]=L.elem[j-1];**

**}**

**L.elem[t]=temp;**

**}**

**}**

**}**

**void ShellInsert(SqList &L,int dk)//希尔排序**

**{**

**for(int i=dk;i<=L.length;i++)//从dk+1开始**

**{**

**if(L.elem[i]<L.elem[i-dk])**

**{**

**int t=L.elem[i];//临时位置**

**int j=i-dk;**

**while(j>=0&&(t<L.elem[j]))//对所有间隔dk的数排序**

**{**

**L.elem[j+dk]=L.elem[j];**

**//记录后移，因为如果放在这个位置，会影响这个位置的希尔排序**

**j-=dk;**

**}**

**L.elem[j+dk]=t;**

**}**

**}**

**}**

**void ShellSort(SqList &L,int dlta[],int t)//希尔排序**

**{**

**for(int k=0;k<t;k++)**

**{**

**ShellInsert(L,dlta[k]);**

**}**

**}**

**void BubbleSort(SqList &L)//冒泡排序**

**{**

**for(int i=0;i<=L.length;i++)**

**for(int j=i+1;j<=L.length;j++)**

**{**

**if(L.elem[i]>L.elem[j])**

**{**

**int t=L.elem[i];**

**L.elem[i]=L.elem[j];**

**L.elem[j]=t;**

**}**

**}**

**}**

**int Partion(SqList &L,int low,int high)//确定L.elem[i]元素的位置**

**{**

**int i=low;**

**int j=high;**

**int t=L.elem[i];**

**while(i<j)**

**{**

**while(L.elem[j]>=t&&i<j)**

**{**

**j--;**

**}**

**L.elem[i]=L.elem[j];**

**while(L.elem[i]<=t&&i<j)**

**{**

**i++;**

**}**

**L.elem[j]=L.elem[i];**

**}**

**L.elem[i]=t;**

**return i;**

**}**

**void QSort(SqList &L,int low,int high)//快速排序**

**{**

**if(low<high)**

**{**

**int key=Partion(L,low,high);**

**QSort(L,low,key-1);**

**QSort(L,key+1,high);**

**}**

**}**

**void SelectSort(SqList &L)//简单选择排序**

**//在i之后选择一个最小的数置于i位置**

**{**

**for(int i=0;i<=L.length-1;i++)**

**{**

**int t=L.elem[i];**

**for(int j=i+1;j<=L.length;j++)**

**{**

**if(L.elem[j]<t)**

**{**

**int t1=L.elem[j];**

**L.elem[j]=t;**

**t=t1;**

**}**

**}**

**L.elem[i]=t;**

**}**

**}**

**void HeapAdjust(SqList &L,int s,int m)//大顶堆**

**{**

**int t=L.elem[s];**

**for(int j=2\*s;j<=m;j\*=2)//从非叶子节点向下搜索最小的值置于根**

**{**

**if(j<m&&(L.elem[j]<L.elem[j+1]))**

**j++;//比较左孩子右孩子，j指向较大者**

**if(t>L.elem[j])**

**break;//如果t比左右孩子都大**

**L.elem[s]=L.elem[j];//将s位置放置左右孩子的最大的值**

**s=j;//s下移到j 位置**

**}**

**L.elem[s]=t;//这里的s位置已变**

**}**

**void HeadSort(SqList &L)//堆排序**

**{**

**for(int i=L.length/2;i>0;i--)**

**HeapAdjust(L,i,L.length);**

**for(int j=L.length;j>1;j--)**

**{**

**int t=L.elem[1];**

**L.elem[1]=L.elem[j];**

**L.elem[j]=t;//将最大的值放在最后一个位置**

**HeapAdjust(L,1,j-1);//去除最后一个值重新创建大顶堆**

**}**

**}**

**void Merge(SqList S,SqList &T,int s,int m,int t)//归并**

**{//将S中的数据归并并排序T中 s为第一个有序序列起点 m+1为第二个有序序列起点**

**int i=s,j=m+1,k=s;//记录位置**

**while(i<=m&&j<=t)**

**{**

**if(S.elem[i]<=S.elem[j])**

**T.elem[k++]=S.elem[i++];**

**else**

**T.elem[k++]=S.elem[j++];**

**}**

**if(i<=m)**

**while(i<=m)**

**T.elem[k++]=S.elem[i++];**

**else while(j<=t)**

**T.elem[k++]=S.elem[j++];**

**}**

**void MergePass(SqList &S,SqList T,int n,int h)//一次归并并排序**

**{**

**int i=1;**

**while(i<=n-2\*h+1)//将序列分成h为单位的序列**

**{**

**Merge(S,T,i,i+h-1,i+2\*h-1);//归并0-h h-2h到**

**i+=2\*h;//每2h归并一次**

**}**

**if(i<n-h+1)Merge(S,T,i,i+h-1,n);//最后一个序列不是h 为单位的序列且小于h**

**else//剩下一个子序列没有归并**

**{**

**for(int k=i;k<=n;k++)**

**{**

**T.elem[k]=S.elem[k];**

**}**

**}**

**}**

**void MergeSort(SqList &S,SqList T,int n)**

**{**

**int h=1;//初始子序列长度为1 n为序列长度**

**while(h<n)**

**{**

**MergePass(S,T,n,h);//h的长度不断变化**

**h=2\*h;**

**MergePass(T,S,n,h);**

**h=2\*h;**

**}**

**}**

**#define key 5**

**bool InitQueue(LinkQueue \*Q)**

**{**

**Q->front=new QNode;**

**if(!(Q->front))**

**return false;**

**Q->front->next=NULL;**

**Q->front->data=-1;**

**Q->rear=Q->front;**

**return true;**

**}**

**void DestroyQueue(LinkQueue \*Q)**

**{**

**Q->rear=NULL;**

**delete Q->front;**

**Q->front=NULL;**

**}**

**void RadixSort(SqList &L,int l\_len)//基数排序**

**{**

**LinkQueue \*Queue=new LinkQueue[10];**

**QNode \*Node\_head=new QNode,\*p,\*pre\_p;**

**int i;**

**for(i=0;i<10;i++)**

**InitQueue(Queue+i);//构造桶**

**pre\_p=Node\_head;**

**for(i=1;i<=l\_len;i++)//顺序表转链表**

**{**

**p=new QNode;**

**p->data=L.elem[i];**

**pre\_p->next=p;**

**pre\_p=p;**

**}**

**pre\_p->next=NULL;**

**for(i=1;i<=key;i++)//分配、收集**

**{**

**Distribute(Node\_head,Queue,i);**

**Collection(Node\_head,Queue);**

**}**

**p=Node\_head->next;**

**for(i=1;i<=l\_len;i++,p=p->next)//链表信息写入顺序表**

**L.elem[i]=p->data;**

**pre\_p=Node\_head;**

**while(pre\_p)**

**{**

**p=pre\_p->next;**

**delete pre\_p;**

**pre\_p=p;**

**}**

**for(i=0;i<10;i++)**

**DestroyQueue(Queue+i);**

**delete []Queue;**

**}**

**void Distribute(QNode \*Node\_head,Link\_Queue Queue,int i)//分配**

**{**

**QNode \*p=Node\_head->next;**

**int t;**

**while(p)**

**{**

**t=Get\_key(p,i);**

**Queue[t].rear->next=p;**

**Queue[t].rear=p;**

**p=p->next;**

**Queue[t].rear->next=NULL;**

**}**

**Node\_head->next=NULL;**

**}**

**int Get\_key(QNode \*p,int i)//得到位数**

**{**

**int j,s=p->data;**

**for(j=1;j<i;j++)**

**s/=10;**

**return s%10;**

**}**

**void Collection(QNode \*Node\_head,Link\_Queue Queue)//收集**

**{**

**int i;**

**QNode \*p=Node\_head;**

**for(i=0;i<10;i++)**

**if(Queue[i].front->next)**

**{**

**p->next=Queue[i].front->next;**

**p=Queue[i].rear;**

**Queue[i].front->next=NULL;**

**Queue[i].rear=Queue[i].front;**

**}**

**}**

**void fuzhi\_wen(SqList &L)//将文件中的文件内容传给顺序表**

**{**

**fstream file;**

**file.open("paixu.txt",ios::in);**

**if(file.fail())**

**{**

**cout<<"file open is error!"<<endl;**

**exit(0);**

**}**

**int t,i=1;**

**file>>t;**

**L.length=0;**

**while(!file.eof())**

**{**

**L.elem[i]=t;**

**L.length++;**

**i++;**

**file>>t;**

**}**

**file.close();**

**}**

**void creat\_wen()//正序文件**

**{**

**fstream file;**

**file.open("paixu.txt",ios::out);**

**if(file.fail())**

**{**

**cout<<"file open is error!"<<endl;**

**exit(0);**

**}**

**for(int i=1;i<max;i++)**

**{**

**file<<i<<" ";**

**//cout<<i<<" ";**

**}**

**file.close();**

**// fstream file;**

**/\* file.open("paixu.txt",ios::in);**

**if(file.fail())**

**{**

**cout<<"file open is error!"<<endl;**

**exit(0);**

**}**

**int t;**

**file>>t;**

**while(!file.eof())**

**{**

**cout<<t<<" ";**

**file>>t;**

**}**

**file.close();\*\*/**

**}**

**void creat1\_wen()//逆序文件**

**{**

**fstream file;**

**file.open("paixu.txt",ios::out);**

**if(file.fail())**

**{**

**cout<<"file open is error!"<<endl;**

**exit(0);**

**}**

**int t=max-1;**

**for(int i=1;i<max;i++)**

**{**

**file<<t<<" ";**

**t--;**

**}**

**file.close();**

**}**

**void creat2\_wen()//乱序文件**

**{**

**fstream file;**

**file.open("paixu.txt",ios::out);**

**if(file.fail())**

**{**

**cout<<"file open is error!"<<endl;**

**exit(0);**

**}**

**int t;**

**srand((unsigned)time(NULL));**

**t=rand()%20000;**

**for(int i=1;i<max;i++)**

**{**

**file<<t<<" ";**

**t=rand()%20000;**

**}**

**file.close();**

**}**

**int main()**

**{//直接插入排序、希尔排序，冒泡排序、快速排序、选择排序、堆排序，归并排序、基数排序**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 0.创建文件"<<endl;**

**cout<<" 1.直接插入排序"<<endl;**

**cout<<" 2.希尔排序"<<endl;**

**cout<<" 3.冒泡排序"<<endl;**

**cout<<" 4.快速排序"<<endl;**

**cout<<" 5.选择排序"<<endl;**

**cout<<" 6.堆排序"<<endl;**

**cout<<" 7.归并排序"<<endl;**

**cout<<" 8.基数排序"<<endl;**

**cout<<" 9.比较"<<endl;**

**int chioce;**

**cout<<"please int your choice:";**

**cin>>chioce;**

**switch(chioce)**

**{**

**case 0:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 创建文件"<<endl;**

**cout<<" 1.正序"<<endl;**

**cout<<" 2.乱序"<<endl;**

**cout<<" 3.逆序"<<endl;**

**int c;**

**cout<<"please input your choice:";**

**cin>>c;**

**switch(c)**

**{**

**case 1:**

**creat\_wen();**

**break;**

**case 2:**

**creat2\_wen();**

**break;**

**case 3:**

**creat1\_wen();**

**break;**

**default:**

**cout<<"chioce input is error!"<<endl;**

**break;**

**}**

**/\* SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**Traverse\_sq(L);\*/**

**break;**

**}**

**case 1:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 直接插入排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**InsertSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<endl;**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 2:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 希尔排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**int a[3]={5,3,1};**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**ShellSort(L,a,3);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 3:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 冒泡排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**BubbleSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 4:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 快速排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**QSort(L,0,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 5:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 选择排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**SelectSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 6:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 堆排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**HeadSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 7:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 归并排序"<<endl;**

**SqList L,L1;**

**Init\_sq(L);**

**Init\_sq(L1);**

**fuzhi\_wen(L);**

**for(int i=1;i<=L.length;i++)**

**{**

**L1.elem[i]=L.elem[i];**

**}**

**L1.length=L.length;**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**MergeSort(L,L1,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 8:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 基数排序"<<endl;**

**SqList L;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**RadixSort(L,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**Traverse\_sq(L);**

**cout<<"time:"<<cost\_time<<endl;**

**break;**

**}**

**case 9:**

**{**

**system("cls");**

**cout<<" 排序算法比较"<<endl;**

**cout<<" 比较"<<endl;**

**SqList L,L1;**

**Init\_sq(L);**

**fuzhi\_wen(L);**

**double cost\_time;**

**clock\_t start,end;**

**start=clock();**

**InsertSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"InsertSort time:"<<cost\_time<<endl;**

**int a[3]={5,3,1};**

**fuzhi\_wen(L);**

**start=clock();**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"ShellSort time:"<<cost\_time<<endl;**

**fuzhi\_wen(L);**

**start=clock();**

**BubbleSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"BubbleSort time:"<<cost\_time<<endl;**

**fuzhi\_wen(L);**

**start=clock();**

**QSort(L,0,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"QSort time:"<<cost\_time<<endl;**

**fuzhi\_wen(L);**

**start=clock();**

**SelectSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"SelectSort time:"<<cost\_time<<endl;**

**fuzhi\_wen(L);**

**start=clock();**

**HeadSort(L);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"HeadSort time:"<<cost\_time<<endl;**

**Init\_sq(L1);**

**fuzhi\_wen(L);**

**for(int i=1;i<=L.length;i++)**

**{**

**L1.elem[i]=L.elem[i];**

**}**

**L1.length=L.length;**

**start=clock();**

**MergeSort(L,L1,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"MergeSort time:"<<cost\_time<<endl;**

**fuzhi\_wen(L);**

**start=clock();**

**RadixSort(L,L.length);**

**end=clock();**

**cost\_time=(double) (end-start)/(CLOCKS\_PER\_SEC);**

**cout<<"RadixSort time:"<<cost\_time<<endl;**

**break;**

**}**

**default:**

**cout<<"chioce input is error!"<<endl;**

**break;**

**}**

**return 0;**

**}**

**一、调试成功程序及说明**

**1、**

**题目：求解图中某一顶点到其他顶点的最短距离。；**

**算法思想：Floyd算法**
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**// 求解图中某一顶点到其他顶点的最短距离。；**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#define Infine 10000**

**#define max 100**

**typedef struct**

**{**

**int \*ver;//顶点**

**int arc[max][max];//边**

**int Ver,Edg;//顶点数和边数**

**}Graph;**

**void Init\_Graph(Graph &g)//创建矩阵-**

**{**

**g.ver=(int \*)malloc(max\*sizeof(int));**

**if(!g.ver)exit(0);**

**int m,n,i,j;**

**cout<<"输入顶点数和边数:";**

**cin>>m>>n;**

**g.Ver=m;//初始化顶点数**

**g.Edg=n;//初始化边数**

**for(i=1;i<=g.Ver;i++)//输入顶点信息标识:"**

**{**

**g.ver[i]=i;**

**}**

**//把矩阵初始化为00**

**for(i=1;i<=m;i++)**

**for(j=1;j<=m;j++)**

**{**

**g.arc[i][j]=Infine;**

**}**

**}**

**void Creat\_Graph(Graph &g)//初始化矩阵**

**{**

**int i,j;**

**//输入有权值的边，其余直接赋值**

**for(int i=1;i<=g.Edg;i++)//输入顶点信息标识:"**

**{**

**int a,a1,weight,word=0;**

**cout<<"输入(vi,vj）顶点 权值:"<<endl;**

**cin>>a>>a1>>weight;////输入顶点 权值**

**for(int s=1;s<=g.Ver;s++)//判断是否顶点是否正确**

**{**

**if(g.ver[s]==a)**

**word++;**

**if(g.ver[s]==a1)**

**word++;**

**}**

**if(word==2)**

**{**

**g.arc[a][a1]=weight;**

**g.arc[a1][a]=weight;//创建有向图图时就不是对称的**

**}**

**else//如果不正确，重复输入**

**{**

**cout<<"input is error!";**

**i--;**

**}**

**}**

**}**

**void Print\_Graph(Graph g)**

**{**

**cout<<"顶点数和边数:"<<g.Ver<<" "<<g.Edg<<endl;**

**for(int i=1;i<=g.Ver;i++)**

**{**

**for(int s=1;s<=g.Ver;s++)**

**{**

**cout<<" "<<g.arc[i][s];**

**}**

**cout<<endl;**

**}**

**}**

**void Floyed\_low(Graph g,int v1,int v2)**

**{**

**for(int s=1;s<=g.Ver;s++)**

**{**

**for(int s1=1;s1<=g.Ver;s1++)**

**{**

**for(int s2=1;s2<=g.Ver;s2++)**

**{**

**if(g.arc[s1][s]+g.arc[s][s2]<g.arc[s1][s2])**

**{**

**g.arc[s1][s2]=g.arc[s1][s]+g.arc[s][s2];**

**}**

**}**

**}**

**}**

**cout<<"v1 and v2 lowest distance:"<<g.arc[v1][v2]<<endl;**

**}**

**int main()**

**{**

**Graph g;**

**Init\_Graph(g);**

**Creat\_Graph(g);**

**cout<<endl;**

**cout<<"初始图："<<endl;**

**Print\_Graph(g);**

**int v1,v2;**

**cout<<"Please input v1 and v2:";**

**cin>>v1>>v2;**

**Floyed\_low(g,v1,v2);**

**cout<<endl;**

**return 0;**

**}**

**2、题目：CSP题目**

**问题描述：小刘承包了很多片麦田，为了灌溉这些麦田，小刘在第一个麦田挖了一口很深的水井，所有的麦田都从这口井来引水灌溉。 为了灌溉，小刘需要建立一些水渠，以连接水井和麦田，小刘也可以利用部分麦田作为“中转站”，利用水渠连接不同的麦田，这样只要一片麦田能被灌溉，则与其连接的麦田也能被灌溉。现在小刘知道哪些麦田之间可以建设水渠和建设每个水渠所需要的费用（注意不是所有麦田之间都可以建立水渠）。请问灌溉所有麦田最少需要多少费用来修建水渠。**

**输入格式：输入的第一行包含两个正整数n, m，分别表示麦田的片数和小刘可以建立的水渠的数量。麦田使用1, 2, 3, ……依次标号。 接下来m行，每行包含三个整数ai, bi, ci，表示第ai片麦田与第bi片麦田之间可以建立一条水渠，所需要的费用为ci。**

**输出格式：输出一个整数，表示灌溉所有麦田所需要的最小费用，及水渠连接说明。**

**问题分析：这个问题可以用最小生成树算法实现。**

**输入样例:**

**4 4**

**1 2 1**

**2 3 4**

**2 4 2**

**3 4 3**

**输出样例:**

**6 建立以下3条水渠：麦田1与麦田2、麦田2与麦田4、麦田4与麦田3。**

**算法思想：最小生成树**

**运行结果：**

**![[5RG1%~ZF1`[G$C1775DJ%U](data:image/png;base64,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)**

**附源程序。**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#define Infine 10000**

**#define max 100**

**typedef struct**

**{**

**int \*ver;//顶点**

**int arc[max][max];//边**

**int Ver,Edg;//顶点数和边数**

**}Graph;**

**void Init\_Graph(Graph &g)**

**{**

**g.ver=(int \*)malloc(max\*sizeof(int));**

**if(!g.ver)exit(0);**

**int m,n,i,j;**

**cout<<"输入顶点数和边数:";**

**cin>>m>>n;**

**g.Ver=m;//初始化顶点数**

**g.Edg=n;//初始化边数**

**for(i=1;i<=g.Ver;i++)//输入顶点信息标识:"**

**{**

**g.ver[i]=i;**

**}**

**//把矩阵初始化为00**

**for(i=1;i<=m;i++)**

**for(j=1;j<=m;j++)**

**{**

**g.arc[i][j]=Infine;**

**}**

**}**

**void Creat\_Graph(Graph &g)**

**{**

**int i,j;**

**//输入有权值的边，其余直接赋值**

**for(int i=1;i<=g.Edg;i++)//输入顶点信息标识:"**

**{**

**int a,a1,weight,word=0;**

**cout<<"输入(vi,vj）顶点 权值:"<<endl;**

**cin>>a>>a1>>weight;////输入顶点 权值**

**for(int s=1;s<=g.Ver;s++)//判断是否顶点是否正确**

**{**

**if(g.ver[s]==a)**

**word++;**

**if(g.ver[s]==a1)**

**word++;**

**}**

**if(word==2)**

**{**

**g.arc[a][a1]=weight;**

**g.arc[a1][a]=weight;**

**}**

**else//如果不正确，重复输入**

**{**

**cout<<"input is error!";**

**i--;**

**}**

**}**

**}**

**void Print\_Graph(Graph g)**

**{**

**cout<<"顶点数和边数:"<<g.Ver<<" "<<g.Edg<<endl;**

**for(int i=1;i<=g.Ver;i++)**

**{**

**for(int s=1;s<=g.Ver;s++)**

**{**

**cout<<" "<<g.arc[i][s];**

**}**

**cout<<endl;**

**}**

**}**

**#define STACK\_INIT\_SIZE 100**

**#define STACKINCREAT 10**

**typedef struct**

**{**

**int \*base;**

**int \*top;**

**int stacksize;**

**}SqStack;**

**void InitStack(SqStack &s)//构造空栈和赋值**

**{**

**s.base=(int \*)malloc(STACK\_INIT\_SIZE\*sizeof(int));**

**if(!s.base)exit(0);**

**s.top=s.base;**

**s.stacksize=STACK\_INIT\_SIZE;**

**}**

**void Print\_Stack(SqStack s)//打印栈**

**{**

**cout<<"the SqStack element:";**

**cout<<s.top-s.base<<endl;**

**SqStack s1;**

**s1.base=s.base;**

**for(int i=0; i<s.top-s.base; i++)//元素的长度length=s.top-s.base**

**{**

**cout<<\*s1.base++<<" ";**

**}**

**}**

**void Push(SqStack &s,int e)//添加一个元素**

**{**

**if(s.top-s.base>=s.stacksize)**

**{**

**s.base=(int \*)realloc(s.base,(s.stacksize+STACKINCREAT)\*sizeof(int));**

**if(!s.base)exit(0);**

**s.top=s.base+s.stacksize;**

**s.stacksize+=STACKINCREAT;**

**}**

**\*s.top=e;**

**s.top++;**

**}**

**void Pop(SqStack &s,int &e)//删除一个元素**

**{**

**if(s.base==s.top)exit(0);**

**--s.top;**

**e=\*s.top;**

**}**

**int Empty\_Stack(SqStack s)**

**{**

**if(s.base==s.top)**

**return 1;**

**else**

**return 0;**

**}**

**void Got\_top(SqStack s,int &e)//得到栈顶的元素**

**{**

**if(s.base==s.top)exit(0);**

**e=\*(s.top-1);**

**}**

**void BFS(Graph g)**

**{**

**;**

**for(int i=1;i<=g.Ver;i++)**

**{**

**for(int s=1;s<=g.Ver;s++)**

**{**

**if(g.arc[i][s]!=Infine)**

**cout<<g.arc[i][s]<<" ";**

**}**

**}**

**}**

**void DFS(SqStack &s,Graph g,int data,int \*visit)**

**{**

**cout<<g.ver[data]<<" ";//输出第一个结点**

**visit[data]=0;//标记为0**

**Push(s,data);//入栈**

**int e;**

**Got\_top(s,e);//得到栈顶点元素**

**while(!Empty\_Stack(s))**

**{**

**int word=0;**

**for(int i=1;i<=g.Ver;i++)**

**{**

**if(g.arc[e][i]!=Infine&&visit[i]!=0)//找到它的一个邻接点**

**{**

**DFS(s,g,i,visit);**

**word=1;**

**break;**

**}**

**}**

**if(word==0)**

**{**

**Pop(s,e);**

**Got\_top(s,e);**

**}**

**for(int i=1;i<=g.Ver;i++)//判断是否还有结点没有找到,果还有，继续这个函数**

**{**

**if(visit[i]!=0)**

**{**

**DFS(s,g,i,visit);**

**}**

**}**

**}**

**}**

**void Prim(Graph g,int k)//k 1**

**{**

**int m,n;**

**int visit[g.Ver+1];//访问标志**

**int lowcost[g.Ver+1];//权值**

**int vex[g.Ver+1];//存顶点**

**for(int i=1;i<=g.Ver;i++)**

**{**

**visit[i]=0;**

**lowcost[i]=g.arc[k][i];**

**vex[i]=1;**

**}**

**visit[k]=1;**

**int key=g.Ver-1;//循环次数**

**cout<<"最小生成树生成边加入过程："<<endl;**

**while(key!=0)**

**{**

**int min;**

**int word;**

**for(int i=1;i<=g.Ver;i++)//设一个最小值**

**{**

**if(!visit[i])//未被访问的**

**{**

**min=lowcost[i];**

**word=i;**

**break;**

**}**

**}**

**for(int i=1;i<=g.Ver;i++)//找到权值最小值**

**{**

**if(!visit[i])**

**{**

**if(lowcost[i]<min)**

**{**

**min=lowcost[i];**

**word=i;//记录位置**

**}**

**}**

**}**

**visit[word]=1;//标记**

**key--;//次数减一**

**cout<<"<"<<vex[word]<<","<<word<<">"<<" ";//输出下一个节点**

**for(int j=1;j<=g.Ver;j++)//刷新权值数组**

**{**

**if(!visit[j])**

**{**

**if(g.arc[word][j]<lowcost[j])**

**{**

**lowcost[j]=g.arc[word][j];//权值改变**

**vex[j]=word;//顶点数组改变**

**}**

**}**

**}**

**}**

**}**

**int main()**

**{**

**Graph g;**

**Init\_Graph(g);**

**Creat\_Graph(g);**

**cout<<endl;**

**cout<<"初始图："<<endl;**

**Print\_Graph(g);**

**int data;**

**cout<<"please input the first number:";**

**cin>>data;**

**cout<<endl;**

**Prim(g,data);**

**/\* SqStack s;**

**InitStack(s);//建栈**

**int visit[max];**

**for(int i=1;i<=g.Ver;i++)**

**{**

**visit[i]=1;**

**}**

**int data;**

**cout<<"please input the first number:";**

**cin>>data;**

**cout<<endl;**

**int word=0;**

**for(int i=1;i<=g.Ver;i++)**

**{**

**if(g.ver[i]==data)**

**{**

**word=1;**

**break;**

**}**

**}**

**if(word==1)**

**{**

**DFS(s,g,data,visit);**

**}**

**else**

**{**

**cout<<"input is error!"<<endl;**

**}\*/**

**return 0;**

**}**

**3、**

**题目：编写拓扑排序算法；**
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**结果分析：**

**附源程序。**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#define MAXVEX 100**

**//边表结点**

**typedef struct EdgeNode**

**{**

**int adjvex;//邻接点域，存储该顶点对应的下标**

**int weight;//用于存储权值，对于非网图可以不需要**

**struct EdgeNode \*next;//链域，指向下一个邻接点**

**}EdgeNode;**

**//顶点表结点**

**typedef struct VertexNode**

**{**

**int data; //顶点域，存储顶点信息**

**EdgeNode \*firstedge; //边表头指针**

**}VertexNode,AdjList[MAXVEX];**

**typedef struct**

**{**

**AdjList adjList;**

**int numVertexes,numEdges;//图中当前顶点数和边数**

**}Graph;**

**void Print\_Graph(Graph \*G)**

**{**

**EdgeNode \*p;**

**for(int i=1;i<=G->numVertexes;i++)**

**{**

**p=G->adjList[i].firstedge;**

**cout<<G->adjList[i].data<<" ";**

**while(p)**

**{**

**cout<<p->adjvex<<" ";**

**p=p->next;**

**}**

**cout<<endl;**

**}**

**}**

**//建立图的邻接表结构**

**//尾插法**

**void Creat\_Graph(Graph \*G)**

**{**

**//输入顶点和边数**

**cout<<"输入顶点数和边数:"<<endl;**

**cin>>G->numVertexes>>G->numEdges;//输入顶点信息，建立顶点表**

**cout<<"输入顶点字符:"<<endl;**

**for(int i=1;i<=G->numVertexes;i++)**

**{**

**cin>>G->adjList[i].data;**

**G->adjList[i].firstedge=NULL;**

**}**

**cout<<endl;**

**//建立边表**

**int i,j;**

**EdgeNode \*p,\*q;**

**EdgeNode \*p1,\*q1;**

**for(int k=0;k<G->numEdges;k++)**

**{**

**cout<<"输入边（vi,vj）上的顶点序号："<<endl;**

**cin>>i>>j;**

**//（单链表中的头插法）**

**p = (EdgeNode\*)malloc(sizeof(EdgeNode));//向内存申请空间**

**//生成边表结点**

**p->adjvex=j;**

**p->next=NULL;**

**if(G->adjList[i].firstedge==NULL)**

**G->adjList[i].firstedge=p;**

**else**

**{**

**p1=G->adjList[i].firstedge;**

**while(p1->next)**

**p1=p1->next;**

**p1->next=p;**

**}**

**/\* q= (EdgeNode\*)malloc(sizeof(EdgeNode));//向内存申请空间**

**//生成边表结点**

**q->adjvex=i;**

**q->next=NULL;**

**if(G->adjList[j].firstedge==NULL)**

**G->adjList[j].firstedge=q;**

**else**

**{**

**q1=G->adjList[j].firstedge;**

**while(q1->next)**

**q1=q1->next;**

**q1->next=q;**

**}\*/**

**}**

**}**

**typedef struct QNode**

**{**

**int data;**

**struct QNode \*next;**

**}QNode,\*QueuePtr;**

**typedef struct**

**{**

**QueuePtr front;//队头指针**

**QueuePtr rear;//队尾指针**

**}LinkQueue;**

**void InitQueue(LinkQueue &Q)**

**{**

**Q.front=Q.rear=(QNode \*)malloc(sizeof(QNode));**

**if(!Q.front)exit(0);**

**Q.front->next=NULL;**

**}**

**int QueueEmpty(LinkQueue Q)**

**{**

**if(Q.rear==Q.front)**

**return 1;**

**else**

**return 0;**

**}**

**void EnQueue(LinkQueue &s,int e)**

**{**

**QueuePtr p;**

**p=(QueuePtr)malloc(sizeof(QNode));**

**if(!p)exit(0);**

**p->data=e;**

**p->next=NULL;**

**s.rear->next=p;**

**s.rear=p;**

**}**

**void DeQueue(LinkQueue &Q,int &e)**

**{**

**if(Q.front==Q.rear)exit(0);**

**QueuePtr s;**

**s=Q.front->next;**

**e=s->data;**

**Q.front->next=s->next;**

**if(Q.rear==s)**

**Q.rear=Q.front;**

**free(s);**

**}**

**void FindIndegree(Graph G,int \*indegree)**

**{**

**EdgeNode \*p;**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**p=G.adjList[i].firstedge;**

**while(p)**

**{**

**indegree[p->adjvex]++;**

**p=p->next;**

**}**

**}**

**}**

**void Topologicalsort(Graph G)**

**{**

**int indegree[G.numVertexes];**

**for(int i=1;i<=G.numVertexes;i++)**

**indegree[i]=0;**

**FindIndegree(G,indegree);**

**for(int i=1;i<=G.numVertexes;i++)**

**cout<<" "<<i<<":"<<indegree[i]<<" ";**

**cout<<endl;**

**LinkQueue s;**

**InitQueue(s);**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**if(indegree[i]==0)**

**EnQueue(s,i);**

**}**

**int count=0;**

**while(!QueueEmpty(s))**

**{**

**int e;**

**DeQueue(s,e);**

**cout<<G.adjList[e].data<<" ";**

**count++;**

**EdgeNode \*p;**

**for(p=G.adjList[e].firstedge;p;p=p->next)**

**{**

**int k;**

**k=p->adjvex;indegree[k]--;**

**if(indegree[k]==0)**

**EnQueue(s,k);**

**}**

**}**

**if(count<G.numVertexes)exit(0);**

**}**

**int main()**

**{**

**Graph G;**

**Creat\_Graph(&G);**

**Print\_Graph(&G);**

**cout<<endl;**

**Topologicalsort(G);**

**}**

**4、**

**题目：关键路径练习；**

**算法思想：把书上的代码实现的。**

**运行结果：**
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**结果分析：**

**附源程序。**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#define MAXVEX 100**

**//边表结点**

**typedef struct EdgeNode**

**{**

**int adjvex;//邻接点域，存储该顶点对应的下标**

**int weight;//用于存储权值，对于非网图可以不需要**

**struct EdgeNode \*next;//链域，指向下一个邻接点**

**}EdgeNode;**

**//顶点表结点**

**typedef struct VertexNode**

**{**

**int data; //顶点域，存储顶点信息**

**EdgeNode \*firstedge; //边表头指针**

**}VertexNode,AdjList[MAXVEX];**

**typedef struct**

**{**

**AdjList adjList;**

**int numVertexes,numEdges;//图中当前顶点数和边数**

**}Graph;**

**void Print\_Graph(Graph \*G)**

**{**

**EdgeNode \*p;**

**for(int i=1;i<=G->numVertexes;i++)**

**{**

**p=G->adjList[i].firstedge;**

**cout<<G->adjList[i].data<<" ";**

**while(p)**

**{**

**cout<<p->adjvex<<":";**

**cout<<p->weight<<" ";**

**p=p->next;**

**}**

**cout<<endl;**

**}**

**}**

**/建立图的邻接表结构//尾插法**

**void Creat\_Graph(Graph \*G)**

**{**

**//输入顶点和边数**

**cout<<"输入顶点数和边数:"<<endl;**

**cin>>G->numVertexes>>G->numEdges;**

**//输入顶点信息，建立顶点表**

**cout<<"输入顶点字符:"<<endl;**

**for(int i=1;i<=G->numVertexes;i++)**

**{**

**cin>>G->adjList[i].data;**

**G->adjList[i].firstedge=NULL;**

**}**

**cout<<endl;**

**//建立边表**

**int i,j,weight1;**

**EdgeNode \*p,\*q;**

**EdgeNode \*p1,\*q1;**

**for(int k=0;k<G->numEdges;k++)**

**{**

**cout<<"输入边（vi,vj）上的顶点序号和权值："<<endl;**

**cin>>i>>j>>weight1;**

**//（单链表中的头插法）**

**p = (EdgeNode\*)malloc(sizeof(EdgeNode));//向内存申请空间**

**//生成边表结点**

**p->adjvex=j;**

**p->weight=weight1;**

**p->next=NULL;**

**if(G->adjList[i].firstedge==NULL)**

**G->adjList[i].firstedge=p;**

**else**

**{**

**p1=G->adjList[i].firstedge;**

**while(p1->next)**

**p1=p1->next;**

**p1->next=p;**

**}**

**/\* q= (EdgeNode\*)malloc(sizeof(EdgeNode));//向内存申请空间**

**//生成边表结点**

**q->adjvex=i;**

**q->next=NULL;**

**if(G->adjList[j].firstedge==NULL)**

**G->adjList[j].firstedge=q;**

**else**

**{**

**q1=G->adjList[j].firstedge;**

**while(q1->next)**

**q1=q1->next;**

**q1->next=q;**

**}\*/**

**}**

**}**

**typedef struct QNode**

**{**

**int data;**

**struct QNode \*next;**

**}QNode,\*QueuePtr;**

**typedef struct**

**{**

**QueuePtr front;//队头指针**

**QueuePtr rear;//队尾指针**

**}LinkQueue;**

**void InitQueue(LinkQueue &Q)**

**{**

**Q.front=Q.rear=(QNode \*)malloc(sizeof(QNode));**

**if(!Q.front)exit(0);**

**Q.front->next=NULL;**

**}**

**int QueueEmpty(LinkQueue Q)**

**{**

**if(Q.rear==Q.front)**

**return 1;**

**else**

**return 0;**

**}**

**void EnQueue(LinkQueue &s,int e)**

**{**

**QueuePtr p;**

**p=(QueuePtr)malloc(sizeof(QNode));**

**if(!p)exit(0);**

**p->data=e;**

**p->next=NULL;**

**s.rear->next=p;**

**s.rear=p;**

**}**

**void DeQueue\_last(LinkQueue &Q,int &e)**

**{**

**if(Q.front==Q.rear)exit(0);**

**QueuePtr s;**

**s=Q.front;**

**e=Q.rear->data;**

**while(s)**

**{**

**if(s->next==Q.rear)**

**{**

**Q.rear=s;**

**Q.rear->next=NULL;**

**break;**

**}**

**s=s->next;**

**}**

**}**

**void DeQueue(LinkQueue &Q,int &e)**

**{**

**if(Q.front==Q.rear)exit(0);**

**QueuePtr s;**

**s=Q.front->next;**

**e=s->data;**

**Q.front->next=s->next;**

**if(Q.rear==s)**

**Q.rear=Q.front;**

**free(s);**

**}**

**void FindIndegree(Graph G,int \*indegree)**

**{**

**EdgeNode \*p;**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**p=G.adjList[i].firstedge;**

**while(p)**

**{**

**indegree[p->adjvex]++;**

**p=p->next;**

**}**

**}**

**}**

**void Topologicalsort(Graph G)**

**{**

**int ve[G.numVertexes+1];**

**int indegree[G.numVertexes+1];**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**indegree[i]=0;ve[i]=0;**

**}**

**FindIndegree(G,indegree);**

**for(int i=1;i<=G.numVertexes;i++)**

**cout<<" "<<i<<":"<<indegree[i]<<" ";**

**cout<<endl;**

**LinkQueue s,t;**

**InitQueue(s);**

**InitQueue(t);**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**if(indegree[i]==0)**

**{**

**EnQueue(s,i);**

**}**

**}**

**int count=0;**

**while(!QueueEmpty(s))**

**{**

**int e;**

**DeQueue(s,e);EnQueue(t,e);**

**cout<<G.adjList[e].data<<" ";**

**count++;**

**EdgeNode \*p;**

**for(p=G.adjList[e].firstedge;p;p=p->next)**

**{**

**int k;**

**k=p->adjvex;**

**indegree[k]--;**

**if(indegree[k]==0)**

**{**

**EnQueue(s,k);**

**}**

**if(ve[e]+p->weight>ve[k])**

**ve[k]=ve[e]+p->weight;**

**}**

**}**

**cout<<endl;**

**int vl[G.numVertexes+1];**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**cout<<ve[i]<<" ";**

**vl[i]=ve[G.numVertexes];**

**}**

**cout<<endl;**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**cout<<vl[i]<<" ";**

**}**

**while(!QueueEmpty(t))**

**{**

**int e;**

**EdgeNode \*p;**

**for(DeQueue\_last(t,e),p=G.adjList[e].firstedge;p;p=p->next)**

**{**

**int k;**

**// cout<<e<<"\* ";**

**k=p->adjvex;**

**if((vl[k]-p->weight)<vl[e])**

**vl[e]=vl[k]-p->weight;**

**}**

**}**

**cout<<endl;**

**for(int i=1;i<=G.numVertexes;i++)**

**{**

**cout<<vl[i]<<" ";**

**}**

**cout<<endl;**

**for(int j=1;j<=G.numVertexes;j++)**

**{**

**EdgeNode \*q;**

**for(q=G.adjList[j].firstedge;q;q=q->next)**

**{**

**int kk=q->adjvex;**

**int ee=ve[j];**

**int el=vl[kk]-q->weight;**

**if((ee-el)==0)**

**cout<<"<"<<j<<","<<kk<<">";**

**}**

**}**

**if(count<G.numVertexes)exit(0);**

**}**

**int main()**

**{**

**Graph G;**

**Creat\_Graph(&G);**

**Print\_Graph(&G);**

**cout<<endl;**

**Topologicalsort(G);**

**}**

**1．编程实现书P45 ADT Stack 基本操作9个，用顺序存储结构实现；**

**2．编程实现书P59 ADT Queue 基本操作9个，用链式存储结构实现；**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**#define STACK\_INIT\_SIZE 100**

**#define STACKINCREAT 10**

**typedef struct**

**{**

**int \*base;**

**int \*top;**

**int stacksize;**

**}SqStack;**

**void InitStack(SqStack &s)//构造空栈和赋值**

**{**

**s.base=(int \*)malloc(STACK\_INIT\_SIZE\*sizeof(int));**

**if(!s.base)exit(0);**

**s.top=s.base;**

**s.stacksize=STACK\_INIT\_SIZE;**

**int n;**

**cout<<"The element number:";**

**cin>>n;**

**cout<<"Please input every number:";**

**for(int i=0;i<n;i++)**

**{**

**cin>>\*s.top++;**

**}**

**}**

**void Print\_Stack(SqStack s)//打印栈**

**{**

**cout<<"the SqStack element:";**

**cout<<s.top-s.base<<endl;**

**SqStack s1;**

**s1.base=s.base;**

**for(int i=0; i<s.top-s.base; i++)//元素的长度length=s.top-s.base**

**{**

**cout<<\*s1.base++<<" ";**

**}**

**}**

**void DestroyStack(SqStack &s)//销毁栈**

**{**

**free(s.base);**

**s.top=s.base=NULL;**

**}**

**void ClearStack(SqStack &s)//清空栈**

**{**

**free(s.base);**

**s.top=s.base=NULL;**

**}**

**bool StackEmpty(SqStack &s)//清空栈**

**{**

**if(s.base==NULL)**

**return false;**

**}**

**int StackLength(SqStack s)//返回栈的长度**

**{**

**return (s.top-s.base);**

**}**

**void GetTop(SqStack s,int &e)//得到栈顶的元素**

**{**

**if(s.base==s.top)exit(0);**

**e=\*(s.top-1);**

**}**

**void Push(SqStack &s,int e)//添加一个元素**

**{**

**if(s.top-s.base>=s.stacksize)**

**{**

**s.base=(int \*)realloc(s.base,(s.stacksize+STACKINCREAT)\*sizeof(int));**

**if(!s.base)exit(0);**

**s.top=s.base+s.stacksize;**

**s.stacksize+=STACKINCREAT;**

**}**

**\*s.top=e;**

**s.top++;**

**}**

**void Pop(SqStack &s,int &e)//删除一个元素**

**{**

**if(s.base==s.top)exit(0);**

**--s.top;**

**e=\*s.top;**

**}**

**void visit(int e)**

**{**

**cout<<e<<" ";**

**}**

**void StackTraverse(SqStack s)//对栈调用visit()函数**

**{**

**for(int i=0; i<s.top-s.base; i++)//元素的长度length=s.top-s.base**

**{**

**visit(\*s.base);**

**\*s.base++;**

**}**

**}**

**#include<iostream>**

**using namespace std;**

**#include<malloc.h>**

**typedef struct QNode**

**{**

**int data;**

**struct QNode \*next;**

**}QNode,\*QueuePtr;**

**typedef struct**

**{**

**QueuePtr front;//队头指针**

**QueuePtr rear;//队尾指针**

**}LinkQueue;**

**void InitQueue(LinkQueue &Q)**

**{**

**Q.front=Q.rear=(QNode \*)malloc(sizeof(QNode));**

**if(!Q.front)exit(0);**

**Q.front->next=NULL;**

**int n;**

**cout<<"The element number:";**

**cin>>n;**

**cout<<"Please input every number:";**

**for(int i=0;i<n;i++)**

**{ QNode \*s;**

**s=(QNode \*)malloc(sizeof(QNode));**

**cin>>s->data;**

**Q.rear->next=s;**

**Q.rear=Q.rear->next;**

**}**

**Q.rear->next=NULL;**

**}**

**void visit (int e)**

**{**

**cout<<e<<" ";**

**}**

**void QueueTraverse(LinkQueue Q)**

**{**

**QueuePtr L;**

**if(Q.front->next!=NULL)**

**{**

**L=Q.front->next;**

**cout<<"output all element:";**

**while(L)**

**{**

**cout<<L->data<<" ";**

**L=L->next;**

**}**

**}**

**}**

**void DestroyQueue(LinkQueue &Q)**

**{**

**Q.front=Q.front->next;**

**while(Q.front)**

**{**

**Q.rear=Q.front->next;**

**free(Q.front);**

**Q.front=Q.rear;**

**}**

**}**

**void ClearQueue(LinkQueue &Q)**

**{**

**Q.front=Q.front->next;**

**while(Q.front)**

**{**

**Q.rear=Q.front->next;**

**free(Q.front);**

**Q.front=Q.rear;**

**}**

**}**

**bool QueueEmpty(LinkQueue Q)**

**{**

**if(Q.front->next==NULL)**

**return ture;**

**else**

**return false;**

**}**

**int QueueLength(LinkQueue Q)**

**{**

**int i=0;**

**Q.front=Q.front->next;**

**while(Q.front)**

**{**

**i++;**

**Q.front=Q.rear;**

**}**

**return i;**

**}**

**void EnQueue(likeQueue &Q,int e)**

**{**

**Queueptr s;**

**s=(QNode \*)malloc(sizeof(QNode));**

**if(!p)exit(0);**

**s->data=e;**

**Q.rear->next=s;**

**Q.rear=Q.rear->next;**

**Q.rear->next=NULL;**

**}**

**void DeQueue(LinkQueue &Q,int &e)**

**{**

**if(Q.front==Q.rear)exit(0);**

**Queueptr s;**

**s=Q.front->next;**

**e=s->data;**

**Q.front->next=s->next;**

**if(Q.rear==s)**

**Q.rear=Q.front;**

**free(s);**

**}**

**#include<stdio.h>**

**#include<stdlib.h>**

**typedef struct LNode**

**{**

**int data;**

**struct LNode \*next;**

**}LNode,\*LinkList;**

**LinkList Init\_LNode() //链表初始化**

**{**

**LNode \*L;**

**L = (LinkList)malloc(sizeof(LNode));**

**if(L == NULL)**

**{**

**printf("初始化失败!\n");**

**exit(-1);**

**}**

**L->next = NULL;**

**return L;**

**}**

**void Creat\_List1(LNode \*L) //头插法**

**{**

**int i,n,num;**

**LNode \*pnew;**

**printf("请输入要输入的元素个数：n = ");**

**scanf("%d",&n);**

**for(i=0;i<n;i++)**

**{**

**printf("请输入第%d个数：",i+1);**

**scanf("%d",&num);**

**pnew = (LinkList)malloc(sizeof(LNode));**

**pnew->data = num;**

**pnew->next = L->next;**

**L->next = pnew;**

**}**

**}**

**void Creat\_List(LNode \*L) //创建 尾插法**

**{**

**int i,n,num;**

**LNode \*p,\*pnew;**

**p = L;**

**printf("请输入要输入的元素个数：n = ");**

**scanf("%d",&n);**

**for(i=0;i<n;i++)**

**{**

**printf("请输入第%d个数：",i+1);**

**scanf("%d",&num);**

**pnew = (LinkList)malloc(sizeof(LNode));**

**if(pnew == NULL)**

**{**

**printf("初始化失败!\n");**

**exit(-1);**

**}**

**pnew->data = num;**

**p->next = pnew;**

**p = pnew;**

**}**

**p->next =NULL;**

**}**

**void Show\_Linst(LNode \*L) //遍历**

**{**

**LNode \*p;**

**p =L->next;**

**while(p!=NULL)**

**{**

**printf("%d ",p->data);**

**p = p->next;**

**}**

**printf("\n");**

**}**

**void Insert\_List(LNode \*L) //插入**

**{**

**int i , n , val;**

**LNode \*p,\*s;**

**p = L;**

**i=1;**

**printf("请输入你要插入的位置：n=");**

**scanf("%d",&n);**

**printf("请输入你要插入的元素：val=");**

**scanf("%d",&val);**

**while(p&&i<n)**

**{**

**p = p->next;**

**++i;**

**}**

**if(!p || i>n)**

**printf("无法插入!\n");**

**s = (LinkList)malloc(sizeof(LNode));**

**s->data = val;**

**s->next = p->next;**

**p->next = s;**

**}**

**void Delete\_List(LNode \*L) //删除**

**{**

**int i , n ;**

**LNode \*p,\*s;**

**p = L;**

**i=1;**

**printf("请输入你要删除的位置：n=");**

**scanf("%d",&n);**

**while(p&&i<n)**

**{**

**p = p->next;**

**++i;**

**}**

**if(!(p->next) || i>n)**

**printf("删除的位置不合法!\n");**

**// p->next =p->next->next;**

**s = p->next;**

**p->next = s->next;**

**free(s);**

**}**

**void Query\_List(LNode \*L) //查询**

**{**

**int i , n ,val;**

**LNode \*p;**

**p = L->next;**

**i=1;**

**printf("请输入你要查询的位置：n=");**

**scanf("%d",&n);**

**while(p&&i<n)**

**{**

**p = p->next;**

**++i;**

**}**

**if(!(p->next) || i>n)**

**printf("查询的元素不存在!\n");**

**val = p->data;**

**printf("你查询的元素值为：%d\n",val);**

**}**

**void Destroy\_List(LNode \*L) //销毁**

**{**

**LinkList p,q;**

**p = L->next; //p指向第一个结点**

**while(p)**

**{**

**q = p->next;**

**free(p);**

**p = q;**

**}**

**L->next = NULL;**

**}**

**int Show\_Menu() //主菜单**

**{**

**int num;**

**printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");**

**printf("\n 【1】创建 【2】插入\n");**

**printf("\n 【3】删除 【4】查询\n");**

**printf("\n 【5】遍历 【6】退出\n");**

**printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");**

**printf("请输入你的操作序号：");**

**if(scanf("%d",&num)==0)**

**{**

**printf("请重新输入!\n");**

**}**

**return num;**

**}**