**For**

1. Utilice un ciclo **for** para construir la función **multiplicaImpares**, que recibe como parámetro un número entero **n**. La función regresa la multiplicación de los primeros **n** números impares. **(20 puntos)**

**Ejemplos:**

**multiplicaImpares(3) =** 1 \* 3 \* 5 = **15**

**multiplicaImpares(4) =** 1 \* 3 \* 5 \* 7 = **105**

**multiplicaImpares(1) =** 1 = **1**

1. Utilice un ciclo **for** para construir la función **multiplicaPares**, que recibe como parámetro un número entero **n**. La función regresa la multiplicación de los primeros **n** números pares. **(20 puntos)**

**Ejemplos:**

**multiplicaPares(3) =** 2 \* 4 \* 6 = **48**

**multiplicaPares(4) =** 2 \* 4 \* 6 \* 8 = **384**

**multiplicaPares(1) =** 2 = **2**

decrementa

1. Utilice un ciclo **for** para construir la función **coseno**, que recibe como parámetros dos números enteros **x** y **n**. La función regresa la aproximación del coseno de **x**. Una aproximación del coseno de **x** se puede obtener usando la siguiente serie: **(20 puntos)**

*x2 x4 x6  x8 xn*

*coseno*(x, n)

![](data:image/x-wmf;base64,183GmgAAAAAAAKAbwAQACQAAAABxQQEACQAAA50CAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwASgGxIAAAAmBg8AGgD/////AAAQAAAAwP///6////9gGwAAbwQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wKZ/RwBAAAAAJABAAAAAgACABBTeW1ib2wAAFMTCsiA8BIAqKrxd7Gq8XcgMPN3WBVmvgQAAAAtAQAACAAAADIK/QKzAwEAAAAoeRwAAAD7Apn9HAEAAAAAkAEAAAACAAIAEFN5bWJvbAAAjRUKQ4DwEgCoqvF3sarxdyAw83dYFWa+BAAAAC0BAQAEAAAA8AEAAAgAAAAyCv0CUgUBAAAAKXkIAAAA+gIAAAEAAAAAAAAABAAAAC0BAAAFAAAAFAKIAtMHBQAAABMCiAKECQUAAAAUAogCZAsFAAAAEwKIAjENBQAAABQCiAIRDwUAAAATAogC4hAFAAAAFAKIAsISBQAAABMCiAKdFAUAAAAUAogCcxkFAAAAEwKIAlIbHAAAAPsCIP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAKiq8XexqvF3IDDzd1gVZr4EAAAALQECAAQAAADwAQEACAAAADIKdASgGQIAAABuIQgAAAAyCtQBohkBAAAAeCEIAAAAMgoAA/wXAQAAALEhCAAAADIKAAPoFAEAAAArIQgAAAAyCnQE0hMBAAAAISEIAAAAMgrUAfESAQAAAHghCAAAADIKdAQREAEAAAAhIQgAAAAyCtQBQA8BAAAAeCEIAAAAMgoAA3wNAQAAACshCAAAADIKdAReDAEAAAAhIQgAAAAyCtQBkwsBAAAAeCEIAAAAMgp0BKEIAQAAACEhCAAAADIK1AECCAEAAAB4IQgAAAAyCgADFwYBAAAAPSEIAAAAMgoAA2IEAQAAAHghCQAAADIKAANAAAQAAABzZW5vHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAKiq8XexqvF3IDDzd1gVZr4EAAAALQEBAAQAAADwAQIACAAAADIK/ACZGgEAAABuZRwAAAD7AiD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCoqvF3sarxdyAw83dYFWa+BAAAAC0BAgAEAAAA8AEBAAkAAAAyCgADWBYDAAAALi4ubwgAAAAyCnQE8BIBAAAANy4IAAAAMgp0BD4PAQAAADUuCAAAADIKdASTCwEAAAAzLggAAAAyCnQE7AcBAAAAMS4cAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AqKrxd7Gq8XcgMPN3WBVmvgQAAAAtAQEABAAAAPABAgAIAAAAMgr8AOQTAQAAADcuCAAAADIK/AAwEAEAAAA1LggAAAAyCvwAgwwBAAAAMy4IAAAAMgr8AOAIAQAAADEuHAAAAPsCIP4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAABTEwrLoPESAKiq8XexqvF3IDDzd1gVZr4EAAAALQECAAQAAADwAQEACAAAADIKAANTEQEAAAAtLggAAAAyCgAD9QkBAAAALS4KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQC+WBVmvgAACgAhAIoBAAAAAAEAAAC88xIABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

2 4 6 8 *n*

**While**

1. Utilice un ciclo **while** para construir la función **aproximacionPI**, que recibe como parámetro el límite **N** de la serie para calcular la aproximación de PI. Existen diferentes algoritmos que nos permiten obtener una cercana aproximación al valor de la constante PI, uno de ellos es el Algoritmo Lord Brouncker: **(20 puntos)**
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1. Utilice un ciclo **while** para construir la función **seno**, que recibe como parámetros dos números enteros **x** y **n**. La función regresa la aproximación del seno de **x**. Una aproximación del seno de **x** se puede obtener usando la siguiente serie: **(20 puntos)**
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*seno(x , n)*

1 3 5 7 *n*

1. Utilice un ciclo **while** para construir la función **aproximacionPI**, que recibe como parámetro el límite **N** de la serie para calcular la aproximación de PI. Existen diferentes algoritmos que nos permiten obtener una cercana aproximación al valor de la constante PI, uno de ellos es el Algoritmo Lord Brouncker: **(20 puntos)**

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAA+AQADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiis/XdT/sTw9qereT532G0lufK3bd+xC23ODjOMZwaAMuDxzot1bxXFvFrM0EqB45I9EvWV1IyCCIsEEc5qT/hMtL/59dc/8EV7/wDGa0NC0z+xPD2maT53nfYbSK283bt37EC7sZOM4zjJrQoA5/8A4TLS/wDn11z/AMEV7/8AGaP+Ey0v/n11z/wRXv8A8Zrn/D//ABU/xQ1/XJf3tjoWNJ00/wACzY3XLbW5EgJVN42grx83WvQKAOf/AOEy0v8A59dc/wDBFe//ABmj/hMtL/59dc/8EV7/APGauaLr1prwvWtIruMWlx9nkF1bvAxby0kyEcBgMSDqB37YJ1KAOf8A+Ey0v/n11z/wRXv/AMZo/wCEy0v/AJ9dc/8ABFe//Ga6CigDn/8AhMtL/wCfXXP/AARXv/xmj/hMtL/59dc/8EV7/wDGauaxr1poZs1uortzd3EdvGYbd3VWeRIwXcDagy4+8RnnGTxWpQBz/wDwmWl/8+uuf+CK9/8AjNH/AAmWl/8APrrn/givf/jNdBRQBz//AAmWl/8APrrn/givf/jNH/CZaX/z665/4Ir3/wCM10FZei69aa8L1rSK7jFpcfZ5BdW7wMW8tJMhHAYDEg6gd+2CQCn/AMJlpf8Az665/wCCK9/+M0f8Jlpf/Prrn/givf8A4zXQUUAc/wD8Jlpf/Prrn/givf8A4zR/wmWl/wDPrrn/AIIr3/4zXQUUAc//AMJlpf8Az665/wCCK9/+M0f8Jlpf/Prrn/givf8A4zXQUUAc/wD8Jlpf/Prrn/givf8A4zR/wmWl/wDPrrn/AIIr3/4zWxfXsWn2cl1Mk7xpjIggeZzkgcIgLHr2HHXpUek6lDrOjWOqW6yLBe28dxGsgAYK6hgDgkZwfU0AZf8AwmWl/wDPrrn/AIIr3/4zVzTdfs9VuGgt4dSR1QuTdabcW64yBw0iKCeemc9fQ1JrmjWfiHQ73SL9N9rdxNE+ACVz0ZcggMDgg44IBrn/AIZ6zeav4Lgi1R92r6ZLJp2oAksVmiO35mJO9iuxiwJBLH6AA7Ciq9/c/Y9OubrdAvkxPJm4l8qMYBPzvg7V45bBwOcGvM01bxV4ll0yzvZdNTRb/U1tZ86fLDO6pAty8ZUzOuCUmt5FJOCrA55AAPRLrXdHsdOg1G81Wxt7Gfb5NzNcIkcm4bl2sTg5AJGOoo1PXdH0Tyv7W1WxsPOz5f2u4SLfjGcbiM4yOnqKz/F3+ladaaMP+YxdpZPn7rQ4aSdSeo3QxyqCOdzLyPvDD8PTzave6Fp88slw+gJcNdXDsS8k0by2UTsT1EqrdOQMkFVy398A7yiuf8Lf6M2s6VH/AMeum6gYLYHqsbxRThPQKpmKKAAAiqO2Tn63qHjKDWJ49J0/zbEbfLf7DDJn5Rn5mvoiec9UX8epAOwrn/Hf/JPPEv8A2Crr/wBFNWxYPcSadbPeJsumiQzLtC7XwNwwGYDnPAZvqetY/jL/AJAdt/2FdN/9LYaANSTVtNh1SHS5dQtE1CZN8Vo0yiV155VM5I+VuQOx9KsTTw2yB55Y4kLqgZ2CgszBVHPcsQAO5IFc3r1jb3UWo6JpseNT1bFxNMGJFoQqxpcn+6y+UvlqMFnjyMbXdeX8XaxDe3sVxfWeqxLpuq2sVpB/ZVy6MReQ75y4jKFiqMsYQk7XbkmXYoBofCz/AJnX/sa77/2SvQK8/wDhZ/zOv/Y133/sldJP4s062uJYHttZLxuUYx6LeOpIOOGWIhh7gkHtQBT8LX9nd+IPGEVtdwTSRaqnmJHIGKf6JAnIHT5kdfqjDqDXUVz/APwmWl/8+uuf+CK9/wDjNaGmaza6v5v2aK+j8rG77XYT22c5xjzUXd07ZxxnqKANCiuL1DUPFUfjqxt7fT9NaBrK8aONtVlRZVWW3AdwICFcBsAfN99vmGPm6TU9ZtdI8r7TFfSebnb9ksJ7nGMZz5SNt698Z5x0NAGP4+v7PT/D9rLe3cFtGdV0/DzSBAdt3E7cn0VWY+gUnoK6iuf/AOEy0v8A59dc/wDBFe//ABmj/hMtL/59dc/8EV7/APGaAOgoqnqUmpRW6tpdpaXM+8BkurloFC4PIZY3JOccY7nnjnD8AXmsX3g3SJ9Wig+fT7Z451u3nknzGCWkDIu1jweC3JPPGSAdRXL+Fr+zu/EHjCK2u4JpItVTzEjkDFP9EgTkDp8yOv1Rh1Bqx/wmWl/8+uuf+CK9/wDjNH/CZaX/AM+uuf8Agivf/jNAHQUVT03U4NVt2nt47tEVyhF1aS27ZwDwsiqSOeuMdfQ1y+n6h4qk8dX1vcafpqwLZWbSRrqsrrErS3ALoDAAzkLgj5fuL8xz8oB2lFFFABRRWfqes2ukeV9pivpPNzt+yWE9zjGM58pG29e+M846GgC5PPDa28txcSxwwRIXkkkYKqKBkkk8AAc5rn/h9PDc/Dnw28EscqDTLdCyMGAZYwrDjuGBBHYgipP+Ey0v/n11z/wRXv8A8Zo/4TLS/wDn11z/AMEV7/8AGaAOgrz/AOFn/M6/9jXff+yV2Gmaza6v5v2aK+j8rG77XYT22c5xjzUXd07ZxxnqK4/4Wf8AM6/9jXff+yUAdxdWNvfeQLmPzFhlWZFLHbvX7pI6Ng/MM5wwVhyoIy7rwvYtasLCOOzvBcfaoroJvdZfNeXk5DFC0soZQwyssigqGrcooAx5dAtdQ1Gx1i/jni1O2iCAW2oTrGmSGZcKVV1LKM7l+YKuRwALC6Xb2E+p6hp1lB/aV9tkld3K+e6IEQM+GKqAAOAcZJwSTnQooAz9H0z+y7N0km+0XU8r3FzOV2mSRjk8ZJCgYRQSSqIq5OM1oUUUAV777Z9jkFh5AujgI0+di5IBYgctgZO3I3YxuXO4cnPqU2u+H/DMF0scV5fanDHd+WDtguLUtPMgBJyPMtXjznHO4FgOe0rz8f6N4utNO+5HD4lknt4j1Ec2nTyM4zyVadrjB6ZDKOFwADoNR8F6Jqk99LdJff6f/wAfUcOpXMUc3yCP5o0kCnKKqnjkDmti9sbfUIFhuo/MjWWOYDcRh43WRDx6Mqn3xzxViigDz/4Wf8zr/wBjXff+yV2l5q2m6fcWtve6haW092+y2jmmVGmbIGEBOWOWAwPUetcX8LP+Z1/7Gu+/9krpNYWxguJgthHfanqluLX7K7fLPEhY/vM5CxL5zbmwfvhcMxRSAV/Fsmp2VhLqNjqkkDwoqWtmkMZW6uXfbHHKzAnYztGvymMjLEtyCvSVydz4KnvrLS4rnxRrKT2NkLUzW5iUyOU2PPl0dllYZG8NlQWAI3MT1lABRRWP4k1efR9OjktrWeeaeUQq8VrLcLBkEmR0iBcqAvQdWKglQSwALlyzXtvc21hfxwXCOIpJUVZGhJCsRtPAfYwI3AgblJVhwc/wxc3dzb363F1JeQW97Jb213KqLJMqAK5cIFXKzCZBhVyEB5zubl/B9jaX2n+LNF0681myQ3sYN4bd7e6O60twzlpYx+9ZldmON2X3cblauw0LRRoVk9qt/d3aFwU+0CNREoRUCIsaIiIAg4Cjkk96ANSiiigCnqWrabo1utxqmoWljAzhFkupliUtgnALEDOATj2NY+tyanZapY3FvqkjG6vYbaDTRDGIpEPzTF2IL71jWZwQ6D5EXaxzvx7rUtStPEXibxC62j6foaLbtEwZpWhECXEpjOcRv+8yeok8uNT5ezedy98LG98QrrB13VYWXywttE0IjCI6uUBMZcK7KN+GG8AAnAUAA6CiiigCvNZRT/aN7zjz4hC+yd0wo3crgjY3zH5lw3Tn5Rgmsop/tG95x58QhfZO6YUbuVwRsb5j8y4bpz8oxYooArzWUU/2je848+IQvsndMKN3K4I2N8x+ZcN05+UYsUUUAZ9rruj32nT6jZ6rY3FjBu865huEeOPaNzbmBwMAgnPQVz+t60bzR59a8O+JIJ47fbBbW9l5M0dzdswVIpnIbCszxLhTGVDMS2CCvP2Ws3mlLc63C/2i68T6e9/YwSk7FmEqR2qMoOAzpdWsTEFQPIyWbJYdJc+BIpbLS7O31/WbODTbIWVutu0IIGzYZMtESJdvy71IIBbbt3NkA6yvP/hZ/wAzr/2Nd9/7JXoFef8Aws/5nX/sa77/ANkoA9AooooAKKKKACiiigArm5NAYfEu28RxrIUbR5rGdiy7VImjeMAdcnMuTyPlHTv0lFABRRRQBx9pomo6R8UNR1a2t/P0nXbSL7XLvXfbXEA2pwSP3bIccBzu67RWxqHhjTdT1E385vo7polhZ7TULi23IpYqCInUHBduvqa2KKAK9hY2+madbWFnH5draxJDCm4naigBRk8nAA61YoooAKKKKAK9vY29pPdzQR7JLuUTTncTvcIsYPPT5UUcenrmrFFFABRRRQBn3Wiade6jBf3FvvuIduDvYK+07k3qDtfaxLLuB2sSVwTmtCiigAooooAKKKKACqeq6Xaa1pdxpt+kj2lymyVEleMsvcbkIOD0IzyMg8E1cooAyz4e0x7fT4J4JLpNPuPtVsbueSdklAYByzsSxG9sbiccYxgY1KKKAM/XLjUbTQ72fSLL7bqSxN9mgJUB5Dwu4syjaDgnkHAOOcCs/wAD+G/+ER8F6XoZk8yS1i/euGyDIxLvtOB8u5mxkZxjPNdBRQB//9k=)

1. Utilice un ciclo **while** y construya el procedimiento **TablaDeMultiplicar**, que recibe un entero **x** positivo como parámetro. El procedimiento deberá mostrar la tabla de multiplicar del número **x** hasta el número 10. **(20 puntos)**

**Ejemplos:**

**TablaDeMultiplicar(5)**

desplegará en pantalla:

Tabla del 5:

1 x 5 = 5

2 x 5 = 10

3 x 5 = 15

4 x 5 = 20

5 x 5 = 25

6 x 5 = 30

7 x 5 = 35

8 x 5 = 40

9 x 5 = 45

10 x 5 = 50

**TablaDeMultiplicar(12)**

desplegará en pantalla:

Tabla del 12:

1 x 12 = 12

2 x 12 = 24

3 x 12 = 36

4 x 12 = 48

5 x 12 = 60

6 x 12 = 72

7 x 12 = 84

8 x 12 = 96

9 x 12 = 108

10 x 12 = 120

**For y while**

1. Utilice los ciclos **do-while** y **for** para construir el procedimiento **aleatorios**, que despliega en pantalla 10 números aleatorios entre el rango de 0 a 300 hasta que el usuario teclee una N, indicando que desea terminar (Valida las letras minúsculas y mayúsculas). Nota: Las siguientes instrucciones te pueden ser útiles: srand(time(NULL)) y rand( )%. **(20 puntos)**

**Ejemplo:**

300 100 18 240 60 80 104 76 9 296

Desea continuar (S/N): S

50 120 21 297 4 82 120 240 96 194

Desea continuar (S/N): N

1. Utilice los ciclos **for** y **do-while** para construir el procedimiento **imprime5pares**, que despliega en pantalla 5 números consecutivos pares. Cada 5 números el procedimiento deberá preguntar al usuario si desea continuar, de ser así, continuará con la impresión de la secuencia de números hasta que el usuario tecle una N, indicando que desea terminar. NOTA: Valida las letras minúsculas y mayúsculas. **(20 puntos)**

**Ejemplo:**

2 4 6 8 10

Desea continuar (S/N): S

12 14 16 18 20

Desea continuar (S/N): N

1. Utilice los ciclos **do-while** y **for**, y construya el procedimiento **aleatorios**, que despliega en pantalla 5 números aleatorios entre el rango de 0 a 150 hasta que el usuario teclee una N, indicando que desea terminar (Valida las letras minúsculas y mayúsculas). Nota: Las siguientes instrucciones te pueden ser útiles: srand(time(NULL)) y rand( )%. **(20 puntos)**

**Ejemplo:**

15 130 93 3 27

Desea continuar (S/N): S

57 103 40 77 131

Desea continuar (S/N): S

150 91 16 103 39

Desea continuar (S/N): N

1. Utilice los ciclos **for** y **do-while** para construir el procedimiento **imprime6impares**, que despliega en pantalla 6 números consecutivos impares. Cada 6 números el procedimiento deberá preguntar al usuario si desea continuar, de ser así, continuará con la impresión de la secuencia de números hasta que el usuario tecle una N, indicando que desea terminar. **NOTA:** Valida las letras minúsculas y mayúsculas. **(20 puntos)**

**Ejemplo:**

1 3 5 7 9 11   
Desea continuar (S/N):   S   
13 15 17 19 21 23  
Desea continuar (S/N):   N

**Arreglos**

1. La función **cuentaMultiplosX** que recibe un vector de 10 valores enteros y un entero **x**. La función deberá regresar cuántos elementos del vector son múltiplos de **x**. **NOTA:** Suponer que el arreglo ya tiene valores **(20 puntos)**

**Ejemplo:**

Si el vector tuviera los siguientes valores: 1 3 **25 10** 4 **15** 7 6 8 **5** y **x** tuviera el valor de **5**.

La función regresaría: **4**

1. La función **sumaMultiplosX** que recibe un vector de 10 valores enteros y un entero **x**. La función deberá regresar el resultado de sumar todos los elementos múltiplos de **x** contenidos en el arreglo. **NOTA:** Suponer que el arreglo ya tiene valores **(20 puntos)**

**Ejemplo:**

Si el vector tuviera los siguientes valores: 1 3 **25 10** 4 **15** 7 6 8 **5** y **x** tuviera el valor de **5**.

La función regresaría: **55**

1. La función **promedioMultiplosX** que recibe un vector de 10 valores enteros y un entero **x**. La función deberá regresar el resultado de calcular el promedio de todos los elementos múltiplos de **x** contenidos en el arreglo. **NOTA:** Suponer que el arreglo ya tiene valores **(20 puntos)**

**Ejemplo:**

Si el vector tuviera los siguientes valores: 1 3 **25 10** 4 **15** 7 6 8 **5** y **x** tuviera el valor de **5**.

La función regresaría: **13.75**

**Matrices**

* + La función **intercambia\_columnas (matriz, renglon1, renglon2)**que recibe una matriz de números enteros y dos números: renglon1 y renglon2. La función intercambiará los valores del **renglon1** por los valores del **renglon2** de la matriz.

**Ejemplo:**Suponiendo que la matriz es de 4 renglones x 4 columnas y tiene asignados los siguientes valores:

2  5  6  4  
7  8  5  6  
3  4  5  1  
9  7  1  5

Al llamar a la funcion **intercambia\_renglones (matriz, 1, 2)** la matriz se modificaría de la siguiente forma:

2  5  6  4  
**3  4  5  1  
7  8  5  6**  
9  7  1  5

**Suma diagonal inversa.**