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IDE：vs2013 版本12.0.40629.00 Update5

## 文件系统

### boost::filesystem::path

#include<boost/filesystem.hpp>

##### 从路径中截取需要的信息

boost::filesystem::path p("D:\\g++\\mingw\\info.text");

std::cout << p.string() << std::endl; D:\g++\mingw\info.text

std::cout << p.root\_name() << std::endl; D:

std::cout << p.root\_directory() << std::endl; \

std::cout << p.root\_path() << std::endl; D:\

std::cout << p.relative\_path() << std::endl; g++\mingw\info.text

std::cout << p.parent\_path() << std::endl; D:\g++\mingw

std::cout << p.filename() << std::endl; info.text

##### 检查路径中是否含有特定字符串

has\_root\_name(),

has\_root\_directory(),

has\_root\_path(),

has\_relative\_path(),

has\_parent\_path()

has\_filename()

各个方法都是返回一个 bool 类型的值。

##### 拆分文件名

boost::filesystem::path p("photo.jpg");

std::cout << p.stem() << std::endl; photo

std::cout << p.extension() << std::endl; .jpg

##### 对path迭代

boost::filesystem::path p("C:\\Windows\\System\\a.txt");

for (boost::filesystem::path::iterator it = p.begin(); it != p.end(); ++it)

std::cout << \*it << std::endl;

输出：

C:

/

Windows

System

a.txt

##### 修改路径

末尾添加

boost::filesystem::path p("C:\\");

p /= "Windows\\System";

std::cout << p.string() << std::endl;

输出：

C:\Windows\System

末尾删除

boost::filesystem::path p("C:\\Windows\\System\\a.txt");

p.remove\_filename();

std::cout << p.string() << std::endl;

输出：

C:\Windows\System

删除后缀

boost::filesystem::path p("C:\\Windows\\System\\a.txt");

p.replace\_extension();

std::cout << p.string() << std::endl;

输出：

C:\Windows\System\a

### 文件与目录

boost::filesystem::path 的各个方法内部其实只是对字符串进行处理。 它们可以用来访问一个路径的各个组件、相互添加路径等等。

为了处理硬盘上的物理文件和目录，提供了几个独立的函数。 这些函数需要一个或多个 boost::filesystem::path 类型的参数，并且在其内部会调用操作系统功能来处理这些文件或目录。

在介绍各个函数之前，很重要的一点是要弄明白出现错误时会发生什么。 所有要在内部访问操作系统功能的函数都有可能失败。 在失败的情况下，将抛出一个类型为 boost::filesystem::filesystem\_error 的异常。 这个类是派生自 boost::system::system\_error 的，因此适用于 Boost.System 框架。

除了继承自父类 boost::system::system\_error 的 what() 和 code() 方法以外，还有另外两个方法：path1() 和 path2()。 它们均返回一个类型为 boost::filesystem::path 的对象，因此在发生错误时可以很容易地确定路径信息 - 即使是对那些需要两个 boost::filesystem::path 参数的函数。

多数函数存在两个变体：在失败时，一个会抛出类型为 boost::filesystem::filesystem\_error 的异常，而另一个则返回类型为 boost::system::error\_code 的对象。 对于后者，需要对返回值进行明确的检查以确定是否出错。

##### 查询一个文件或目录的状态

boost::filesystem::path p("D:\\boost");

try

{

boost::filesystem::file\_status s = boost::filesystem::status(p);

std::cout << boost::filesystem::is\_directory(s) << std::endl;

}

catch (boost::filesystem::filesystem\_error &e)

{

std::cerr << e.what() << std::endl;

}

boost::filesystem::status() 返回一个 boost::filesystem::file\_status 类型的对象，该对象可以被传递给其它辅助函数来评估

boost::filesystem::is\_directory() 目录

boost::filesystem::is\_regular\_file() 普通文件

boost::filesystem::exists() 文件是否存在 快捷键认为不存在

##### 查询文件大小

boost::filesystem::path p("E:\\vc13\\文件传送1.1.rar");

try

{

std::cout << boost::filesystem::file\_size(p) << std::endl;

}

catch (boost::filesystem::filesystem\_error &e)

{

std::cerr << e.what() << std::endl;

}

实际大小非占用空间

##### 获取最后被修改时间

boost::filesystem::path p("C:\\Windows\\win.ini");

try

{

std::time\_t t = boost::filesystem::last\_write\_time(p);

std::cout << std::ctime(&t) << std::endl;

}

catch (boost::filesystem::filesystem\_error &e)

{

std::cerr << e.what() << std::endl;

}

std::ctime 不安全了 修改工程属性 c++命令行里面添加 /D \_CRT\_SECURE\_NO\_WARNINGS

##### 修改文件夹名称

boost::filesystem::path p("E:\\vc13\\aaaaaaa2");

boost::filesystem::rename(p,"E:\\vc13\\aaaaaaa3");

##### 删除文件夹

boost::filesystem::remove("E:\\vc13\\ppp"); 只能删除空文件夹

boost::filesystem::remove\_all("E:\\vc13\\ppp"); 删除文件夹及其包含内容

##### 复制文件

boost::filesystem::copy\_file("E:\\vc13\\a\\dd.txt","E:\\vc13\\b\\c.txt");

##### 创建文件夹

boost::filesystem::create\_directory("E:\\vc13\\a");

一次只能创建一个

boost::filesystem::create\_directories("E:\\vc13\\b\\c");

多层创建

##### 文件搜索

当前路径

boost::filesystem::path dir2("c:\\Windows\\System32");

boost::filesystem::directory\_iterator end;

for (boost::filesystem::directory\_iterator pos(dir2); pos != end; pos++)

{

std::cout << \*pos << std::endl;

}

深度遍历

typedef recursive\_directory\_iterator rd\_iterator;

path dir2("E:\\vc13\\Project1");

rd\_iterator end;

for (rd\_iterator pos(dir2); pos != end; pos++)

{

//如果深度大于4层，则不再继续深入

//if (is\_directory(\*pos) && pos.level() > 4)

//{

// pos.no\_push();

//}

////如果该目录下有nofind.txt文件，则跳出该目录

//if (\*pos == "nofind.txt")

//{

// pos.pop();

//}

std::cout << \*pos << std::endl;

}

## 多线程

#include <boost/thread.hpp>

### 创建线程

#include <boost/thread.hpp>

#include <iostream>

void wait(int seconds)

{

boost::this\_thread::sleep(boost::posix\_time::seconds(seconds));

}

void thread()

{

for (int i = 0; i < 5; ++i)

{

wait(1);

std::cout << i << std::endl;

}

}

int main()

{

boost::thread t(thread);

t.join();

}

### 分离线程

boost::thread::detach();

### 中断线程

Boost::thread:: interrupt();

只有当线程有断点的时候可以中断线程，如果没有该函数没有任何作用

在一个线程对象上调用 interrupt() 会中断相应的线程。 在这方面，中断意味着一个类型为 boost::thread\_interrupted 的异常，它会在这个线程中抛出

每当一个线程中断点，它就会检查 interrupt() 是否被调用过。 只有被调用过了， boost::thread\_interrupted 异常才会相应地抛出。

#include <boost/thread.hpp>

#include <iostream>

void wait(int seconds)

{

boost::this\_thread::sleep(boost::posix\_time::seconds(seconds));

}

void thread()

{

try

{

for (int i = 0; i < 5; ++i)

{

wait(1);

std::cout << i << std::endl;

}

}

catch (boost::thread\_interrupted&)

{

}

}

int main()

{

boost::thread t(thread);

wait(3);

t.interrupt();

t.join();

}

### 对当前线程的操作

使用 boost::this\_thread命名空间，能提供独立的函数应用于当前线程，比如前面出现的 sleep() 。 另一个是 get\_id()：它会返回一个当前线程的ID号。 它也是由 boost::thread 提供的。

boost::thread 类提供了一个静态方法 hardware\_concurrency() ，它能够返回基于CPU数目或者CPU内核数目的刻在同时在物理机器上运行的线程数。 在常用的双核机器上调用这个方法，返回值为2。 这样的话就可以确定在一个多核程序可以同时运行的理论最大线程数。

### 同步

#### boost::mutex

boost::mutex mutex;

void thread()

{

for (int i = 0; i < 5; ++i)

{

wait(1);

mutex.lock();

std::cout << "Thread " << boost::this\_thread::get\_id() << ": " << i << std::endl;

mutex.unlock();

}

}

#### boost::lock\_guard

boost::lock\_guard 在其内部构造和析构函数分别自动调用 lock() 和 unlock()

boost::mutex mutex;

void thread()

{

for (int i = 0; i < 5; ++i)

{

wait(1);

boost::lock\_guard<boost::mutex> lock(mutex);

std::cout << "Thread " << boost::this\_thread::get\_id() << ": " << i << std::endl;

}

}

# Windows多线程

## 线程（进程）之间的制约关系？

关键段：一次只能有一个线程进入关键段

互斥量：处于触发状态不能用 处于未触发可以用

事件： 处于触发状态可以用 处于未触发状态不可以用

当线程并发执行时，由于资源共享和线程协作，使用线程之间会存在以下两种制约关系。

（1）．间接相互制约。一个系统中的多个线程必然要共享某种系统资源，如共享CPU，共享I/O设备，所谓间接相互制约即源于这种资源共享，打印机就是最好的例子，线程A在使用打印机时，其它线程都要等待。

（2）．直接相互制约。这种制约主要是因为线程之间的合作，如有线程A将计算结果提供给线程B作进一步处理，那么线程B在线程A将数据送达之前都将处于阻塞状态。

间接相互制约可以称为互斥，直接相互制约可以称为同步

## 临界资源和临界区

在一段时间内只允许一个线程访问的资源就称为临界资源或独占资源，计算机中大多数物理设备，进程中的共享变量等待都是临界资源，它们要求被互斥的访问。每个进程中访问临界资源的代码称为临界区

## 创建线程

### CreateThread

创建一个有缺陷的线程

#include <stdio.h>

#include <windows.h>

DWORD WINAPI ThreadFun(LPVOID pM)

{

printf("子线程的线程ID号为：%d\n子线程输出Hello World\n", GetCurrentThreadId());

return 0;

}

int main()

{

HANDLE handle = CreateThread(NULL, 0, ThreadFun, NULL, 0, NULL);

WaitForSingleObject(handle, INFINITE);

return 0;

}

函数功能：创建线程

函数原型：

HANDLE WINAPI CreateThread(

  LPSECURITY\_ATTRIBUTES lpThreadAttributes,

  SIZE\_T dwStackSize,

  LPTHREAD\_START\_ROUTINE lpStartAddress,

  LPVOID lpParameter,

  DWORD dwCreationFlags,

  LPDWORD lpThreadId

);

函数说明：

第一个参数表示线程内核对象的安全属性，一般传入NULL表示使用默认设置。

第二个参数表示线程栈空间大小。传入0表示使用默认大小（1MB）。

第三个参数表示新线程所执行的线程函数地址，多个线程可以使用同一个函数地址。

第四个参数是传给线程函数的参数。

第五个参数指定额外的标志来控制线程的创建，为0表示线程创建之后立即就可以进行调度，如果为CREATE\_SUSPENDED则表示线程创建后暂停运行，这样它就无法调度，直到调用ResumeThread()。

第六个参数将返回线程的ID号，传入NULL表示不需要返回该线程ID号。

函数返回值：

成功返回新线程的句柄，失败返回NULL。

### WaitForSingleObject

函数功能：等待函数 – 使线程进入等待状态，直到指定的内核对象被触发。

函数原形：

DWORD WINAPI WaitForSingleObject(

  HANDLE hHandle,

  DWORD dwMilliseconds

);

函数说明：

第一个参数为要等待的内核对象。

第二个参数为最长等待的时间，以毫秒为单位，如传入5000就表示5秒，传入0就立即返回，传入INFINITE表示无限等待。

因为线程的句柄在线程运行时是未触发的，线程结束运行，句柄处于触发状态。所以可以用WaitForSingleObject()来等待一个线程结束运行。

函数返回值：

在指定的时间内对象被触发，函数返回WAIT\_OBJECT\_0。超过最长等待时间对象仍未被触发返回WAIT\_TIMEOUT。传入参数有错误将返回WAIT\_FAILED

### \_beginthreadex()

每个线程都将拥有自己专用的一块内存区域来供标准C运行库中所有有需要的函数使用

\_beginthreadex()函数在创建新线程时会分配并初始化一个\_tiddata块。这个\_tiddata块自然是用来存放一些需要线程独享的数据。事实上新线程运行时会首先将\_tiddata块与自己进一步关联起来。然后新线程调用标准C运行库函数如strtok()时就会先取得\_tiddata块的地址再将需要保护的数据存入\_tiddata块中。这样每个线程就只会访问和修改自己的数据而不会去篡改其它线程的数据了

1. #include <stdio.h>
2. #include <process.h>
3. #include <windows.h>
4. unsigned **int** \_\_stdcall ThreadFun(**PVOID** pM)
5. {
6. printf("线程ID号为%4d的子线程说：Hello World\n", GetCurrentThreadId());
7. **return** 0;
8. }
9. //主函数，所谓主函数其实就是主线程执行的函数。
10. **int** main()
11. {
12. **const** **int** THREAD\_NUM = 5;
13. **HANDLE** handle[THREAD\_NUM];
14. **for** (**int** i = 0; i < THREAD\_NUM; i++)
15. handle[i] = (**HANDLE**)\_beginthreadex(NULL, 0, ThreadFun, NULL, 0, NULL);
16. WaitForMultipleObjects(THREAD\_NUM, handle, TRUE, INFINITE);
17. **return** 0;
18. }

## 原子操作

### 增减

LONG \_\_cdecl InterlockedIncrement(LONG  volatile\* Addend);//+

LONG \_\_cdecl InterlockedDecrement(LONG  volatile\* Addend);//-

返回变量执行增减操作之后的值。

LONG \_\_cdec  InterlockedExchangeAdd(LONG  volatile\* Addend, LONG Value);

返回运算后的值，注意！加个负数就是减。

### 赋值

LONG \_\_cdecl InterlockedExchange(LONG volatile\* Target, LONGValue);

Value就是新值，函数会返回原先的值。

## 关键段

#include <process.h>

typedef struct \_RTL\_CRITICAL\_SECTION {

PRTL\_CRITICAL\_SECTION\_DEBUG DebugInfo;

LONG LockCount;

LONG RecursionCount;

HANDLE OwningThread; // from the thread's ClientId->UniqueThread

HANDLE LockSemaphore;

DWORD SpinCount;

} RTL\_CRITICAL\_SECTION, \*PRTL\_CRITICAL\_SECTION;

各个参数的解释如下：

第一个参数：PRTL\_CRITICAL\_SECTION\_DEBUGDebugInfo;

调试用的。

第二个参数：LONGLockCount;

初始化为-1，n表示有n个线程在等待。

第三个参数：LONGRecursionCount;

表示该关键段的拥有线程对此资源获得关键段次数，初为0。

第四个参数：HANDLEOwningThread;

即拥有该关键段的线程句柄，微软对其注释为——from the thread's ClientId->UniqueThread

第五个参数：HANDLELockSemaphore;

实际上是一个自复位事件。

第六个参数：DWORDSpinCount;

旋转锁的设置，单CPU下忽略

由这个结构可以知道关键段会记录拥有该关键段的线程句柄即关键段是有“线程所有权”概念的。事实上它会用第四个参数OwningThread来记录获准进入关键区域的线程句柄，如果这个线程再次进入，EnterCriticalSection()会更新第三个参数RecursionCount以记录该线程进入的次数并立即返回让该线程进入。其它线程调用EnterCriticalSection()则会被切换到等待状态，一旦拥有线程所有权的线程调用LeaveCriticalSection()使其进入的次数为0时，系统会自动更新关键段并将等待中的线程换回可调度状态。

因此可以将关键段比作旅馆的房卡，调用EnterCriticalSection()即申请房卡，得到房卡后自己当然是可以多次进出房间的，在你调用LeaveCriticalSection()交出房卡之前，别人自然是无法进入该房间。

回到这个经典线程同步问题上，主线程正是由于拥有“线程所有权”即房卡，所以它可以重复进入关键代码区域从而导致子线程在接收参数之前主线程就已经修改了这个参数。所以关键段可以用于线程间的互斥，但不可以用于同步。

总结：一旦一个线程进入了关键段它可以多次进入关键段直到有线程LeaveCriticalSection()

它才会重新去排队

### 初始化

函数原型：

void InitializeCriticalSection (LPCRITICAL\_SECTION lpCriticalSection);

函数说明：定义关键段变量后必须先初始化。

### 销毁

函数原型：

void DeleteCriticalSection(LPCRITICAL\_SECTION lpCriticalSection);

函数说明：用完之后记得销毁。

### 进入关键区域

函数原型：

void EnterCriticalSection(LPCRITICAL\_SECTION lpCriticalSection);

函数说明：系统保证各线程互斥的进入关键区域。

### 离开关关键区域

函数原型：

void LeaveCriticalSection(LPCRITICAL\_SECTION lpCriticalSection);

LeaveCriticalSection()在其他线程中也可以调用（而不仅仅是拥有它的线程），也可以使当前线程拥有者的进入的次数减一。

Ps：对于没有进入关键区域（临界区）的线程使用LeaveCriticalSection()使得当前线程对下次想进入时造成即使进入次数加一也是有人正在使用的状态从而导致无法进入无线等待

## 带有旋转锁的关键段

由于将线程切换到等待状态的开销较大，因此为了提高关键段的性能，Microsoft将旋转锁合并到关键段中，这样EnterCriticalSection()会先用一个旋转锁不断循环，尝试一段时间才会将线程切换到等待状态

Ps: 如果主机只有一个处理器，那么设置旋转锁是无效的。无法进入关键区域的线程总会被系统将其切换到等待状态。

### 初始化关键段并设置旋转次数

函数原型：

BOOLInitializeCriticalSectionAndSpinCount(

LPCRITICAL\_SECTION lpCriticalSection,

DWORD dwSpinCount);

函数说明：旋转次数一般设置为4000。

### 修改关键段的旋转次数

函数原型：

DWORDSetCriticalSectionSpinCount(

LPCRITICAL\_SECTION lpCriticalSection,

DWORD dwSpinCount);

## 事件

#include <process.h>

事件是内核对象，事件分为手动置位事件和自动置位事件。事件Event内部它包含一个使用计数（所有内核对象都有），一个布尔值表示是手动置位事件还是自动置位事件，另一个布尔值用来表示事件有无触发。

### 创建事件

事件触发之后直到设置成未触发所有等这个事件的线程都能运行

函数原型：

HANDLE CreateEvent(

LPSECURITY\_ATTRIBUTES lpEventAttributes,

BOOL bManualReset,

BOOL bInitialState,

LPCTSTR lpName

);

函数说明：

第一个参数表示安全控制，一般直接传入NULL。

第二个参数确定事件是手动置位还是自动置位，传入TRUE表示手动置位，传入FALSE表示自动置位。如果为自动置位，则对该事件调用WaitForSingleObject()后会自动调用ResetEvent()使事件变成未触发状态。打个小小比方，手动置位事件相当于教室门，教室门一旦打开（被触发），所以有人都可以进入直到老师去关上教室门（事件变成未触发）。自动置位事件就相当于医院里拍X光的房间门，门打开后只能进入一个人，这个人进去后会将门关上，其它人不能进入除非门重新被打开（事件重新被触发）。

第三个参数表示事件的初始状态，传入TRUR表示已触发。

第四个参数表示事件的名称，传入NULL表示匿名事件。

### 根据名称获得一个事件句柄。

函数原型：

HANDLE OpenEvent(

DWORD dwDesiredAccess,

BOOL bInheritHandle,

LPCTSTR lpName //名称

);

函数说明：

第一个参数表示访问权限，对事件一般传入EVENT\_ALL\_ACCESS。详细解释可以查看MSDN文档。

第二个参数表示事件句柄继承性，一般传入TRUE即可。

第三个参数表示名称，不同进程中的各线程可以通过名称来确保它们访问同一个事件。

### 触发事件

函数原型：BOOL SetEvent(HANDLE hEvent);

函数说明：每次触发后，必有一个或多个处于等待状态下的线程变成可调度状态

### 设为末触发

函数原型：BOOL ResetEvent(HANDLE hEvent);

### 清理与销毁

函数原型：CloseHandle(HANDLE hEvent)

由于事件是内核对象，因此使用CloseHandle()就可以完成清理与销毁了。

### 例子

#include <stdio.h>

#include <process.h>

#include <windows.h>

long g\_nNum;

unsigned int \_\_stdcall Fun(void \*pPM);

const int THREAD\_NUM = 10;

//事件与关键段

HANDLE g\_hThreadEvent;

CRITICAL\_SECTION g\_csThreadCode;

int main()

{

//初始化事件和关键段 自动置位,初始无触发的匿名事件

g\_hThreadEvent = CreateEvent(NULL, FALSE, FALSE, NULL);

InitializeCriticalSection(&g\_csThreadCode);

HANDLE handle[THREAD\_NUM];

g\_nNum = 0;

int i = 0;

while (i < THREAD\_NUM)

{

handle[i] = (HANDLE)\_beginthreadex(NULL, 0, Fun, &i, 0, NULL);

WaitForSingleObject(g\_hThreadEvent, INFINITE); //等待事件被触发

i++;

}

WaitForMultipleObjects(THREAD\_NUM, handle, TRUE, INFINITE);

//销毁事件和关键段

CloseHandle(g\_hThreadEvent);

DeleteCriticalSection(&g\_csThreadCode);

return 0;

}

unsigned int \_\_stdcall Fun(void \*pPM)

{

int nThreadNum = \*(int \*)pPM;

SetEvent(g\_hThreadEvent); //触发事件

Sleep(50);//some work should to do

EnterCriticalSection(&g\_csThreadCode);

g\_nNum++;

Sleep(0);//some work should to do

printf("线程编号为%d 全局资源值为%d\n", nThreadNum, g\_nNum);

LeaveCriticalSection(&g\_csThreadCode);

return 0;

}

### 事件脉冲

将事件触发后立即将事件设置为未触发，相当于触发一个事件脉冲。

函数原型：BOOLPulseEvent(HANDLE hEvent);

函数说明：这是一个不常用的事件函数，此函数相当于SetEvent()后立即调用ResetEvent();此时情况可以分为两种：

1.对于手动置位事件，所有正处于等待状态下线程都变成可调度状态。

2.对于自动置位事件，所有正处于等待状态下线程只有一个变成可调度状态。

此后事件是末触发的。该函数不稳定，因为无法预知在调用PulseEvent ()时哪些线程正处于等待状态。

下面对这个触发一个事件脉冲PulseEvent ()写一个例子，主线程启动7个子线程，其中有5个线程Sleep(10)后对一事件调用等待函数（称为快线程），另有2个线程Sleep(100)后也对该事件调用等待函数（称为慢线程）。主线程启动所有子线程后再Sleep(50)保证有5个快线程都正处于等待状态中。此时若主线程触发一个事件脉冲，那么对于手动置位事件，这5个线程都将顺利执行下去。对于自动置位事件，这5个线程中会有中一个顺利执行下去。而不论手动置位事件还是自动置位事件，那2个慢线程由于Sleep(100)所以会错过事件脉冲，因此慢线程都会进入等待状态而无法顺利执行下去。

## 互斥量

互斥量也是有“线程拥有权”概念。互斥量能够用于多个进程之间线程互斥问题，并且能完美的解决某进程意外终止所造成的“遗弃”问题。

另外由于互斥量常用于多进程之间的线程互斥，所以它比关键段还多一个很有用的特性——“遗弃”情况的处理。比如有一个占用互斥量的线程在调用ReleaseMutex()触发互斥量前就意外终止了（相当于该互斥量被“遗弃”了），那么所有等待这个互斥量的线程是否会由于该互斥量无法被触发而陷入一个无穷的等待过程中了？这显然不合理。因为占用某个互斥量的线程既然终止了那足以证明它不再使用被该互斥量保护的资源，所以这些资源完全并且应当被其它线程来使用。因此在这种“遗弃”情况下，系统自动把该互斥量内部的线程ID设置为0，并将它的递归计数器复置为0，表示这个互斥量被触发了。然后系统将“公平地”选定一个等待线程来完成调度（被选中的线程的WaitForSingleObject()会返回WAIT\_ABANDONED\_0）。

### 创建互斥量

（注意与事件Event的创建函数对比）

函数原型：

HANDLE CreateMutex(

LPSECURITY\_ATTRIBUTES lpMutexAttributes,

BOOL bInitialOwner,

LPCTSTR lpName

);

函数说明：

第一个参数表示安全控制，一般直接传入NULL。

第二个参数用来确定互斥量的初始拥有者。如果传入TRUE表示互斥量对象内部会记录创建它的线程的线程ID号并将递归计数设置为1，由于该线程ID非零，所以互斥量处于未触发状态。如果传入FALSE，那么互斥量对象内部的线程ID号将设置为NULL，递归计数设置为0，这意味互斥量不为任何线程占用，处于触发状态。

第三个参数用来设置互斥量的名称，在多个进程中的线程就是通过名称来确保它们访问的是同一个互斥量。

函数访问值：

成功返回一个表示互斥量的句柄，失败返回NULL。

### 打开互斥量

存在互斥量只知道名字想使用 得到handle去waitfor

函数原型：

HANDLE OpenMutex(

DWORD dwDesiredAccess,

BOOL bInheritHandle,

LPCTSTR lpName //名称

);

函数说明：

第一个参数表示访问权限，对互斥量一般传入MUTEX\_ALL\_ACCESS。详细解释可以查看MSDN文档。

第二个参数表示互斥量句柄继承性，一般传入TRUE即可。

第三个参数表示名称。某一个进程中的线程创建互斥量后，其它进程中的线程就可以通过这个函数来找到这个互斥量。

函数访问值：

成功返回一个表示互斥量的句柄，失败返回NULL。

### 触发互斥量

用完之后让出资源

函数原型：

BOOL ReleaseMutex (HANDLE hMutex)

函数说明：

访问互斥资源前应该要调用等待函数，结束访问时就要调用ReleaseMutex()来表示自己已经结束访问，其它线程可以开始访问了。

### 清理互斥量

由于互斥量是内核对象，因此使用CloseHandle()就可以（这一点所有内核对象都一样）。

### 例子

#include <stdio.h>

#include <windows.h>

const char MUTEX\_NAME[] = "Mutex\_MoreWindows";

int main()

{

HANDLE hMutex = OpenMutex(MUTEX\_ALL\_ACCESS, TRUE, MUTEX\_NAME); //打开互斥量

if (hMutex == NULL)

{

printf("打开互斥量失败\n");

return 0;

}

printf("等待中....\n");

DWORD dwResult = WaitForSingleObject(hMutex, 20 \* 1000); //等待互斥量被触发

switch (dwResult)

{

case WAIT\_ABANDONED:

printf("拥有互斥量的进程意外终止\n");

break;

case WAIT\_OBJECT\_0:

printf("已经收到信号\n");

break;

case WAIT\_TIMEOUT:

printf("信号未在规定的时间内送到\n");

break;

}

CloseHandle(hMutex);

return 0;

}

互斥量能够用于多个进程之间线程互斥问题，并且能完美的解决某进程意外终止所造成的“遗弃”问题。

## 信号量Semaphore

### 创建信号量

函数原型：

HANDLE CreateSemaphore(

LPSECURITY\_ATTRIBUTES lpSemaphoreAttributes,

LONG lInitialCount,

LONG lMaximumCount,

LPCTSTR lpName

);

函数说明：

第一个参数表示安全控制，一般直接传入NULL。

第二个参数表示初始资源数量。

第三个参数表示最大并发数量。

第四个参数表示信号量的名称，传入NULL表示匿名信号量。

### 打开信号量

函数原型：

HANDLE OpenSemaphore(

DWORD dwDesiredAccess,

BOOL bInheritHandle,

LPCTSTR lpName

);

函数说明：

第一个参数表示访问权限，对一般传入SEMAPHORE\_ALL\_ACCESS。详细解释可以查看MSDN文档。

第二个参数表示信号量句柄继承性，一般传入TRUE即可。

第三个参数表示名称，不同进程中的各线程可以通过名称来确保它们访问同一个信号量。

### 递增信号量的当前资源计数

使用完之后可用资源增加 waitfo之后资源减1

函数原型：

BOOL ReleaseSemaphore(

HANDLE hSemaphore,

LONG lReleaseCount,

LPLONG lpPreviousCount

);

函数说明：

第一个参数是信号量的句柄。

第二个参数表示增加个数，必须大于0且不超过最大资源数量。

第三个参数可以用来传出先前的资源计数，设为NULL表示不需要传出。

注意：当前资源数量大于0，表示信号量处于触发，等于0表示资源已经耗尽故信号量处于末触发。在对信号量调用等待函数时，等待函数会检查信号量的当前资源计数，如果大于0(即信号量处于触发状态)，减1后返回让调用线程继续执行。一个线程可以多次调用等待函数来减小信号量。

### 清理与销毁

由于信号量是内核对象，因此使用CloseHandle()就可以完成清理与销毁了。

## 读写锁

### 初始化读写锁

函数原型：VOID InitializeSRWLock(PSRWLOCK SRWLock);

函数说明：初始化（没有删除或销毁SRWLOCK的函数，系统会自动清理）

### 写入者线程申请写资源。

函数原型：VOID AcquireSRWLockExclusive(PSRWLOCK SRWLock);

### 写入者线程写资源完毕，释放对资源的占用。

函数原型：VOID ReleaseSRWLockExclusive(PSRWLOCK SRWLock);

### 读取者线程申请读资源。

函数原型：VOID AcquireSRWLockShared(PSRWLOCK SRWLock);

### 读取者线程结束读取资源，释放对资源的占用。

函数原型：VOID ReleaseSRWLockShared(PSRWLOCK SRWLock);

注意一个线程仅能锁定资源一次，不能多次锁定资源。