第21章井字棋

井字棋，是一种在3x3格子上进行的连珠游戏，英文名叫Tic^Tac^Toe,游戏规则和五子 棋类似。由于棋盘一般不画边框，格线排成井字故得名。本章将带领大家开发一个井字棋的游戏, 让大家对面向对象的封装、继承以及多态三大特性有更好的理解和体会。同时还引入一个简单 的算法，让计算机可以智能地选择落子位置，实现人机对战的效果。

2LI漩殲简命
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井字棋又称为井字游戏、圈圈叉叉；另外也有打井游戏、 o x棋的称呼。我国香港特别行政区多称井字过三关、过三关。

井字棋的游戏规则非常简单，两个玩家，一个打圈（O）， 一个打叉（X ）,轮流在3 X 3的格上打自己的符号（一般打X 的先走），最先在横向、竖向，或斜线方向连成一线的为胜。如 图214所示，这一盘打圈（O ）的玩家获得胜利。
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井字棋游戏是一个相对简单的、有固定策略的游戏，如果游 戏双方都下得正确的话，必然会得到和局。这种游戏实际上是由 第一位玩家（假设是x玩家）所控制，第一位玩家是攻，第二位 玩家身段设是。玩家）是守。

x玩家（先手）有三种可能的开局方式角位，边位和中心位置， 这三种位置的示意图如图2卜2所示，其中三角形所在格子为角位，

圆形所在格子为边位，正中间的太阳形状所在格子为中心位。 图21-2井字棋的三种位置

x玩家在角位落子开局赢面最大。。玩家的第一步若是在边位落子，x玩家就可以用两 粒连线牵制着。玩家，然后制造分枝，俗称“两头蛇” o图2卜3所示为其中一种典型场景。
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图 21-3

x玩家赢
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则会成和局，图2卜4所示为其中一种典型场景。

其实，X玩家无论在哪个地方开局都有机会赢或至少逼平对手，然而选择角位作为开局时 留给。玩家的选择是最少的*，*也就是说这时候。玩家最容易走错。

对于。玩家来说，如果X玩家没有失误，那么。玩家的最好结果就是和局。其必须选择 中心位以应对选择角位的开局，选择角位来应对选择中心位的开局。当X开局选边时，。必 须选择中心、与X相邻的角或者与X相对的边，不然就会输。

那么在井字棋中正确的落子策略是什么呢？

其实，如果你按照以下所列的优先顺序选择落子位置，将会有最完美的表现：

（1）判断能否获胜。当你有两粒连子的时候，将其连成3个。

（2 ）如果己方不能获胜，则判断是否需要阻挡。如果对方有两粒连子，阻止它们构成三连子。

（3 ）如果不需要阻挡对方，则试图营造己方的分枝，即营造你可以通过两条路径获胜的机会。

（4） 如果无法营造己方的分枝，则试图阻止对方形成分枝：

-方法一：造成两粒连子迫使对方阻挡，前提是对方的阻挡不能使对方获胜。

•方法二M占据对方可以用来做成分枝的点。

（5） 如果对方没有形成分枝的机会，则选择落在中心点。

（6） 如果中心点被占据•而对方在角上歹则占据与之相对的角。

（7） 如果对方角上没有棋子，则占据一个空余的角落。

（8） 如果已经没有空余的角落可以落子，则选择占据空余的边侧。

ZL2 fit

本案例的设计目的是让开发者熟悉如何使用面向对象思想开发一个小游戏程序，并对面向 对象的封装、继承以及多态三大特性有更深的理解。在此基础上，对井字棋游戏进行流程分析、 类的设计，以及开发阶段设计的工作。

井字棋游戏程序的运行流程如图21-5所示。
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图21-5井字棋的流程

（1） 重置棋盘数据，清理之前一轮的对局数据，为本轮对局做好准备。

（2） 显示棋盘上每个格子的编号，让玩家熟悉落子位置。

（3） 根据系统随机产生的结果确定先手玩家（先手使用x ）。

（4） 当前落子一方落子。

（5 ）显示落子后的棋盘。

（6） 判断落子一方是否胜利？如果胜利，修改玩家得分，本轮对局结束，跳转至第（9）步。

（7） 判断是否和棋？如果和棋，本轮对局结束，跳转至第（9）步。

（8） 交换落子方，跳转至第（4）步，继续本轮游戏。

（9） 显示玩家当前对局比分。

为了增加游戏的可玩度，在井字棋游戏中还增加了循环对局功能（见图21・6）,即在每轮 对局结束之后，由玩家来选择是否再来一局。

«如果玩家选择“是”，则跳转到第1步，开始新一轮对局；

•如果玩家选择“否”，则退出游戏。

循环对局流程如图21-6所示。
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对，

结束)

图21-6循环对局流程图

212.2 .

根据流程分析，井字棋游戏一共需要设计4个类，不同的类创建的对象承担不同的职责， 分别是：

1. 游戏类(Game)：负责整个游戏流程的控制。
2. 棋(Board):负责显示棋盘、记录本轮对局数据，以及判断胜利等和对弈相关 的处理工作。
3. 玩家类(Player):负责记录玩家姓名*、*棋子类型和得分，以及实现玩家在棋盘上落子。
4. 计算机玩家类(AlPlayer):是玩家类的子类。在子类中重写父类的落子方法，在重 写的方法中实现计算机智能选择落子位置的功能，使得人机对战更有挑战，游戏更有乐趣！

设计后的类图如图2卜7所示。
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chess borad 棋盘 human人玩家 computer电脑玩家

board\_data棋盘数据 movablejist 可落子索引列表

randomjplayer随机决定先手玩家 play\_round 一局完整对局 start 开始循环対局

show\_board显示棋盘 move\_down在棋盘指定位置落子 is\_draw是否平局 is\_win是否胜利 reset board 重置棋盘

图21-7类的设计图

212.3舞隱險殿谶谤 ，一

本案例的设计目的主要有以下两个：

1. 更好地体会面向对象的封装特性。
2. 引入一个简单的AI (人工智能)算法，实现人机对战。也借此让大家对继承和多态 特性有更好的体会。

为了更好地达成设计目的，我们将整个开发过程分为人人对战与人机对战两个阶段。每个 阶段的内容如下所示。

翁〜險殿：人人对战

-根据类的设计，实现游戏类、棋盘类和玩家类的所有功能。

•完整实现人人对战模式的游戏流程。

第二阶段；人凯对战

•由Play©『类派生一个AlPIa炉子类，在子类中重写move方法，让计算机玩家聪明地落子。

464 w. Pjthoo囊饑廳幽 映等雾Pjfthoo

。在Game类中创建计算机玩家，使用多态的方法实现人机对战的功能。

同时，为了简化程序设计，突出项目的逻辑功能，我们使用控制台程序来实现井字棋游戏 的功能。

I 2L3新建项目魇曳佛雑鑑

项目分析与设计都完成以后，就可以实施开发了。

之前章节介绍过，PyChaim是一个非常好用的工具，因此井字棋项目选择PyCharm来实现。 由于本书编写之时，Pythoii的最新稳定版本为36,所以项目选择基于Python 3.6进行开发。

项目开发的第一步就是创建项目和项目结构。首先，使用PyCh為mi新建一个项目，取名为“井 字棋”，然后在项目中依次建立3个模块，分别是：

• game.py：游戏主模块文件。

0 board.py：棋盘模块文件。

° player.py：玩家模块文件。

创建好的项目结构如图2「8所示。

w懿碧寧繼*口：5座5舞者""\*5"参*

board\*py

game.py player py

图21-8项目结构图

（☆注意：

在开发过程中要注意，每完成一个相对独立的功能，都建议对该功能进行测试，以保证实 现该功能的代码的正确性。避免将整个程序的代码完成以后再调试，这样很容易因为错误过多 而加大调试工作的难度。

2L4棋矗脆实现

在井字棋游戏中，棋盘对象负责以下职责：

（1） 显示棋盘的格子编号，以方便玩家选择落子位置；

（2） 记录本轮对局玩家轮流落子的完整记录；

（3） 显示玩家们的落子结果；

（4） 判断胜利;

（5） 判断平局；

（6） 重置棋盘数据，以方便新一轮游戏的开始。

根据职责的划分，不难看出棋盘类的设计是井字棋游戏的重点。因此，我们将棋盘类作为 井字棋开发的第一步。首先，需要明确棋盘的数据结构，也就是以什么数据类型来记录玩家的 落子。

21.4J纔蠢餉歡骚籍将

井字棋的棋盘上共有9个格子可以落子，因此要让棋盘记录这9个格子的落子情况，我们 可以使用一个列表来完成。列表中元素的取值有三种情况，其含义如下所示。

-""表示没有落子，是初始值；

•'成”表示玩家在该位置下了一个x的棋子；

• !S o 表示玩家在该位置下了一个O的棋子。

其中，只有记录H ”的项，才允许玩家落子，而其他两种情况表示该位置已经有棋子，不 再允许玩家落子。

t列畿繁引写纔廳位置

现在我们已经知道了，可使用一个列表来记录棋盘的落子数据。那么在游戏中，应该怎样 把列表中的数据以棋盘的形式显示在屏幕上呢？我们需要明确一下列表的索引和棋盘位置的对 应关系,如图21・9所示。
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图21・9列表索引与棋盘位置的关系

把列表中的。〜2项的内容显示在第1行，3〜5项的内容显示在第2行，6~8项的内 容显示在第3行。这样，游戏在运行的时候，就可以看到一个棋盘形式的展现效果了。现在， 假设列表中保存了一些“x”和的数据，具体的展示效果如图2140所示。
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屏幕显示

图21-10棋盘的展现效果

1. 可落子索引列表

根据之前的分析，我们已经能够明确，只有列表值为-的位置，才允许玩家落子。

为了明确可以落子的位置，在棋盘对象中，可以再增加一个名为movableJist的属性（可 落子索引列表），用来记录当前所有值*为j*的索引。

例如,在新一轮游戏刚刚开始时,movablejist中保存的内容如下:

[0, 1, 2, 3, 4, 5, 6, 7, 8]

表示9个格子都可以落子。如果先手玩家在索引。的位置，放置了一个“x”，那么就把 数字0从列表中删除，结果如下：

丄 2, 3, 4, 5, 6, 7, 8]

根据列表的值，下一个玩家在落子时，只能选择在1〜8索引之间落子，而不能在索引0 的位置落子。

依此类推，当movableJist列表中没有任何值时，就表示棋盘上已经没有任何可以落子的 位置，由此可以用来判断平局。

21d4d2

按照之前的分析，棋盘对象中需要记录2个列表，分别是棋盘数据列表(取名为board\_ data)和可落子索引列表(取名*为*movable\_list)。

在board^py文件中定义Board类实现棋盘初始化功能，并且实现其方法，代码如下：

class Board(object):

"n n棋盘类° " n

def init (self):

self. board\_data = [" " ] \* 9 # 棋盘数据

self .movable\_list = list (range (9) ) # 可移动歹0表

接下来，在board^py的末尾增加以下代码，测试棋盘的初始化。

if name == ? main ?:

# 1.测试初始化

board = Board()

print(board«board\_data)

print(board.movable\_list)

在PyCharm中运行board^py文件进行测试,可以看到在PyCharm控制台中打印出以下信息， 说明棋盘初始化完成。

[0, lz 2, 3, 4, 5, 6/ 7, 8]

打印出来的信息是棋盘初始化时棋盘数据列表和可落子索引列表里存储的值。

21d4q3區彖鶴蘆

按照之前的分析，显示棋盘有两种情况：

°新一轮开始前，显示棋盘格子对应的索引值，让玩家明确棋盘格子与序号的对应关系；

。玩家每次落子之后，显示当前棋盘的落子结果，向玩家展示当前的棋局。

要实现显7K棋盘的功能，在Board类中定义show\_board方法,并接收一个参数show in- dex9用以区分上述两种情况,代码如下:

def show\_\_board (self z show\_index=False):

"n °显示棋盘

:param show\_index: True表示显示索引/ False表示显示数据

H队H

for i in (O’ 3Z 6):

print (° I I ") ‘

if show\_index:

print (° %d | %d

else :

print(" %s | %s

print (n | |")

if i != 6:

%dn % (i, i + 丄 i + 2))

%s° %

(self .board\_\_data [i] / self »board\_data[i + 1]z self oboard\_\_data [i + 2]))

print\* 23)

其中，show\_index True,表示显示棋盘格子的索引，False表示显示落子结果。

接下来，在board^py文件的末尾增加以下代码，用来测试显示棋盘的功能。 # 2.显示棋盘

print — ~显示棋盘研+ " \* 50)

board. show\_board (True) # 显示索引

print\* 50)

board. show\_board () # 显示数据

运行boardpy文件，可以看到，已经成功打印了棋盘，如下所示。

显 TF 棋盘 —

I I

0 | 1 | 2

214n4種鶴蠱上藉字

按照之前的分析，玩家落子包含两个必要要素？落子的位置(列表的索引)和落子的类型(X 或者。)O

要实现此功能，在Board类中定义move\_down方法，并接收两个参数，分别是落子的位 置index和落子的类型chess,代码如下:

def move\_\_down (self f index^ chess):

5"应指定位置落子

:param index: 歹U表索弓]

:param chess :棋子类型*乂或。*

n n n

* 1.判断index是否在可移动列表中

if index not in self.movable\_list: print ( °%d位置不允许落子"% index)

return

* 2。修改棋盘数据 '

self ,board.\_ data [index] = chess

* 3.修改可移动列表

self.movab1e\_li s t.remove(index)

在上述代码中，先判断落子位置是否可以落子，如果可以，则将棋子添加到board\_data列 表的对应位置,并从movable list列表中删除。

接下来,在board.py文件的末尾增加以下代码,用来测试落子功能:

# 3.测试落子

print 测试落子” + \* 50)

board B move\_down(0 f )

board.show\_board()

print(board.movable\_list)

board. move\_down (0, "X" ) #测试在已有棋子的位置落子

运行board.py文件,可以看到打印如下信息。

[1, 2, 3, 4, 5, 6, *L* 8]

0位置不允许落子

21.4.5剽嬲零圖

在上一小节中实现的落子方法中，每一次在棋盘上记录了玩家的落子之后歹就会修改可落 子索引列表。而按照之前的分析，当可落子索引列表中没有值时，就表示棋盘已满，我们可以 把这个作为判断平局的条件。

在Board类中定义is draw方法,如下所示。

def is\_draw(self):

° " ”是否平局° " ° return len(self.movable\_list) == 0

然后，在board^py文件的末尾增加以下代码，用来测试判断平局的功能。

# 4 .判断平局

print (°——扌寸®f平局叫+ \* 50)

print (° 是否平局 %d° % board. is\_draw ())

board.movable\_\_list。clear () # 清空可移动索引列表

print (° 是否平局 %d° % board. is\_draw ())

运行board^py文件，可以看到如下打印结果。

—一判断平局一一—— —

是否平局0

是否平局1

21.4.6

按照井字棋的游戏规则，当玩家每次落子后，如果在棋盘的水平、垂直或者对角线任意一 个方向上，玩家的棋子连成一条直线，则表示玩家获胜。

因此，在判断胜利时，只需要在各个方向上判断指定的棋子是否连成了一条直线，就能够 判断该类型的棋子是否获胜了。

在Board类中定义is win方法,并接收一个参数chess,用以传递玩家的棋子,代码如下:

def is\_win(selff chess):

"5是否胜利

:param chess :玩家的棋子

# 1.定义检查方向列表

check\_dirs

[[0, 1, 2],

[0z 3, 6]，

[3, 4, 5] , [6, 7, 8], 丄 4, 7] , [2, 5, 8],

# 2.

复制棋盘数据-

4, 8], 后续AI

[2, 4, 6]]

需要使用

data = self .board\_\_data. copy ()

# 3.遍历检查方向列裹判断是否胜利

for item in check\_dirs:

if (data[item[0]] == chess and

data[item[1]] == chess

and data[item[2]] == chess):

return True

return False

以上代码中的第2步——复制棋盘数据，是为后续引入AI铺垫的，后续会详细介绍。

接下来，在boardpy文件的末尾增加以下代码，用来测试判断胜利的功能。

# 5。判断胜利

print (" 判断胜利”

print ("是否胜利%d°

+ \* 50)

% board.is\_win(°X"))

board»move\_down(0 7 °Xn)

board.move\_down(1r *"X")*

board.move\_down(2, "X")

board <, show\_board ()

print (° 是否胜利 %dn % board. is\_\_win ())

需要注意的是，在测试判断胜利方法前，需要将测试平局的代码注释一下，否则无法落子。 并且在平时练习时，可以通过修改测试数据，从而测试判断胜利方法是否能够正确执行。

运行board.py文件,可以看到输出结果为:

是否胜利0

按照之前的分析，当一轮游戏结束后，进入下一轮对局之前，需要重置棋盘数据，也就是 把上一轮的对局数据清空。

要实现重置棋盘的功能，在Bcwd类中定义reset\_board方法，如下所示。

def reset\_board(self):

° ° °重置棋盘",,"

* 「清空可移动列表数据

self »movable\_list。clear()

* 2.重置数据一

for i in range (9):

self.board\_data[i] = " "

self.movable\_list。append(i)

然后，在board.py的末尾增加以下代码，用来测试重置棋盘：

# 6.测试重置棋盘数据

print (°——重置棋盘” + n-n \* 50)

board.reset\_board()

board。show\_board()

print(board omovable\_list)

需要注意的是，与初始化方法不同，在重置棋盘方法中，只是重新设置了列表中的数据, 而没有再次为数据列表分配空间。

运行程序，可以看到打印如下结果。

---重置棋盘 —

[0, 1, 2, 3, 4, 5, 6, 7, 8]

到目前为止,Board类中封装的方法已经全部完成并通过测试。后续的游戏功能实现过程中， 我们可以直接调用已经封装的方法*。*

2L5疏家碰能实现

在井字棋游戏中，玩家对象的主要职责就是负责在棋盘上选择一个位置落子。同时，为了 提高游戏的可玩性，我们还需要在玩家对象中封装三个属性，分别是：

•姓名(name ):玩家名称。

•得分(score ):玩家的总对局得分o

•棋子(chess):玩家在本轮对局中使用的棋子(x或者。)。
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按照之前的分析，玩家对象中需要封装3个属性：姓名、得分和棋子。但是，在创建玩家 对象时，并不知道当前玩家具体使用的棋子是什么。因为按照井字棋规则，先手玩家使x棋子,

后手玩家使用。棋子，而玩家的先手和后手是在每一轮对局开始前随机决定的。

所以，我们可以在初始化方法中，暂时将玩家的棋子属性设置为Non©。待后续开发到游 戏模块时，设计一个单独的方法来设置当前对局中两个玩家的棋子。

要实现玩家的初始化，可以在player.py模块中定义Player类，并且实现初始化方法，代码 如下：

class Player (object):

° °"玩家类° ° °

def init (selfz name)

self o name = name #

名绩子 姓成棋

self » score = 0 #

self.chess = None #

21n5H2歸蒙程鶴置蕎字

我们先来简单分析一下玩家在棋盘上落子的程序逻辑：

•玩家在落子前，首先需要知道棋盘上当前哪些位置可以落子；

。玩家自行决定在哪一个空闲位置上落子；

-玩家使用自己的棋子，在棋盘的指定位置上落子；

•由于我们目前的开发重点是实现人人对战，因此，玩家决定在哪一个空闲位置上落子这 一步骤，可以通过input函数由玩家自行输入。

同时，为了保证在玩家的落子方法内部能够调用到棋盘对象封装的方法，我们可以把棋盘 对象当作参数，传递给玩家的落子方法。

要使用Board类*，*我们首先需要在player.py模块的顶部导入board.py模块a代码如下:

import board

然后，在Pla炉类中定义move方法，接收一个棋盘对象参数chess\_board9代码如下？

def move(selfr chess\_board):

5，，在棋盘上落子

:param chess\_board:

n n n '

* 1.由用户输入要落子索引

index *= ~1*

while index not in chess\_board.»movable\_list: try:

index = int (input ("请 °%s"输入落子位置 %s: " % (self.namez chess\_boardomovable\_list))) except ValueError:

pass

* 2。在指定位置落子

chess\_\_board.move\_down (indexf self . chess)

接下来，在piayerpy文件的末尾增加以下代码，用来测试玩家在棋盘落子的功能。

if name == \* main 1 :

#「创建棋盘对象

chess board = board.Board()

* 2.创建玩家对象

human = Player (° ")

human.chess = nXn

* 3。玩家在棋盘上循环落子，直到玩家胜利

while not chess\_board.is\_win(human.chess): human.move(chess\_board)

#显示棋盘 -

chess\_boardo show\_board()

要注意的是，在编写这段测试代码时，需要主动设置一下玩家的棋子。 此时,运行player.py文件,可以看见如下输出:

请“玩家”输入落子位置[0, 1, 2, 3, 4, 5, 6, *1,* 8]:

由于在前一个小节中9我们已经将棋盘相关的所有功能和数据全部封装到了 Board类中。 因此，在开发Player类时，只需要准备一个棋盘对象，然后由这个对象来调用之前准备好的方 法即可，而不再需要关心和棋盘相关的实现细节。这就是面向对象的封装特性成利用封装特性 可以提高软件开发的可重用性、灵活性和扩展性。

项目进行到此，我们已经准备好了棋盘类和玩家类。接下来，就可以开始游戏类的开发, 先来实现人人对战的功能。

首先9我们需要在game.py模块中导入已经开发好的boarck pla炉两个模块，代码如下:

import board

import player
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按照之前的分析，井字棋游戏的主体包括1个棋盘对象和2个玩家对象。因此，我们可以 在游戏类的初始化方法中完成这3个对象的创建。

要实现游戏的初始化,可以在game.py模块中定义Game类，并且实现初始化方法，代码如下:

class Game(object):

° ° "游戏类° n "

def init (self):

self . chess\_board = board.Board () # 棋盘对象

self s human = player. Player ("玩家 1 °) # 人类玩家对象 1

self. computer = player . Player ("玩家 2 n) # 人类玩家对象 2

由于这里先实现人人对战,所以我们暂时使用人类玩家的名称赋值给computer属性,作为 游戏的第二个人类玩家。在后续实现了人机对战以后，将会修改computer属性的玩家名称为计 算机，只保留人机对战的功能。

在每一轮新的游戏开始之前，需要随机决定先手玩家。同时，按照井字棋的游戏规则，先 手玩家使用的棋子是X,后手玩家使用的棋子是O。因此，在开发一轮完整对局的方法之前， 我们先做一个准备工作一一随机确定先手玩家。

首先，在gamely模块的顶部导入random模块，以方便使用随机数函数实现随机选择先 手玩家的功能，代码如下：

import random

然后,在Game类中定义random player方法，代码如下:

def random\_player(self):

ee随机先手玩家

:return :落子先后顺序的玩家元组

聞H H

#如果产生的随机数为1表示状家先手

if randomo randint(0 f 1) == 1:

players = (self.humanf self.computer)

else:

players = (self.computerf self.human)

#设置玩家棋子

players[0].chess = "X"

players[1].chess = °On

print ("根据随机抽取结果%s先行"% players [0] .name) return players

接下来，在gamely文件的末尾增加以下代码，用来测试随机决定先手玩家的功能。

if name == ' main ?: Game().random\_player()

运行game.py文件，可以看到如下测试结果：

根据随机抽取结果玩家1先行

或者为：

根据随机抽取结果玩家2先行
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接下来就可以开始一轮对局了。我们回顾一下一轮完整对局的流程：

1. 重置棋盘数据，清理之前一轮的对局数据，为本轮对局做好准备。
2. 显示棋盘上每个格子的编号，让玩家熟悉落子位置。
3. 根据系统随机产生的结果确定先手玩家(先手使用X )。
4. 当前一方落子。
5. 显示落子后的棋盘。
6. 判断落子一方是否胜利？如果胜利，修改玩家得分，跳转至第(9)步。
7. 判断是否和棋？如果是和棋，跳转至第(9)步。

(8 )交换落子方，跳转至第(1 )步.继续本轮游戏。

(9)显示玩家当前对局比分，本轮对局结束。

根据以上流程,我们在Game类中定义play\_round方法,实现一轮完整对局的控制。代码 如下：

def play\_round(self):

“5 —轮完整对局，顷，， #「显示棋盘落子位置 self.chess\_board.show\_board(True)

* 2.随机决定先手

current\_\_player f next\_player = self . random\_player ()

* 3.两车玩家轮流落子

while True:

#落子方落子 current\_player.move(self chess\_board)

#显示落孑结果 —

self « chess\_board.show\_board()

#是否胜利？— ~

if self.chess\_board.is\_win(current\_player.chess):

print ("%s 战胜 %s" % (current\_player . name^ next\_player . name)) current\_\_\_player. score += 1 break

#是否为平局

if self.chess\_boardois\_draw(): print ("%s 和 %s 战成平局 "% (current\_player.namez next\_player.name)) break

#交换落子方 current\_playerf next\_player = next\_playerz current\_player

* 4.显示比分

print (" [%s] 对战[%s]比分是 %d : %d" % (self. human. namez self.computer.nameA self.human。scoref self o computer.score))

在play\_round方法的实现中可以看出，在一轮完整对局的方法中，除了交换落子方的代码 之外，其他代码基本上就是让各个对象调用方法，或者访问对象的属性，而这些方法和属性， 都是之前已经封装完成并且测试通过的。

接下来，修改ganiRpy文件末尾的代码，测试一轮完整对局，如下所示。

if name == f \_main ': Game().play\_round()

此时运行game..py文件就可以进行一场完整的对局了。
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为了增加游戏的可玩性，要实现循环对局的功能。因此，在每轮对局结束之后，要询问玩 家是否再来一局。如果玩家选择是，需要先重置棋盘数据，然后开始新一轮对局；如果玩家选 择否，会退出游戏；

在上一小节中，我们已经在play\_round方法中完成了一轮完整对局。现在要想实现循环对 局，只需要再在Game类中定义一个start方法，并且实现以下代码。

def start(self):

while True:

# 一轮完整对局

self <, playground ()

#询问是否现续 is\_continue = input ( ° 是否再来一盘(Y/N ) ? ° ) , upper ()

#詞断玩家输入

if is\_continue != "Y":

break #重置棋盘数据 self.chess\_board.reset\_board()

接下来，修改gamepy文件末尾的代码，用来测试人人对战的完整过程。代码如下《

if name == \* main 1 :

Game() .start ()

2L7 ——

我们已经实现了人人对战,现在开始实现人机对战的功能。在已经完成的Player类中,是 通过inpirt函数让玩家对象输入落子位置的。但是，计算机显然是不需要输入的。因为，计算 机可以自主地选择一个合适的落子位置。

要实现这一功能，之前Player类中完成的move方法，显然无法胜任。因此，我们可以考虑, 在Player类的基础上派生一个子类AlPlayw。在保留已有三个属性的同时，针对计算机落子的 需求,重写move方法。
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先来实现一下最简单的随机落子，即在棋盘的可落子索引列表中，随机选择索引作为落子 位置。

首先，在player.py模块的顶部导入random模块，以方便使用随机数实现从可落子列表中 选择一个索引的功能，代码如下：

import random

然后在player.py模块Player类的下方,派生Player的子类AlPlayer,在AlPlayer类中重写 move方法，代码如下:

class AlPlayer(Player):

° n °智能玩家° ""

def move(selfz chess\_board):

5“在棋盘上落子

:param chess\_board:

W H

print ( n%s正在思考落子位置% self . name)

#从棋盘对象的可落子索引列表中随机选择一个索引

index = randomchoice (chess\_board.<,movable\_list)

#在指定位置落子 — —

chess board.move down(index7 self o chess)
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修改Game类的初始化方法，使用新派生的AlPlayer类创建computer对象，并修改玩家的 名称为“玩家”和“计算机“，代码如下:

def init (self):

self o chess\_board = board,Board()

#棋盘对象

#人类玩家对象

#计算机玩家对象

self . human = player. Player ("玩家 ")

self.computer = player oAlPlayer("计算2几 n)

运行程序，会发现计算机已经可以自主选择落子位置了。虽然落子的位置不是很好，但是 已经实现了人机对战的效果。

通过计算机随机落子这一步的实现，大家可以体会一下面向对象的继承和多态两个特性。 通过继承，子类可以拥有父类的所有属性和方法，还可以根据特有需求，对父类进行扩展。继 承能够提高代码的复用，相同的代码不需要重复编写。

通过多态，不同子类对象，可以调用相同父类方法，产生不同的结果。多态能够提高代码 的灵活性。
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在这一小节，我们就针对刚刚完成的计算机落子方法进行优化，让计算机在选择落子时， 能够稍微“聪明”一点。同时也给大家简单演示编写对弈类游戏的基本思路及实现过程。

首先，我们来分析计算机的落子策略，也就是按照什么套路落子胜率会更高。

按照井字棋的游戏规则，当玩家每次落子后，如果在棋盘的水平、垂直或者对角线任意一 个方向上，玩家的棋子连成一条直线，则表示玩家获胜。

那么，我们就可以把计算机的落子位置按照优先级分成以下三种:

t宓胜藩字位置

我方在该位置落子会获胜。一旦岀现这种情况，显然应该毫不犹豫在这个位置落子。

1. 必救落子位置

对方在该位置落子会获胜。如果我方暂时没有必胜落子位置身那么应该在必救落子位置落 子，以阻止对方获胜。

1. 评估子力价值

评估子力价值，就是如果在该位置落子获胜的概率越高，子力价值就越大;获胜的概率越低, 子力价值就越小。

如果当前的棋盘上，既没有必胜落子位置，也没有必救落子位置，那么就应该针对棋盘上 的每一个空白位置寻找子力价值最高的位置落子。
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按照上述分析，无论是必胜落子还是必救落子，都需要能够对棋盘上某一个位置进行预判。

需要注意的是，预判有两个重要的特点：

'预判不会修改当前棋盘的数据；

•预判只是假设在棋盘的某个位置增加我方或者敌方棋子，用以判断我方或者敌方是否 胜利。

在这里,我们先回顾之前在棋盘类中封装的is\_win方法,代码如下:

def is\_win(self, chess):

"5是否胜利

:param chess :玩家的棋子

H H H

* 1.定义检查方向列表

check\_dirs = [ 1, 2] , [3, 4/ 5] 7 [6Z 7, 8]"

[0, 3, 6], [1, 4, 7], [2, 5, 8L

[0, 4, 8], [2, 4, 6]]

* 2»定义局部变量记录属性值-后续AI需要使阙

data = self.board\_data

* 3.遍历检查方向列裏判断是否胜利

for item in check\_dirs:

if (data[item[0]] == chess and

data[item[l]] == chess

and data[item[2]] == chess):

return True

return False

可以看到,在is\_win方法中,第1步定义了检查方向列表,第2步使用了一个局部变量 如&记录棋盘数据列表，第3步遍历了检查方向列表，判断参数chess的棋子是否获胜。

如果希望在is\_win方法的基础上增加预判功能，我们需要对该方法做三点调整： 僵给该方法增加一个参数，用来传递要预判的索引位置，默认值是T,表示不是预判。

。修改第2步代码，在给＜h伝变量赋值的同时做一个copy的动作，目的是产生一个数据 的复本data。这样，无论在方法内部对data的数据做怎样的修改，都不会影响到self board\_data列表中的数据。

•判断is\_win方法的参数，如果是预判，则在指定位置先记录chess,再检查是否胜利。 调整后的代码如下：

def is\_win(selfz chess, ai\_index=-l):

5匚是否胜利 -

:param chess :玩家的棋子

:param ai\_index:预判索引，-1直接判断当前棋盘数据

* 1.定义检查方向列表

check\_dirs = [[0f 1r *2]r* [3\* 4 f 5]z [ 6 f 78]z

[0, 3, 6] ,, [1, 4, 7], [2, 5, 8] 7

[0, *4f* 8], [2, 4, 6]]

* 2。定义局部变量记录棋盘数据副本 data = self.board\_data.copy()

#判断是否预判胜利一

if ai index > 0:

data[ai\_index] = chess

* 3 .遍历检查方向列表判断是否胜利 for item in check\_dirs:

if (data[item[0]] == chess and

data[item[1]] == chess

and data[item[2]] == chess):

return True

return False

上述代码的第二步中，当aijudex不为-1时，表示要进行预判。此时，先将棋子存入复 本dat為中，再判断是否胜利。

21.8n3囈麗蘿書穎赂讖蕎字

现在，.Board类的is\_win方法已经具备了预判胜利的能力。接下来就调整一下AlPlayer的 move方法，按照之.前明确的落子策略，先实现必胜落子和必救落子的处理。

调整后的代码如下：

def move(self, chess\_board):

""f,在棋盘上落子

:param chess\_board:

H H H

print ( "%s正在思考落子位置% self, name)

* 1.查找我方必胜落子位置

for index in chess\_boardomovable\_list:

if chess\_board.is\_win(self.chess, index): print ("走在 %d 位置必胜！ ! ! " % index) chess\_board.move\_down(indexz self*。*chess) return

* 2.查找地方必胜落子位置-我方必救位置 other\_chess = "0° if self.chess == "Xn else "X" for index in chess\_board.movable\_\_list:

if chess\_\_board. is\_win (other\_chess f index):

print ("敌人走在%d位置必输,火速堵上！ ° % index) chess\_boardomove\_down(indexselfochess) return

#从棋盘对象的可落子索引列表中随机选择一个索引

index = random„choice(chess\_board.movable\_list)

#在指定位置落子 — —

chess\_board。move\_down (index# self .. chess)

调整之后再运行程序会发现，现在计算机的落子已经有一定水平了，而且一不小心，我们 还会输给计算机。

21n8n4评傭宇刘盼値

接下来,再处理最后一种情况，就是当棋盘上既没有必胜落子位置?也没有必救落子位置时， 需要先评估所有可落子位置的子力价值，然后再选择子力价值最高的位置作为落子点。

通常要编写一个复杂的对弈类软件，在评估某个位置的子力时，需要考虑的因素还是很多的。不过，在这一小节，先给大家介绍一种最简单的评估方式——只考虑某个位置在空棋盘上 的价值，而不考虑已有棋子以及落子之后的盘面变化。

我们先来看一下，在空棋盘上不同位置落子的示意图，如图所示。

![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAAE4AQAAAACyQGawAAAACXBIWXMAABcSAAAXEgFnn9JSAAADKElEQVRYhe2Xv2/TUBDHXRVKh0qtKgYjRQT4B7CYMgCOxP/RRIi9Rl2QWuUhMaOKjc38AYiwIYbWYwYkIliyIFzw4KESr8GqSIjjIz/s2L5vnLq/kBB9QxR9dPe9e3f33ksUJVwrV2+VHytXiBRBRAHRj9XdV0p1bn5A9DEJP3oREUDQZjrxI2IlbKxgk3kJH0iH64gui+U/4Bl2FuyUTZ+8gybz2t+pMOVGzWIZ2rUKU64L7lXfKDJiOuaQ3C0U1IJa0jTNeGGUR0QdriHRlPJeaqdEJlksw7owmfJrUWQ2z8f5WHGGn4TObD7ULKbjdAUjB494B19+4+T6OutpIMSRZNAv1h2P9BERk+644WzEpAFkG4gVKs9dW1EWbtz8/t6XITGUsnJpOOGryuDbfNKrF+UzIYdA2gSxgOwAucd1AiD+FhAfogNxIXoLiOlzUgEdq39krA5xm3ZsMx4CcojHcoHQFMKUA50TXwABr+6U+vDuNCB6E2yKoKNDLCRQsS7sy4N8HCDNHPURSTJcl6NrezLPfmgTn6YO6CDBin2Efr2Bna5xneA+2NSmx0raeDAbDuTTANLMmKiEciAySCKfDtS5DdXwZkxvRGzQsSCfIieDcedEZJz3BPEgugOkBV7bMFE2JzWYui3ByROwSWaY57xHJIjeuJAk1/h+Jr4uyD9PsMuCMt/TUxMJxIXJlFkk4dXMoZyZzzGV3RzKp8pnpleeamAN7b9Yn2YOr8Z512dCBr8nYZ6PUdWZN+RJ8pk2P9gvB4gqmJf/1GLkd63CiCeLTOdQbjPiyRYjjuSvueu6abK1tKSVSiXN2DCM6t7o3VlUF1VV097eMR5Wq5sjL3K5jnRZLNflsfbD6JhhbHMo68zmp8t32q/pvGLPOCEV6pynOzgbeWzyvLlnNc+nymfmvjKV89wJ53DeWzlszi+fPMonI2dVnzyx8HU4q/v5aHLxq/J/Iv3BHDEiXSDSFxZZdkw+r3fW9EAvxuSr/GVbpJsx2QGyIYmRNpAvt2nwR9BKkHfrJNKkJ0nsLuspElCaNGSf0spd2ZNpQvKgYqaIspxVnz+zuQDhEdeqZQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAB6AQAAAACt3PH5AAAACXBIWXMAABcSAAAXEgFnn9JSAAACS0lEQVQ4jYWUsW/TQBTG3cZDmBATKYoITAyA5LJQRFxXLMAfgBAIiZG1EiMqjli6kYGFLRMTQxfWKOqUAYmMbEWiVW+IRGSFyg7x3ePOZ5/vO6JiKbZ/effe99675/N6nn01vBGV15efweO1216k3mP5y9UL1/b/sABOwR7ZLEJpZzXne5LnNWe8YBNvYcXjK/QnDvf1euPfQRaRk0/MMR9C/SWh/7Gjz4r6ap6sqH8kvbA/rGL5gPW5068F9FNQsrrfJXP64fgPnP3oVPloFhHmI3D/uLt/85JVKuqVOTxRG1as19wvOFbxqY7nNZvl7K23e/4Hjwp97r9bl3/5Delfrs/UbVlzQqh3pm7kxUa/4lJ/qNn4hwT5iLCKpznfs/ZH2Tmyjr8w+szhMa/0tP5Bjv4Djnp1POxPyZnDSc2FHlvNS6v/2l7WO6q46Lf8Emr/Y8UxQb25kx8n1JvB9yhoDPMiqO/4d5z6IjO/7nwU+SyIIJ/E6f8ZYT7Mrlfqz/7pp+H7w9PXzy/fNPEeXLjkPbHOQ7U+i239lP4QcubMwy/IP6Vvzn6+d+q7inaxfe48NJcFV/OUH26CffH2M3CW3gVO2AR4ysbIp0+RTx7CfM5OmG3fvrXht9uhyaf76dH1jY9XWq17wead3dDrXoz9oxdbrdZWEAS78nyf7jOIN9139G98B/79CvOdpwdYn3hpx4tlSLCzazFw/yv2c3D+99eN1TDV/VZs29WxgftDTrzyMvOI63vNnTU5Z8Mj/kbzM3ns7VRnYuMvJcU7Xzdd1OkAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAB6AQAAAACt3PH5AAAACXBIWXMAABcSAAAXEgFnn9JSAAACUklEQVQ4jX2Uv4vUQBTHJzZepVtYyLGwi/4BrmCx4mL0wO7Aw8qr7v4DT644V1dHRMFCWEsFNfoXbGuhBLkiyi2bwsZGr4gQbc4LW2xy+fGcbCaZeS+rgQn58OZ9vy9vXsIeHWuvrmwtr/rbrw62ObDGjaX22tbnq4wZLF8miIuLleUPKbMJ43ikOFkUT1mPK3YFXzb/z6ZFGHQWfjPF+yLOp6S+UK9H7D9SPNfLsL4N1M8i8SHOB4e8v4f8Ocz+2a8iP+NYT7J63w3C1sJ6k+p8psQvIBwSvYRjvYyjeur9dzXOHx30/gB+VU88j3v5LVWcVfoxWzvDnny9++7pUe/X0goAu9Y4xa48Z/Iy5vvBLPJdmQ+c8LlCb1+Pa/5wr/SX83m74Gr/HVXPnAcc84OSI6TvVvPuSr0y7lR+BXuyvpIDkh9XfrLfnPiZOB9aqD4uhrKc74Jdvd+1fnCISH5I/FKO6hNHliIGvqAfev99XA94sv6Sg0TNT84R0UsTct4fsD/0UD8AXpPzH+v9F+sn9sf9BzlPEcOXUTtvxSbOT0yo///0/T5hD9efBEQvJH5Jrd/HMb80sP/jgCPeS3mssz8x0Xw4bgvpjXPW9j+7bqH4m5MjyNnOOU5g1BrF7P6J5vrNb8vdzvkL7G2jzwbN5ov17ulup9NpDzb7ut5wF+uNPlnIb/hF1iP/F84Y1+NPbMS/v9uaXgqHhy3EoTFEetlZh8yDR3hGvvcsJtzH859dJP9jLR8Iy+/x1s6lHwfTj5PZe/fPjog/zMeuXc3fX3FnC8q1jSvWAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQwAAAB6AQAAAABi+1BWAAAACXBIWXMAABcSAAAXEgFnn9JSAAAC2ElEQVRYha2Wv28TMRTHHbJkAFFgYahI+AdQ6JRKFSmiO0jsgATsMAEVyYGyIsrA3NtgQYQdKU7KwIBExo5pKqEKIfVa3XBJ78fjLr9sn+17PrWWco2un/h9/fXzeyZkOirTP0UACJIvBbJ4QWj8Moo/EM4fPswfXvyh/UzkIHk4pJ6BOMljoEDGyRd3MUufIYEmUF+YhQqINUd4uTYL5EM0QwYmCK/F5gNFlkpLehZPp0WaxVL7olu0gXXGcs8GGRvO4uZx11FknakvRvmikHvG1hn4kh9xTA5JlnWKxKSnkguyL24+d6kUCHAtoYho6wvzZaCwTsoX2ReD+sJWNHP3DeFHIX434usuIWXh2NsTHcy6dMVUWKetL5nbaFy9x2mEl8vli7vwZcAQvVx5GyW5OVeEV+/oMUspZWKGcHIBPUdHIwvrR/86dd46VWLubtcVJ0CQO7AfYta17TLmS9umIuJMkbXl5bVabbXW2Dz58uHZBDna29sf9rq3ez9arZYXI6Wr8bhZra5Un1SuNxJk/9H6Tq+703sbj1aRBfJD+B5+xe4MNm1jFbNtb2ErospFC7nbnyJZ1v1Muys3m4NtiiF/AgtrNicbSD8KIDjGT0AflNvIBTrlOQIcEc905hXH4NKWu5ULFyUQtEg7TUqT6vpp5d7vO5feDZNZlj6Sy3HdXSdL8X13dWsmNyiQDVL6NrkSj6P7bJaAXDSxTkYmunWND/iuBspmo+nTvC9pLY5OiyTXkhCpT4uILyCzfqRBfAjLKoQyBOD4rgoBhnjQLaLI5yESyIUbm4hcgGuvEMSFWw0E8aJOw0KRJoL4UVOJAI9YEYJ4GoTyiDpQXrmd1xgCTdQ6ePAS3YD3z5FkANj9iyA+HF5BkbEydzUnoC4goEI0G+BrZ8mD6AIBjwCYIOlLW9oXHbL4L3CBpjfbYnT49HxcgX/F70YVQs7x9935L16AbvwHxsPL3IpUAxwAAAAASUVORK5CYII=)

棋盘落子示意图

观察图2141不难发现，在空棋盘上落子，一共有3种情况：

（1） 在中心落子，这个位置共有4个方向可能和其他棋子连接成直线，获胜的概率最高。

（2） 在角位落子，这4个位置各自有3个方向可能和其他棋子连接成直线，获胜概率中等。

（3） 在边位落子，这4个位置各自有2个方向可能和其他棋子连接成直线，获胜概率最低。 综上所述，如果计算机在落子时，既没有必胜落子位置，也没有必救落子位置时，就可以

让计算机按照胜率的高低来选择落子位置，即

（1 ）如果中心点没有棋子，则选择中心点作为落子位置；

（2） 如果中心点已有棋子，而角位没有棋子，则随机选择一个没有棋子的角位作为落子 位置；

（3） 如果中心点和四个角位都有棋子，而边位没有棋子，则随机选择一个没有棋子的边 位作为落子位置。

根据已经明确的思路，对代码进行调整，调整后的代码如下：

def move（selff chess\_board）:

5"在棋盘上落子

:param chess\_\_board:

n n n

print （°%s正在思考落子位置.…” % self . name）

# 「查找我方必胜落子位置 for index in chess\_board.»movable\_\_\_list: if chess\_board.is\_win（self.chessf index）:

print （n 走在 %d 位置必胜！ ! ! " % index） chess\_board.move\_down（index7 self.chess）

return

* 2。查找地方必胜落子位置-我方必救位置

other\_chess = "0" if self.chess == "X° else nX°

for index in chess\_board.movable\_list:

if chess\_board. is\_win (other\_ch.ess z index):

print 走右%d位置必臨，火速堵上！ n % index)

chess\_board.move\_down(indexz self.chess) return

* 3。根据子力价值选择落子位置

index = -1

#没有落子的角位置列表

corners = list (set ( [0,2,6,8]) .intersection(chess\_board.movable\_list))

#没有落子的边位置列表 — -

edges = list (set ( [ 1z 37 5f 7]) .intersection(chess\_board.movable\_list)) if 4 in chess\_\_board»movable\_list:

index = 4

elif corners:

index = random-choice(corners)

elif edges:

index = random^ choice(edges)

#在指定位置落子

chess\_board.move\_down(index, self.chess)

调整之后再运行程序会发现，现在计算机的落子水平已经很不错了罗想要赢计算机已经相 当有难度了。

219顼同俸金

井字棋项目至此已经全部完成。我们先根据游戏性质、规则和策略进行了流程分析、类的 设计和开发阶段设计，然后逐步实现了游戏的功能。在实现过程中，又分为两个阶段：人人对 战和人机对战。通过井字棋项目的开发，达到了如下两个目的：

1. 让大家更好地体会面向对象的封装特性。封装是指按照信息屏蔽的原则，把对象同 类型的属性和操作结合在一起，构成一个独立单元模块,，通过限制对属性和操作的访问权限， 可以将属性“隐藏”在对象内部，对外提供一定的接口，在对象之外只能通过接口对对象进行 访问、操作。封装增加了对象的独立性，从而保证了数据的可靠性。
2. 弓|入一个简单的AI (人工智能)算法，实现人机对战。也借此让大家对继承和多态 特性有更好的体会。所谓继承，就是在已存在的类A的基础上建立一个新类B。类A称为基类 或父类，类B称作派生类或子类。子类从父类获得其已有的特性，这种现象称作类的基础。从 另一个角度看°从父类产生子类，称作类的派生。

.多态是基于继承的，是指一个父类的引用指向了不同的子类的实例。在父类中有的方法， 在子类中也存在，并且完成了重写，当在不同子类间进行切换的时候会有不同的结果。但要注 意的是，在Python中的应用比这个定义灵活得多，Python中的多态指在不考虑对象类型的情况 下使用对象。