# 第六章 爬虫

## 一．常用库与模块

#### **试列出至少三种目前流行的大型数据库的名称: 、 、 , 其中您最熟悉的是 ,从 年开始使用**

（考察对数据可的熟悉程度，同时考察你的工作年限注意和自己简历一致）。Oracle，Mysql， SQLServer、MongoDB 根据自己情况（推荐 Mysql 、MongoDB）。

#### **列举您使用过的Python 网络爬虫所用到的网络数据包?**

requests、urllib、urllib2、httplib2。

#### **列举您使用过的Python 网络爬虫所用到的解析数据包**

BeautifulSoup、pyquery、Xpath、lxml。

#### **爬取数据后使用哪个数据库存储数据的，为什么？**

MongoDB 是使用比较多的数据库，这里以 MongoDB 为例，大家需要结合自己真实开发环境回答。

原因：1）与关系型数据库相比，MongoDB 的优点如下。

①弱一致性（最终一致），更能保证用户的访问速度

举例来说，在传统的关系型数据库中，一个 COUNT 类型的操作会锁定数据集，这样可以保证得到“当前”情况下的较精确值。这在某些情况下，例 如通过 ATM 查看账户信息的时候很重要， 但对于 Wordnik 来说，数据是不断更新和增长的，这种“较精确”的保证几乎没有任何意义，反而
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会产生很大的延 迟。他们需要的是一个“大约”的数字以及更快的处理速度。

但某些情况下 MongoDB 会锁住数据库。如果此时正有数百个请求，则它们会堆积起来，造成许多问题。我们使用了下面的优化方式来避免锁定。

每次更新前，我们会先查询记录。查询操作会将对象放入内存，于是更新则会尽可能的迅速。在主/ 从部署方案中，从节点可以使用“-pretouch”参数运行，这也可以得到相同的效果。

使用多个 mongod 进程。我们根据访问模式将数据库拆分成多个进程。

②文档结构的存储方式，能够更便捷的获取数据。

对于一个层级式的数据结构来说，如果要将这样的数据使用扁平式的，表状的结构来保存数据， 这无论是在查询还是获取数据时都十分困难。

③内置 GridFS，支持大容量的存储。

GridFS 是一个出色的分布式文件系统，可以支持海量的数据存储。内置了 GridFS 了 MongoDB， 能够满足对大数据集的快速范围查询。

④内置 Sharding。

提供基于 Range 的 Auto Sharding 机制：一个 collection 可按照记录的范围，分成若干个段， 切分到不同的Shard 上。Shards 可以和复制结合，配合 Replica sets 能够实现Sharding+fail-over， 不同的 Shard 之间可以负载均衡。查询是对 客户端是透明的。客户端执行查询，统计，MapReduce 等操作，这些会被 MongoDB 自动路由到后端的数据节点。这让我们关注于自己的业务，适当的 时候可以无痛的升级。MongoDB 的 Sharding 设计能力较大可支持约 20 petabytes，足以支撑一般应用。

这可以保证 MongoDB 运行在便宜的 PC 服务器集群上。PC 集群扩充起来非常方便并且成本很低， 避免了“sharding”操作的复杂性和成本。

⑤第三方支持丰富。(这是与其他的 NoSQL 相比，MongoDB 也具有的优势)

现在网络上的很多 NoSQL 开源数据库完全属于社区型的，没有官方支持，给使用者带来了很大的风险。而开源文档数据库 MongoDB 背后有商业公司 10gen 为其提供供商业培训和支持。

而且 MongoDB 社区非常活跃，很多开发框架都迅速提供了对 MongDB 的支持。不少知名大公司和网站也在生产环境中使用 MongoDB，越来越多的创新型企业转而使用 MongoDB 作为和Django，RoR 来搭配的技术方案。

⑥性能优越

在使用场合下，千万级别的文档对象，近 10G 的数据，对有索引的 ID 的查询不会比 mysql 慢， 而对非索引字段的查询，则是全面胜出。 mysql 实际无法胜任大数据量下任意字段的查询，而mongodb 的查询性能实在让我惊讶。写入性能同样很令人满意，同样写入百万级别的数 据， mongodb 比我以前试用过的 couchdb 要快得多，基本 10 分钟以下可以解决。补上一句，观察过程中 mongodb 都远算不上是 CPU 杀手。

2)Mongodb 与 redis 相比较

①mongodb 文件存储是 BSON 格式类似 JSON，或自定义的二进制格式。

mongodb 与 redis 性能都很依赖内存的大小，mongodb 有丰富的数据表达、索引；最类似于关系数据库，支持丰富的查询语言，redis 数据丰富，较少的 IO ，这方面 mongodb 优势明显。

②mongodb 不支持事物，靠客户端自身保证，redis 支持事物，比较弱，仅能保证事物中的操作按顺序执行，这方面 redis 优于 mongodb。

③mongodb 对海量数据的访问效率提升，redis 较小数据量的性能及运算,这方面 mongodb 性能优于redis .monbgodb 有mapredurce 功能，提供数据分析，redis 没有 ，这方面 mongodb优 于 redis 。

#### **你用过的爬虫框架或者模块有哪些？谈谈他们的区别或者优缺点？**

Python 自带：urllib、urllib2 第三方：requests

框架： Scrapy

urllib 和 urllib2 模块都做与请求 URL 相关的操作，但他们提供不同的功能。urllib2：urllib2.urlopen 可以接受一个 Request 对象或者 url，（在接受 Request 对象时候，并以

此可以来设置一个 URL 的 headers），urllib.urlopen 只接收一个 url。

urllib 有 urlencode,urllib2 没有，因此总是 urllib，urllib2 常会一起使用的原因。

scrapy 是封装起来的框架，它包含了下载器，解析器，日志及异常处理，基于多线程，twisted 的方式处理，对于固定单个网站的爬取开发，有优势，但是对于多网站爬取，并发及分布式处理方面，不够灵活，不便调整与括展。

request 是一个 HTTP 库， 它只是用来，进行请求，对于 HTTP 请求，他是一个强大的库，下载， 解析全部自己处理，灵活性更高，高并发与分布式部署也非常灵活，对于功能可以更好实现

Scrapy 优点：

scrapy 是异步的；

采取可读性更强的 xpath 代替正则； 强大的统计和 log 系统；

同时在不同的 url 上爬行；

支持 shell 方式，方便独立调试；

写 middleware,方便写一些统一的过滤器； 通过管道的方式存入数据库；

Scrapy 缺点：

基于 python 的爬虫框架，扩展性比较差；

基于 twisted 框架，运行中的 exception 是不会干掉 reactor，并且异步框架出错后是不会停掉其他任务的，数据出错后难以察觉。

#### **写爬虫是用多进程好？还是多线程好？ 为什么？**

IO 密集型代码(文件处理、网络爬虫等)，多线程能够有效提升效率(单线程下有 IO 操作会进行 IO 等待，造成不必要的时间浪费，而开启多线程能在线程 A 等待时，自动切换到线程 B，可以不浪费 CPU 的资源，从而能提升程序执行效率)。在实际的数据采集过程中，既考虑网速和响应的问题，也需要考虑自身机器的硬件情况，来设置多进程或多线程。

#### **常见的反爬虫和应对方法？**

通过 Headers 反爬虫：

从用户请求的 Headers 反爬虫是最常见的反爬虫策略。很多网站都会对 Headers 的 User-Agent 进行检测，还有一部分网站会对 Referer 进行检测（一些资源网站的防盗链就是检测 Referer）。如果遇到了这类反爬虫机制，可以直接在爬虫中添加 Headers，将浏览器的 User-Agent 复制到爬虫的Headers 中；或者将 Referer 值修改为目标网站域名。对于检测 Headers 的反爬虫，在爬虫中修改或者添加 Headers 就能很好的绕过。

基于用户行为反爬虫：

还有一部分网站是通过检测用户行为，例如同一 IP 短时间内多次访问同一页面，或者同一账户短时间内多次进行相同操作。

大多数网站都是前一种情况，对于这种情况，使用 IP 代理就可以解决。可以专门写一个爬虫，爬取网上公开的代理 ip，检测后全部保存起来。这样的代理 ip 爬虫经常会用到，最好自己准备一个。有了大量代理 ip 后可以每请求几次更换一个 ip，这在 requests 或者 urllib2 中很容易做到，这样就能很容易的绕过第一种反爬虫。

对于第二种情况，可以在每次请求后随机间隔几秒再进行下一次请求。有些有逻辑漏洞的网站，可以通过请求几次，退出登录，重新登录，继续请求来绕过同一账号短时间内不能多次进行相同请求的限制。

动态页面的反爬虫：

上述的几种情况大多都是出现在静态页面，还有一部分网站，我们需要爬取的数据是通过 ajax 请求得到，或者通过 JavaScript 生成的。首先用 Fiddler 对网络请求进行分析。如果能够找到 ajax 请求， 也能分析出具体的参数和响应的具体含义，我们就能采用上面的方法，直接利用 requests 或者 urllib2 模拟 ajax 请求，对响应的 json 进行分析得到需要的数据。

能够直接模拟 ajax 请求获取数据固然是极好的，但是有些网站把 ajax 请求的所有参数全部加密了。我们根本没办法构造自己所需要的数据的请求。这种情况下就用 selenium+phantomJS，调用浏览器内核，并利用 phantomJS 执行 js 来模拟人为操作以及触发页面中的 js 脚本。从填写表单到点击按钮再到滚动页面，全部都可以模拟，不考虑具体的请求和响应过程，只是完完整整的把人浏览页面获取数据的过程模拟一遍。

用这套框架几乎能绕过大多数的反爬虫，因为它不是在伪装成浏览器来获取数据（上述的通过添加Headers 一定程度上就是为了伪装成浏览器），它本身就是浏览器，phantomJS 就是一个没有界面的浏览器，只是操控这个浏览器的不是人。利 selenium+phantomJS 能干很多事情，例如识别点触式

（12306）或者滑动式的验证码，对页面表单进行暴力破解等。

#### **解析网页的解析器使用最多的是哪几个?**

lxml，html5lib，html.parser,lxml-xml，正则表达式。

#### **需要登录的网页，如何解决同时限制ip，cookie,session（其中有一些是动态生成的）在不使用动态爬取的情况下？**

解决限制 IP 可以使用代理 IP 地址池、服务器；

不适用动态爬取的情况下可以使用反编译 JS 文件获取相应的文件，或者换用其他平台（比如手机端） 看看是否可以获取相应的 json 文件。

#### **10. 验证码的解决?**

图形验证码：干扰、杂色不是特别多的图片可以使用开源库 Tesseract 进行识别，太过复杂的需要借助第三方打码平台。

点击和拖动滑块验证码可以借助 selenium、无图形界面浏览器（chromedirver 或者 phantomjs） 和 pillow 包来模拟人的点击和滑动操作，pillow 可以根据色差识别需要滑动的位置。

#### **11. 使用最多的数据库（Mysql，Mongodb，redis 等），对他们的理解？**

MySQL 数据库：开源免费的关系型数据库，需要实现创建数据库、数据表和表的字段，表与表之间可以进行关联（一对多、多对多），是持久化存储。

Mongodb 数据库：是非关系型数据库，数据库的三元素是，数据库、集合、文档，可以进行持久化存储，也可作为内存数据库，存储数据不需要事先设定格式，数据以键值对的形式存储。

redis 数据库：非关系型数据库，使用前可以不用设置格式，以键值对的方式保存，文件格式相对自由，主要用与缓存数据库，也可以进行持久化存储。

#### **12. 字符集和字符编码**

字符是各种文字和符号的总称，包括各个国家文字、标点符号、图形符号、数字等。

字符集是多个字符的集合，字符集种类较多，每个字符集包含的字符个数不同，常见字符集有： ASCII 字符集、ISO 8859 字符集、GB2312 字符集、BIG5 字符集、GB18030 字符集、Unicode 字符集等。

字符编码就是以二进制的数字来对应字符集的字符。常见的编码字符集（简称字符集）如下所示：

Unicode：也叫统一字符集，它包含了几乎世界上所有的已经发现且需要使用的字符

（如中文、日文、英文、德文等）。

ASCII：ASCII 既是编码字符集，又是字符编码。早期的计算机系统只能处理英文，所以 ASCII 也就成为了计算机的缺省字符集，包含了英文所需要的所有字符。

GB2312：中文字符集，包含 ASCII 字符集。ASCII 部分用单字节表示，剩余部分用双字节表示。

GBK：GB2312 的扩展，但完整包含了 GB2312 的所有内容。

GB18030：GBK 字符集的超集，常叫大汉字字符集，也叫 CJK（Chinese，Japanese， Korea）字符集，包含了中、日、韩三国语。

注意：Unicode 字符集有多种编码方式，如 UTF-8、UTF-16 等；ASCII 只有一种；大多数 MBCS（包括 GB2312）也只有一种。

#### **写一个邮箱地址的正则表达式？**

[A-Za-z0-9\_-]+@[a-zA-Z0-9\_-]+(\.[a-zA-Z0-9\_-]+)+$

#### **编写过哪些爬虫中间件？**

user-agent、代理池等。

#### **15. “极验”滑动验证码如何破解？**

* 1. selenium 控制鼠标实现，速度太机械化，成功率比较低

|  |
| --- |
|  |
|  |  |

* 1. 计 算 缺 口 的 偏 移 量 （ 推 荐 博 客 ：<http://blog.csdn.net/paololiu/article/details/52514504?%3E>

* 1. “极验”滑动验证码需要具体网站具体分析，一般牵扯算法乃至深度学习相关知识。

#### **爬的那些内容数据量有多大，多久爬一次，爬下来的数据是怎么存储？**

京东整站的数据大约在 1 亿左右，爬下来的数据存入数据库，mysql 数据库中如果有重复的 url 建议去重存入数据库，可以考虑引用外键。评分，评论如果做增量，Redis 中 url 去重，评分和评论建议建立一张新表用 id 做关联。

多久爬一次这个问题要根据公司的要求去处理，不一定是每天都爬。

Mongo 建立唯一索引键（id）可以做数据重复 前提是数据量不大 2 台电脑几百万的情况 数据库需要做分片 （数据库要设计合理）。

例：租房的网站数据量每天大概是几十万条 ，每周固定爬取。

#### **cookie 过期的处理问题？**

因为 cookie 存在过期的现象，一个很好的处理方法就是做一个异常类，如果有异常的话 cookie 抛出异常类在执行程序。

#### **动态加载又对及时性要求很高怎么处理？**

Selenium+Phantomjs

尽量不使用 sleep 而使用 WebDriverWait

关于 HTTP/HTTPS 的区别，分别应该在什么场合下。

#### **HTTPS 有什么优点和缺点**

优点：1、使用 HTTPS 协议可认证用户和服务器，确保数据发送到正确的客户机和服务器；

2、HTTPS 协议是由 SSL+HTTP 协议构建的可进行加密传输、身份认证的网络协议，要比 http 协议安全，可防止数据在传输过程中不被窃取、改变，确保数据的完整性。

3、HTTPS 是现行架构下最安全的解决方案，虽然不是绝对安全，但它大幅增加了中间人攻击

的成本

缺点：

* 1. HTTPS 协议的加密范围也比较有限，在黑客攻击、拒绝服务攻击、服务器劫持等方面几乎起不到什么作用
  2. HTTPS 协议还会影响缓存，增加数据开销和功耗，甚至已有安全措施也会受到影响也会因此而受到影响。
  3. SSL 证书需要钱。功能越强大的证书费用越高。个人网站、小网站没有必要一般不会用。
  4. HTTPS 连接服务器端资源占用高很多，握手阶段比较费时对网站的相应速度有负面影响。
  5. HTTPS 连接缓存不如 HTTP 高效。

#### **HTTPS 是如何实现安全传输数据的。**

HTTPS 其实就是在HTTP 跟TCP 中间加多了一层加密层TLS/SSL。SSL 是个加密套件，负责对 HTTP 的数据进行加密。TLS 是 SSL 的升级版。现在提到 HTTPS，加密套件基本指的是 TLS。原先是应用层将数据直接给到 TCP 进行传输，现在改成应用层将数据给到 TLS/SSL，将数据加密后，再给到 TCP 进行传输。

#### **21.****TTL，MSL，RTT？**

MSL：报文最大生存时间”，他是任何报文在网络上存在的最长时间，超过这个时间报文将被丢弃。

TTL：TTL 是 time to live 的缩写，中文可以译为“生存时间”，这个生存时间是由源主机设置初始值但不是存的具体时间，而是存储了一个 ip 数据报可以经过的最大路由数，每经过一个处理他的路由器此值就减 1，当此值为 0 则数据报将被丢弃，同时发送 ICMP 报文通知源主机。RFC 793 中规定 MSL 为 2 分钟，实际应用中常用的是 30 秒，1 分钟和 2 分钟等。TTL 与 MSL 是有关系的但不是简单的相等的关系，MSL 要大于等于 TTL。

RTT： RTT 是客户到服务器往返所花时间（round-trip time，简称 RTT），TCP 含有动态估算 RTT 的算法。TCP 还持续估算一个给定连接的 RTT，这是因为 RTT 受网络传输拥塞程序的变化而变化。

#### **谈一谈你对Selenium 和PhantomJS 了解**

Selenium 是一个 Web 的自动化测试工具，可以根据我们的指令，让浏览器自动加载页面，获取需要的数据，甚至页面截屏，或者判断网站上某些动作是否发生。Selenium 自己不带浏览器，不支持浏览器的功能，它需要与第三方浏览器结合在一起才能使用。但是我们有时候需要让它内嵌在代码中运行， 所以我们可以用一个叫 PhantomJS 的工具代替真实的浏览器。Selenium 库里有个叫 WebDriver 的API。WebDriver 有点儿像可以加载网站的浏览器，但是它也可以像 BeautifulSoup 或者其他Selector 对象一样用来查找页面元素，与页面上的元素进行交互 (发送文本、点击等)，以及执行其他动作来运行网络爬虫。

PhantomJS 是一个基于 Webkit 的“无界面”(headless)浏览器，它会把网站加载到内存并执行页面上的 JavaScript，因为不会展示图形界面，所以运行起来比完整的浏览器要高效。相比传统的 Chrome或 Firefox 浏览器等，资源消耗会更少。

如果我们把 Selenium 和 PhantomJS 结合在一起，就可以运行一个非常强大的网络爬虫了，这个爬虫可以处理 JavaScript、Cookie、headers，以及任何我们真实用户需要做的事情。

主程序退出后，selenium 不保证 phantomJS 也成功退出，最好手动关闭 phantomJS 进程。（有可能会导致多个 phantomJS 进程运行，占用内存）。

WebDriverWait 虽然可能会减少延时，但是目前存在 bug（各种报错），这种情况可以采用 sleep。phantomJS 爬数据比较慢，可以选择多线程。如果运行的时候发现有的可以运行，有的不能，可

以尝试将 phantomJS 改成 Chrome。

#### **代理 IP 里的“透明”“匿名”“高匿”分别是指？**

透明代理的意思是客户端根本不需要知道有代理服务器的存在，但是它传送的仍然是真实的 IP。你要想隐藏的话，不要用这个。

普通匿名代理能隐藏客户机的真实 IP，但会改变我们的请求信息，服务器端有可能会认为我们使用了代理。不过使用此种代理时，虽然被访问的网站不能知道你的 ip 地址，但仍然可以知道你在使用代理，当然某些能够侦测 ip 的网页仍然可以查到你的 ip。

高匿名代理不改变客户机的请求，这样在服务器看来就像有个真正的客户浏览器在访问它，这时客户的真实 IP 是隐藏的，服务器端不会认为我们使用了代理。

设置代理有以下两个好处：

1，让服务器以为不是同一个客户端在请求

2，防止我们的真实地址被泄露，防止被追究

#### **requests 返回的content 和text 的区别？**

1. response.text 返 回 的 是 Unicode 型 数 据 ； a)response.content 返回的是 bytes 类型，也就是二进制数据；

1. 获取文本使用，response.text；
2. 获取图片,文件，使用 response.content； c)response.text

类型：str

解码类型： 根据 HTTP 头部对响应的编码作出有根据的推测，推测的文本编码如何修改编码方式：response.encoding=”gbk”

1. response.content 类型：bytes

解码类型： 没有指定

如何修改编码方式：response.content.decode(“utf8”)

#### **25.** **robots 协议**

Robots 协议：网站通过 Robots 协议告诉搜索引擎哪些页面可以抓取，哪些页面不能抓取。

#### **为什么requests 请求需要带上header？**

原因是：模拟浏览器，欺骗服务器，获取和浏览器一致的内容header 的形式：字典

headers = {"User-Agent": "Mozilla/5.0 (Windows NT 10.0; Win64; x64) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/54.0.2840.99 Safari/537.36"}

用法： requests.get(url,headers=headers)

#### **dumps,loads 与dump,load 的区别？**

json.dumps()将 pyhton 的 dict 数据类型编码为 json 字符串； json.loads()将 json 字符串解码为 dict 的数据类型；

json.dump(x,y) x 是 json 对象, y 是文件对象，最终是将 json 对象写入到文件中； json.load(y) 从文件对象 y 中读取 json 对象。

#### **通用爬虫 ：通常指搜索引擎的爬虫**

聚焦爬虫 ：针对特定网站的爬虫

|  |
| --- |
|  |
|  |  |

通用搜素引擎的局限性：

通用搜索引擎所返回的网页里 90%的内容无用。

图片、数据库、音频、视频多媒体的内容通用搜索引擎无能为力。不同用户搜索的目的不全相同，但是返回内容相同。

#### **requests 使用小技巧**

1、reqeusts.util.dict\_from\_cookiejar 把 cookie 对象转化为字典

1.1. requests.get(url,cookies={}) 2、设置请求不用 SSL 证书验证

response = requests.get("https:[//www.12306.cn/mormhweb/](http://www.12306.cn/mormhweb/) ", verify=False) 3、设置超时

response = requests.get(url,timeout=10) 4、配合状态码判断是否请求成功

assert response.status\_code == 200

#### **30. 平常怎么使用代理的 ？**

1. 自己维护代理池
2. 付费购买（目前市场上有很多 ip 代理商，可自行百度了解，建议看看他们的接口文档

（API&SDK））

#### **31.** **IP 存放在哪里？怎么维护IP？对于封了多个ip 的，怎么判定IP 没被封？**

存放在数据库(redis、mysql 等)。维护多个代理网站：

一般代理的存活时间往往在十几分钟左右，定时任务，加上代理 IP 去访问网页，验证其是否可用， 如果返回状态为 200，表示这个代理是可以使用的。

#### **32. 怎么获取加密的数据？**

1. Web 端加密可尝试移动端（app）
2. 解析加密，看能否破解
3. 反爬手段层出不穷，js 加密较多，只能具体问题具体分析

#### **33. 假如每天爬取量在 5、6 万条数据，一般开几个线程，每个线程ip 需要加锁限定吗？**

1. 5、6 万条数据相对来说数据量比较小，线程数量不做强制要求(做除法得一个合理值即可）
2. 多线程使用代理，应保证不在同时一刻使用一个代理 IP

#### **34. 怎么监控爬虫的状态**

1. 使用 python 的 STMP 包将爬虫的状态信心发送到指定的邮箱
2. Scrapyd、pyspider
3. 引入日志
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## 二．Scrapy

#### **1.** **描述下scrapy 框架运行的机制？**

从 start\_urls 里获取第一批 url 并发送请求，请求由引擎交给调度器入请求队列，获取完毕后，调度器将请求队列里的请求交给下载器去获取请求对应的响应资源，并将响应交给自己编写的解析方法做提取处理：

1. 如果提取出需要的数据，则交给管道文件处理；
2. 如果提取出 url，则继续执行之前的步骤（发送 url 请求，并由引擎将请求交给调度器入队列...)， 直到请求队列里没有请求，程序结束。

#### **2.** **谈谈你对Scrapy 的理解？**

scrapy 是一个为了爬取网站数据，提取结构性数据而编写的应用框架，我们只需要实现少量代码， 就能够快速的抓取到数据内容。Scrapy 使用了 Twisted 异步网络框架来处理网络通讯，可以加快我们的下载速度，不用自己去实现异步框架，并且包含了各种中间件接口，可以灵活的完成各种需求。scrapy 框架的工作流程：

1. 首先 Spiders（爬虫）将需要发送请求的 url(requests)经 ScrapyEngine（引擎）交给 Scheduler

（调度器）。

1. Scheduler（排序，入队）处理后，经 ScrapyEngine，DownloaderMiddlewares(可选，主要有 User\_Agent， Proxy 代理)交给 Downloader。
2. Downloader 向互联网发送请求，并接收下载响应（response）。将响应（response）经ScrapyEngine，SpiderMiddlewares(可选)交给 Spiders。

1. Spiders 处理 response，提取数据并将数据经 ScrapyEngine 交给 ItemPipeline 保存（可以是本地，可以是数据库）。提取 url 重新经 ScrapyEngine 交给 Scheduler 进行下一个循环。直到无 Url 请求程序停止结束。

#### **怎么样让 scrapy 框架发送一个 post 请求（具体写出来）**

|  |
| --- |
|  |
|  |  |

使 用 FormRequest

#### **怎么判断网站是否更新？**

使用 MD5 数字签名：

每次下载网页时，把服务器返回的数据流 ResponseStream 先放在内存缓冲区，然

后对 ResponseStream 生成 MD5 数字签名 S1，下次下载同样生成签名 S2，比较 S2 和 S1， 如果相同，则页面没有更新，否则网页就有更新。

#### **图片、视频爬取怎么绕过防盗连接，或者说怎么获取正确的链接地址？**

自定义 Referer(建议自行 Google 相关知识)。

#### **你爬出来的数据量大概有多大？大概多长时间爬一次？**

无标准答案，根据自己爬取网站回答即可（几百万，几千万，亿级）。

#### **7.** **增量爬取**

增量爬取即保存上一次状态，本次抓取时与上次比对，如果不在上次的状态中，便视为增量，保存下来。对于 scrapy 来说，上一次的状态是抓取的特征数据和上次爬取的request 队列（url 列表），request 队列可以通过 request 队列可以通过

scrapy.core.scheduler 的 pending\_requests 成员得到，在爬虫启动时导入上次爬取的特征数据，并且用上次 request 队列的数据作为 start url 进行爬取，不在上一次状态中的数据便保存。

选用 BloomFilter 原因：对爬虫爬取数据的保存有多种形式，可以是数据库，可以是磁盘文件等，不管是数据库，还是磁盘文件，进行扫描和存储都有很大的时间和空间上的开

销，为了从时间和空间上提升性能，故选用 BloomFilter 作为上一次爬取数据的保存。保存的特征数据可以是数据的某几项，即监控这几项数据，一旦这几项数据有变化，便视为增

量持久化下来，根据增量的规则可以对保存的状态数据进行约束。比如：可以选网页更新的时间，索引次数或是网页的实际内容，cookie 的更新等。

#### **爬虫向数据库存数据开始和结束都会发一条消息，是scrapy 哪个模块实现的？**

#### 

Scrapy 使用信号来通知事情发生，因此答案是 signals 模块。

#### **爬取下来的数据如何去重，说一下具体的算法依据**

1. 通过 MD5 生成电子指纹来判断页面是否改变
2. nutch 去重。nutch 中 digest 是对采集的每一个网页内容的 32 位哈希值，如果两个网页内容完全一样，它们的 digest 值肯定会一样。

数据量不大时，可以直接放在内存里面进行去重，python 可以使用 set()进行去重。当去重数据需要持久化时可以使用 redis 的 set 数据结构。

当数据量再大一点时，可以用不同的加密算法先将长字符串压缩成 16/32/40 个字符，再使用上面两种方法去重。

当数据量达到亿（甚至十亿、百亿）数量级时，内存有限，必须用“位”来去重，才能够满足需求。Bloomfilter 就是将去重对象映射到几个内存“位”，通过几个位的 0/1 值来判断一个对象是否已经存在。

然而 Bloomfilter 运行在一台机器的内存上，不方便持久化（机器 down 掉就什么都没啦），也不方便分布式爬虫的统一去重。如果可以在 Redis 上申请内存进行 Bloomfilter，以上两个问题就都能解决了。

simhash 最牛逼的一点就是将一个文档，最后转换成一个 64 位的字节，暂且称之为特征字，然后判断重复只需要判断他们的特征字的距离是不是<n（根据经验这个 n 一般取值为 3），就可以判断两个文档是否相似。

可见 scrapy\_redis 是利用 set 数据结构来去重的，去重的对象是 request 的 fingerprint（其实就是用 hashlib.sha1()对 request 对象的某些字段信息进行压缩）。其实 fp 就是 request 对象加密压缩后的一个字符串（40 个字符，0~f）。

#### **10.****Scrapy 的优缺点?**

优点：

1. scrapy 是异步的
2. 采取可读性更强的 xpath 代替正则
3. 强大的统计和 log 系统
4. 同时在不同的 url 上爬行
5. 支持 shell 方式，方便独立调试

5）写 middleware,方便写一些统一的过滤器6）通过管道的方式存入数据库

缺点：

1. 基于 python 的爬虫框架，扩展性比较差
2. 基于 twisted 框架，运行中的 exception 是不会干掉 reactor（反应器），并且异步框架出错后是不会停掉其他任务的，数据出错后难以察觉。

#### **11.怎么设置深度爬取?**

通过在 settings.py 中设置 depth\_limit 的值可以限制爬取深度，这个深度是与 start\_urls 中定义 url 的相对值。也就是相对 url 的深度。若定义 url 为[http://www.domz.com/game/,depth\_limit=1](http://www.domz.com/game/%2Cdepth_limit%3D1) 那么限制爬取的只能是此 url 下一级的网页。深度大于设置值的将被忽视。
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## 三．Scrapy-redis

#### **scrapy 和scrapy-redis 有什么区别？为什么选择redis 数据库？**

scrapy 是一个 Python 爬虫框架，爬取效率极高，具有高度定制性，但是不支持分布式。而

scrapy-redis 一套基于 redis 数据库、运行在 scrapy 框架之上的组件，可以让 scrapy 支持分布式策略， Slaver 端共享 Master 端 redis 数据库里的 item 队列、请求队列和请求指纹集合。

为什么选择 redis 数据库，因为 redis 支持主从同步，而且数据都是缓存在内存中的，所以基于 redis 的分布式爬虫，对请求和数据的高频读取效率非常高。

#### **分布式爬虫主要解决什么问题？**

* 1. ip 2.带宽3.cpu 4.io

#### **3.** **什么是分布式存储？**

传统定义：分布式存储系统是大量 PC 服务器通过 Internet 互联，对外提供一个整体的服务。分布式存储系统具有以下的几个特性：

可扩展 ：分布式存储系统可以扩展到几百台甚至几千台这样的一个集群规模，系统的

整体性能线性增长。

低成本 ：分布式存储系统的自动容错、自动负载均衡的特性，允许分布式存储系统可以构建在低成本的服务器上。另外，线性的扩展能力也使得增加、减少服务器的成本低， 实现分布式存储系统的自动运维。

![](data:image/jpeg;base64,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)180

高性能 ：无论是针对单台服务器，还是针对整个分布式的存储集群，都要求分布式存储系统具备高性能。

易用 ：分布式存储系统需要对外提供方便易用的接口，另外，也需要具备完善的监控、运维工具，并且可以方便的与其他的系统进行集成。

布式存储系统的挑战主要在于数据和状态信息的持久化，要求在自动迁移、自动容错和并发读写的过程中，保证数据的一致性。

容错：可以快速检测到服务器故障，并自动的将在故障服务器上的数据进行迁移。

负载均衡：新增的服务器在集群中保障负载均衡？数据迁移过程中保障不影响现有的服务。事务与并发控制：实现分布式事务。

易用性：设计对外接口，使得设计的系统易于使用。

#### **你所知道的分布式爬虫方案有哪些？**

三种分布式爬虫策略：

* 1. Slaver 端从 Master 端拿任务（Request/url/ID）进行数据抓取，在抓取数据的同时也生成新任务，并将任务抛给 Master。Master 端只有一个 Redis 数据库，负责对 Slaver 提交的任务进行去重、加入待爬队列。

**优点：** scrapy-redis 默认使用的就是这种策略，我们实现起来很简单，因为任务调度

等工作 scrapy-redis 都已经帮我们做好了，我们只需要继承 RedisSpider、指定 redis\_key 就行了。

**缺点：** scrapy-redis 调度的任务是 Request 对象，里面信息量比较大（不仅包含 url， 还有 callback 函数、headers 等信息），导致的结果就是会降低爬虫速度、而且会占用Redis 大量的存储空间。当然我们可以重写方法实现调度 url 或者用户 ID。

* 1. Master 端跑一个程序去生成任务（Request/url/ID）。Master 端负责的是生产任务， 并把任务去重、加入到待爬队列。Slaver 只管从 Master 端拿任务去爬。

**优点**： 将生成任务和抓取数据分开，分工明确，减少了 Master 和 Slaver 之间的数据交流；Master 端生成任务还有一个好处就是：可以很方便地重写判重策略（当数据量大时优化判重的性能和速度还是很重要的）。

**缺点：** 像 QQ 或者新浪微博这种网站，发送一个请求，返回的内容里面可能包含几十个待爬的用户 ID，即几十个新爬虫任务。但有些网站一个请求只能得到一两个新任务，并且返回的内容里也包含爬虫要抓取的目标信息，如果将生成任务和抓取任务分开反而会降低爬虫抓取效率。毕竟带宽也是爬虫的一个瓶颈问题，我们要秉着发送尽量少的请求为原则，同时也是为了减轻网站服务器的压力，要做一只有道德的 Crawler。所以，视情况而定。

* 1. Master 中只有一个集合，它只有查询的作用。Slaver 在遇到新任务时询问 Master 此任务是否已爬，如果未爬则加入 Slaver 自己的待爬队列中，Master 把此任务记为已爬。它和策略一比较像，但明显比策略一简单。策略一的简单是因为有 scrapy-redis 实现了scheduler 中间件，它并不适用于非 scrapy 框架的爬虫。

**优点**： 实现简单，非 scrapy 框架的爬虫也适用。Master 端压力比较小，Master 与Slaver 的数据交流也不大。

**缺点**：“健壮性”不够，需要另外定时保存待爬队列以实现“断点续爬”功能。各 Slaver 的待爬任务不通用。

如果把 Slaver 比作工人，把 Master 比作工头。策略一就是工人遇到新任务都上报给工头，需要干活的时候就去工头那里领任务；策略二就是工头去找新任务，工人只管从工头那里领任务干活；策略三就是工人遇到新任务时询问工头此任务是否有人做了，没有的话工人就将此任务加到自己的“行程

表”。

#### **除了 scrapy-redis，有做过其他的分布式爬虫吗？**

Celery、gearman 等，参考其他分布式爬虫策略。

#### **在爬取的时候遇到某些内容字段缺失怎么判断及处理？**

判读字段缺失，做异常处理即可。

## 四．自定义框架