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**1)implementation of b tree in cpp**

#include <bits/stdc++>

#include<iostream>

using namespace std;

class Tree {

int \*keys;

int t;

Tree \*\*C;

int n;

bool leaf\_node;

public:

Tree(int \_t, bool \_leaf\_node);

void insert\_more(int k);

void split\_child(int i, Tree \*y);

void print();

friend class BTree;

};

class BTree {

Tree \*root;

int t;

public:

BTree(int \_t) {

root = NULL;

t = \_t;

}

void print() {

if (root != NULL)

root->print();

}

void insert\_more(int k);

};

Tree::Tree(int t1, bool leaf\_node1) {

t = t1;

leaf\_node = leaf\_node1;

keys = new int[2 \* t – 1];

C = new Tree \*[2 \* t];

n = 0;

}

// print the Trees

void Tree::print() {

int i;

for (i = 0; i < n; i++) {

if (leaf\_node == false)

C[i]->print();

cout << ” “ << keys[i];

}

if (leaf\_node == false)

C[i]->print();

}

// Insert the Tree

void BTree::insert\_more(int k) {

if (root == NULL) {

root = new Tree(t, true);

root->keys[0] = k;

root->n = 1;

} else {

if (root->n == 2 \* t – 1) {

Tree \*s = new Tree(t, false);

s->C[0] = root;

s->split\_child(0, root);

int i = 0;

if (s->keys[0] < k)

i++;

s->C[i]-> insert\_more(k);

root = s;

} else

root-> insert\_more(k);

}

}

// Insert non full condition

void Tree:: insert\_more(int k) {

int i = n – 1;

if (leaf\_node == true) {

while (i >= 0 && keys[i] > k) {

keys[i + 1] = keys[i];

i–;

}

keys[i + 1] = k;

n = n + 1;

} else {

while (i >= 0 && keys[i] > k)

i–;

if (C[i + 1]->n == 2 \* t – 1) {

split\_child(i + 1, C[i + 1]);

if (keys[i + 1] < k)

i++;

}

C[i + 1]->insert\_more(k);

}

}

// split the child

void Tree::split\_child(int i, Tree \*y) {

Tree \*z = new Tree(y->t, y->leaf\_node);

z->n = t – 1;

for (int j = 0; j < t – 1; j++)

z->keys[j] = y->keys[j + t];

if (y->leaf\_node == false) {

for (int j = 0; j < t; j++)

z->C[j] = y->C[j + t];

}

y->n = t – 1;

for (int j = n; j >= i + 1; j–)

C[j + 1] = C[j];

C[i + 1] = z;

for (int j = n – 1; j >= i; j–)

keys[j + 1] = keys[j];

keys[i] = y->keys[t – 1];

n = n + 1;

}

int main() {

BTree t(3);

t.insert\_more(11);

t.insert\_more(12);

t.insert\_more(13);

t.insert\_more(14);

t.insert\_more(15);

t.insert\_more(16);

t.insert\_more(17);

t.insert\_more(18);

t.insert\_more(19);

t.insert\_more(20);

cout << “The B-tree is: “;

t.print();

}