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# Abstract

Bayesian network is a combination of probabilistic model and graph model. It is applied widely in machine learning, data mining, diagnosis, etc. because it has a solid evidence-based inference which is familiar to human intuition. However, Bayesian network may cause confusions because there are many complicated concepts, formulas and diagrams relating to it. Such concepts should be organized and presented in such a clear manner that understanding it is easy. This is the goal of this report. The report includes 5 main sections that cover principles of Bayesian network. The section 1 is an introduction to Bayesian network giving some basic concepts. Advanced concepts are mentioned in section 2. Inference mechanism of Bayesian network is described in section 3. Parameter learning which tells us how to update parameters of Bayesian network is described in section 4. Section 5 focuses on structure learning which mentions how to build up Bayesian network. In general, three main subjects of Bayesian network are inference, parameter learning, and structure learning which are mentioned in successive sections 3, 4, and 5. Section 6 is the conclusion. Main contents of this reported are extracted from the book “Learning Bayesian Networks” by Richard E. Neapolitan (2003) and the PhD dissertation “A User Modeling for Adaptive Learning” by Loc Nguyen (2014). This report focuses on discrete Bayesian network whose nodes are discrete random variables.
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# 1. Introduction

This introduction section starts with a little bit discussion of Bayesian inference which is the base of both Bayesian network and inference in Bayesian network described later. Note, main content of this reported are extracted from the book “Learning Bayesian Networks” by Richard E. Neapolitan (Neapolitan, 2003) and the PhD dissertation “A User Modeling for Adaptive Learning” by Loc Nguyen (Nguyen, 2014).

**Bayesian inference** (Wikipedia, Bayesian inference, 2006), a form of statistical method, is responsible for collecting evidences to change the current belief in given hypothesis. The more evidences are observed, the higher degree of belief in hypothesis is. First, this belief was assigned by an initial probability or prior probability. Note, in classical statistical theory, the random variable’s probability is objective (physical) through trials. But, in Bayesian method, the probability of hypothesis is “personal” because its initial value is set subjectively by expert. When evidences were gathered enough, the hypothesis is considered trustworthy.

Bayesian inference is based on so-called Bayes’ rule or Bayes’ theorem (Wikipedia, Bayesian inference, 2006) specified in equation 1.1 as follows:

|  |  |
| --- | --- |
|  | (1.1) |

Where,

* *H* is probability variable denoting a hypothesis existing before evidence.
* *D* is also probabilistic variable denoting an observed evidence. It is conventional that notations *d*, *D* and are used to denote evidence, evidences, evidence sample, data sample, sample, training data and corpus (another term for data sample). Data sample or evidence sample is defined as a set of data or a set of observations which is collected by an individual, a group of persons, a computer software or a business process, which focuses on a particular analysis purpose (Wikipedia, Sample (statistics), 2014). The term “data sample” is derived from statistics; please read the book “Applied Statistics and Probability for Engineers” by Montgomery and Runger (Montgomery & Runger, 2003, p. 4) for more details about sample and statistics.
* *P*(*H*) is *prior probability* of hypothesis *H*. It reflects the degree of subjective belief in hypothesis *H*.
* *P*(*H|D*), conditional probability of *H* with given *D*, is called *posterior probability*. It tells us the changed belief in hypothesis when occurring evidence. Whether or not the hypothesis in Bayesian inference is considered trustworthy is determined based on the posterior probability. In general, posterior probability is cornerstone of Bayesian inference.
* *P*(*D|H*) is conditional probability of occurring evidence *D* when hypothesis *H* was given. In fact, likelihood ratio is *P*(*D|H*)/ *P*(*D*) but *P*(*D*) is constant value. So we can consider *P*(*D*|*H*) as *likelihood function* of *H* with fixed *D*. Please pay attention to the conditional probability because it is mentioned over the whole research.
* *P*(*D*) is probability of occurring evidence *D* together all mutually exclusive cases of hypothesis. If *H* and *D* are discrete, then , otherwise with *H* and *D* being continuous, *f* denoting probability density function (Montgomery & Runger, 2003, p. 99). Because of being sum of products of prior probability and likelihood function, *P*(*D*) is called *marginal probability*.

Note: *H*, *D* must be random variables (Montgomery & Runger, 2003, p. 53) according to theory of probability and statistics and *P*(.) denotes *random probability*.

Beside Bayes’ rule, there are three other rules such as additional rule, multiplication rule and total probability rule which are relevant to conditional probability. Given two random events (or random variables) *X* and *Y*, the additional rule (Montgomery & Runger, 2003, p. 33) and multiplication rule (Montgomery & Runger, 2003, p. 44) are expressed in equations 1.2 and 1.3, respectively as follows:

|  |  |
| --- | --- |
|  | (1.2) |

|  |  |
| --- | --- |
|  | (1.3) |

Where notations and denote union operator and intersection operator in set theory (Wikipedia, Set (mathematics), 2014). Your attention please, when *X* and *Y* are numerical variables, notations and also denote operators “or” and “and” in theory logic (Rosen, 2012, pp. 1-12). The probability *P*(*X*, *Y*) is often known as joint probability.

If *X* and *Y* are mutually exclusive () then, is often denoted as *X*+*Y* and we have:

(Due to *P*(Ø) = 0)

*X* and *Y* are mutually independent if and only if one of three following conditions is satisfied:

When *X* and *Y* are mutually independent, are often denoted as *XY* and we have:

Given a complete set of mutually exclusive events *X*1, *X*2,…, *Xn* such that

The total probability rule (Montgomery & Runger, 2003, p. 44) is specified in equation 1.4 as follows:

|  |  |
| --- | --- |
|  | (1.4) |

If *X* and *Y* are continuous variables, the total probability rule is re-written in integral form as follows:

|  |  |
| --- | --- |
|  | (1.5) |

Note, *P*(*Y|X*) and *P*(*X*) are continuous functions known as probability density functions mentioned right after. Please pay attention to Bayes’ rule (equation 1.1) and total probability rule (equations 1.4 and 1.5) because they are used frequently over the whole research.

**Bayesian network (BN)** (Neapolitan, 2003, p. 40) is combination of graph theory and Bayesian inference. It is a directed acyclic graph (DAG) which has a set of nodes and a set of directed arcs; please pay attention to the terms “DAG” and “BN” because they are used over the whole research. By default, directed graphs in this report are DAGs if there no additional explanation. Each node represents a random variable which can be an evidence or hypothesis in Bayesian inference. Each arc reveals the relationship among two nodes. If there is the arc from node *A* to *B*, we call “*A* causes *B*” or “*A* is parent of *B*”, in other words, *B* depends conditionally on *A*. Otherwise there is no arc between *A* and *B*, it asserts a conditional independence. Note, in BN context, terms: *node and variable are the same*. BN is also called *belief network*, *causal network*, or *influence diagram*, in which a name can be specific for an application type or a purpose of explanation.

Moreover, each node has a local Conditional Probability Distribution (CPD) with attention that conditional probability distribution is often called shortly *probability distribution* or *distribution*. If variables are discrete, CPD is simplified as Conditional Probability Table (CPT). If variables are continuous, CPD is often called conditional Probability Density Function (PDF) which will be mentioned in section 4 – how to learn CPT from beta density function. PDF can be called *density function*, in brief. CPD is the general term for both CPT and PDF; there is convention that CPD, CPT and PDF indicate both probability and conditional probability. In general, each CPD, CPT or PDF specifies a random variable and is known as the *probability distribution* or *distribution* of such random variable.

Another representation of CPD is cumulative distribution function (CDF) (Montgomery & Runger, 2003, p. 64) (Montgomery & Runger, 2003, p. 102) but CDF and PDF have the same meaning and they share interchangeable property when PDF is derivative of CDF; in other words, CDF is integral of PDF. In practical statistics, PDF is used more commonly than CDF is used and so, PDF is mentioned over the whole research. Note, notation *P*(.) often denotes probability and it can be used to denote PDF but we prefer to use lower case letters such as *f* and *g* to denote PDF. Given a variable having PDF *f*, we often state that “such variable has distribution *f* or such variable has density function *f*”. Let *F*(*X*) and *f*(*X*) be CDF and PDF, respectively, equation 1.6 is the definition of CDF and PDF.

|  |  |
| --- | --- |
|  | (1.6) |

Because this introduction section focuses on BN, please read (Montgomery & Runger, 2003, pp. 98-103) for more details about CDF and PDF.

Now please pay attention to the concept CPT because it occurs very frequently in the research; you can understand simply that CPT is essentially collection of discrete conditional probabilities of each node (variable). It is easy to infer that CPT is discrete form of PDF. When one node is conditionally dependent on another, there is a corresponding probability (in CPT or CPD) measuring the influence of causal node on this node. In case that node has no parent, its CPT *degenerates into prior probabilities*. This is the reason CPT is often identified with probabilities and conditional probabilities. This report focuses on discrete BN and so CPT is an important concept.

**Example 1.1.** In figure 1.1, event “cloudy” is cause of event “rain” which in turn is cause of “grass is wet” (Murphy, 1998). So we have three causal relationships of: 1-cloudy to rain, 2- rain to wet grass, 3- sprinkler to wet grass. This model is expressed below by BN with four nodes and three arcs corresponding to four events and three relationships. Every node has two possible values True (1) and False (0) together its CPT.
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**Figure 1.1.** Bayesian network (a classic example about wet grass)

Note that random variables *C*, *S*, *R*, and *W* denote phenomena or events such as cloudy, sprinkler, rain, and wet grass, respectively and the table next to each node expresses the CPT of such node. For instance, focusing on the CPT attached to node “Wet grass”, if it is rainy (*R*=1) and garden is sprinkled (*S*=1), it is almost certain that grass is wet (*W*=1). Such assertion can be represented mathematically by the condition probability of event “grass is wet” (*W*=1) given evident events “rain” (*R*=1) and “sprinkler” (*S*=1) is 0.99 as in the attached table, *P*(*W*=1|*R*=1, *S*=1) = 0.99. As seen, the conditional probability *P*(*W*=1|*R*=1,*S*=1) is an entry of the CPT attached to node “Wet grass”■

In general, BN consists of two models such as qualitative model and quantitative model. Qualitative model is the structure as the DAG shown in figure 1.1. Quantitative model includes parameters which are CPTs attached to nodes in BN. Thus, CPTs as well as conditional probabilities are known as parameters of BN. Parameter learning and structure learning will be mentioned in sections 4 and 5. Beside important subjects of BN such as parameter learning and structure learning, there is a more essential subject which is inference mechanism inside BN when the inference mechanism is a very powerful mathematical tool that BN provides us. Before studying inference mechanism in this wet grass example, we should know other basic concepts of Bayesian network.

Let {*X*1, *X*2,…, *Xn*} be the set of nodes in BN, the joint probability distribution is defined as the probability function of event {*X*1=*x*1, *X*2=*x*2,…, *Xn=xn*} (Neapolitan, 2003, p. 24). Such joint probability distribution satisfies two conditions specified by equation 1.7:

|  |  |
| --- | --- |
|  | (1.7) |

Later, we will know that a BN is modeled as the pair (*G*, *P*) where *G* is a DAG and *P* is a joint probability distribution. However, it is not easy to determine *P* by equation 1.7. As usual, *P* is defined based on Markov condition. Let *PAi* be the set of direct parent nodes of *Xi.* Informally, a BN satisfies Markov condition if each *Xi* is only dependent on *PAi*. Markov condition will be made clear in section 2.Hence, the joint probability distribution *P*(*X*1, *X*2,…, *Xn*) is defined as product of all CPTs of nodes according to equation 1.8 so that Markov condition is satisfied.

|  |  |
| --- | --- |
|  | (1.8) |

Note that *P*(*Xi*|*PAi*) in equation 1.8 is CPT of *Xi* and so the joint probability distribution *P* in equation 1.8 is defined as product of CPTs.

According to Bayesian rule, given evidence (random variables) , the posterior probability *P*(*Xi*|) of variable *Xi* is computed in equation 1.9 as below:

|  |  |
| --- | --- |
|  | (1.9) |

Where *P*(*Xi*) is prior probability of random variable *Xi* and *P*(|*Xi*) is conditional probability of occurring given *Xi* and *P*() is probability of occurring together all mutually exclusive cases of *X*. From equations 1.8 and 1.9, we gain equation 1.10 as follows:

|  |  |
| --- | --- |
|  | (1.10) |

Where and are all possible values *X* = (*X*1, *X*2,…, *Xn*) with fixing (excluding) and fixing (excluding) , respectively. Note that evidence including at least one random variable *Xi* is a subset of *X* and the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014). Please pay attention that the equation 1.10 is the base for inference inside Bayesian network, which is used over the whole research. Equations 1.9 and 1.10 are extensions of Bayes’ rule specified by equation 1.1. It is not easy to understand equation 1.10 and so, please see equations 1.12 and 1.13 which are advanced posterior probabilities applied into wet grass example in order to comprehend equation 1.10.

**Example 1.2.** From figure 1.1 of wet grass example, we have the joint probability *P*(*C*, *R*, *S*, *W*) as follows:

Applying equation 1.8, *P*(*S*|*C*)=*P*(*S*) due to no conditional independence assertion about variables *S* and *C*. Furthermore, because *S* is intermediate node between *C* and *W*, we should remove *C* from *P*(*W | C*, *R*, *S*), hence *P*(*W* | *C*, *R*, *S*)= *P*(*W* | *R*, *S*). In short, applying equation 1.8, we have equation 1.11 for determining global joint probability distribution of “wet grass” Bayesian network as follows:

|  |  |
| --- | --- |
|  | (1.11) |

Using Bayesian inference, we need to compute the posterior probability of each hypothesis node in network. In general, the computation based on Bayesian rule is known as the inference in BN.

Reviewing figure 1.1, suppose *W* becomes evidence variable which is observed as the fact that the grass is wet, so, *W* has value 1. There is request for answering the question: how to determine which cause (sprinkler or rain) is more possible for wet grass. Hence, we will calculate two posterior probabilities of *R* (=1) and *S* (=1) in condition *W* (=1). Such probabilities called *explanations* for *W* are simple forms of equation 1.10, expended by equations 1.12 and 1.13 as follows:

|  |  |
| --- | --- |
|  | (1.12) |

|  |  |
| --- | --- |
|  | (1.13) |

Note that the numerator in the right side of equation 1.12 is the sum of possible probabilities over possible values of *C* and *S*. Concretely, we have an interpretation for the numerator as follows:

Applying equation 1.11 for global joint probability distribution of “wet grass” Bayesian network, we have:

It is easy to infer that there is the same interpretation for numerators and denominators in right sides of equations 1.12 and 1.13 and the previous equation 1.10 is also understood simply by this way when {*C*, *S*} = {*C*, *R*, *S*, *W*}\{*R*, *W*} and fixing {*R*, *W*}. In similar, we have:

In fact, equations 1.12 and 1.13 are expansions of equation 1.10. As a result, we have:

Obviously, the posterior probability of event “sprinkler” (*S*=1) is larger than the posterior probability of event “rain” (*R*=1) given evidence “wet grass” (*W*=1), which leads to conclusion that sprinkler is the most likely cause of wet grass■

Now a short description of Bayesian is introduced. Next section will concern advanced concepts of Bayesian network.

# 2. Advanced concepts

Recall that the structure of a Bayesian network (BN) is directed acyclic graph (DAG) (Neapolitan, 2003, p. 40) in which the nodes (vertices) are linked together by directed edges (arcs); each edge expresses dependence relationships between nodes. If there is the edge from node *X* to *Y*, we call “*X* causes *Y*” or “*X* is parent of *Y*”, in other words, *Y* depends conditionally on *X*. So, the edge *X→Y* denotes parent-child, prerequisite, or cause-effect relationship (causal relationship). Otherwise there is no edge between *X* and *Y*, it asserts the conditional independence. When we focus on cause-effect relationship in which *X* is direct cause of *Y*, the edge *X→Y* is called causal edge and the whole BN is called causal network. Let *V* = {*X*1, *X*2, *X*3,…, *Xn*} and *E* be a set of nodes and a set of edges, let *G* = (*V*, *E*) denote a DAG where *V* is a set of nodes, *E* is a set of edges, and there is no directed cycle in *G*. The “wet grass” graph shown in figure 1.1 is a DAG. Figure 2.1 (Neapolitan, 2003, p. 72) shows three DAGs.
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**Figure 2.1.** Three DAGs

Note that node *Xi* is also random variable. In this report, uppercase letters, for example *X*, *Y*, *Z*, often denote random variables or set of random variables whereas lowercase letters, for example *x*, *y*, *z*, often denote their instantiations. We should glance over other popular concepts (Neapolitan, 2003, p. 31), (Neapolitan, 2003, p. 71).

* If there is an edge between *X* and *Y* (*X*→*Y* or *X*←*Y*) then, *X* and *Y* are called *adjacent* each other(or *incident* to the edge). Given the edge *X*→*Y*, the tail is at *X* and the head is at *Y*.
* Given *k* nodes {*X*1, *X*2, *X*3,…, *Xk*} in such a way that every pair of node (*Xi*, *Xi*+1) are incident to the edge *Xi→Xi*+1 where 1![](data:image/x-wmf;base64,183GmgAAAAAAACABYAECCQAAAABTXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAEgARIAAAAmBg8AGgD/////AAAQAAAAwP///9X////gAAAANQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wLA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAFcQCipA8RIAMKnzdzmp83cgMPV3QRBmMwQAAAAtAQAACAAAADIKIAE2AAEAAACjeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAABBEGYzAAAKACEAigEAAAAA/////1zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) *i ![](data:image/x-wmf;base64,183GmgAAAAAAACABYAECCQAAAABTXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAEgARIAAAAmBg8AGgD/////AAAQAAAAwP///9X////gAAAANQEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wLA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAFsQCrVA8RIAMKnzdzmp83cgMPV3NBBmfAQAAAAtAQAACAAAADIKIAE2AAEAAACjeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAA0EGZ8AAAKACEAigEAAAAA/////1zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) k*–1, all edges that connects such *k* nodes compose a *path* from *X*1 to *Xk* denoted as [*X*1, *X*2, *X*3,…, *Xk*] or *X*1*→X*2*→…→Xk*. The nodes *X*2, *X*3,…, *Xk*–1 are called *interior* nodes of the path. A *sub-path* *Xm→…Xn* is the path from *Xm* to *Xn*: *Xm→Xm*+1*→…→Xn* where 1 *≤ m < n ≤ k*. A *directed cycle* is the path from a node to itself. A *simple path* is the path that has no directed cycle. A DAG is the directed graph that has no directed cycle. By default, directed graphs in this report are DAGs if there no additional explanation. Figures 1.1 and 2.1 are examples of DAG. When we focus on cause-effect relationship in which everyedge is causal edge, the DAG is called *causal DAG*.
* If there is an edge from *X* to *Y* then, *X* is called *parent* of *Y*. If there is a path from *X* to *Y* then, *X* is called *ancestor* of *Y* and *Y* is called *descendant* of *X*. If *Y* isn’t a descendant of *X* then, *Y* is called *non-descendent* of *X*.
* If the direction isn’t considered then edge and path are called *link* and *chain*, respectively. Link is denoted *X–Y*. Chain is denoted *X–Y–Z*, for example. A *cycle* is the chain from a node to itself. A *simple chain* is the chain that has no cycle. The concepts “adjacent”and “incident” are kept intact with link.
* A DAG *G* is a *directed tree* if every node except root has only one parent. A DAG *G* is called *singly-connected* if there is only one chain (if exists) between two nodes. Of course, directed tree is singly-connected DAG. In figure 2.1, the DAG (b) is a singly-connected DAG and the DAG (c) is a directed tree.

The strength of dependence between two nodes is quantified by conditional probability table (CPT) in discrete case. In continuous case, CPT becomes conditional probability density function (CPD). So, each node has its own local CPT. In case that a node has no parent, its CPT degenerates into prior probabilities. For example, suppose *Xk* is binary node and it has two parents *Xi* and *Xj*, the CPT of *Xk* which is the conditional probability *P*(*Xk | Xi, Xj*) has eight entries:

|  |  |
| --- | --- |
| *P*(*Xk*=1*|Xi*=1, *Xj*=1) | *P*(*Xk*=0*|Xi*=1, *Xj*=1) |
| *P*(*Xk*=1*|Xi*=1, *Xj*=0) | *P*(*Xk*=0*|Xi*=1, *Xj*=0) |
| *P*(*Xk*=1|*Xi*=0, *Xj*=1) | *P*(*Xk*=0*|Xi*=0, *Xj*=1) |
| *P*(*Xk*=1|*Xi*=0, *Xj*=0) | *P*(*Xk*=0*|Xi*=0, *Xj*=0) |

The joint probability distribution of whole BN is established according to equation 1.7.

However, as usual, the joint probability distribution is formulated as product of CPTs or CPDs of nodes according to equation 1.8 so that Markov condition is satisfied, as follows:

Markov condition will be mentioned later. Note, the conditional probability *P*(*Xi*|*PAi*) is CPT of node *Xi* where *PAi* is the set of direct parents of *Xi*. Let (*G*, *P*) denote a BN where *G* = (*V*, *E*) is a DAG and *P* is a joint probability distribution. Hence, BN is a combination of probabilistic model and graph model. Note, by default, *G* is a DAG.

Suppose a BN has *n* binary nodes, the joint probability distribution *P*(*X*1, *X*2,…, *Xn*) requires 2*n* entries. There is a restrictive criterion called Markov condition that makes relationships (also CPT) among nodes simpler. Firstly, we need to know concept of conditional independence and then Markov condition will be mention later. Given a DAG *G* = (*V*, *E*), a joint probability distribution *P*, and three subsets of *V* such as *A*, *B*, and *C*, we define:

* The denotation *IP*(*A*, *B*) indicates that *A* and *B* are independent (Neapolitan, 2003, p. 18), which means that *P*(*A*, *B*) = *P*(*A*)*P*(*B*). Note, the *direct independence* *IP*(*A*, *B*) here is defined based on the joint probability distribution.
* The denotation *IP*(*A*, *B | C*) indicates that *A* and *B* are conditionally independent given *C* (Neapolitan, 2003, p. 19), which means that *P*(*A*, *B* | *C*) = *P*(*A* | *C*)*P*(*B* | *C*). Note, the *conditional independence* *IP*(*A*, *B | C*) here is defined based on the joint probability distribution. The conditional independence *IP*(*A*, *B | C*) is the most general case because *C* can be empty such that *IP*(*A*, *B |* Ø) = *IP*(*A*, *B*).

In general, equation 2.1 specified the conditional independence *IP*(*A*, *B* | *C*).

|  |  |
| --- | --- |
|  | (2.1) |

For convention, let *NIP*(*A*, *B | C*) denote *conditional dependence*, which means than *A* and *B* are conditionally dependent given *C*. *C* can be empty and of course we have *NIP*(*A*, *B |* Ø) = *NIP*(*A*, *B*). Note, *NIP*(*A*, *B*) is also called *direct dependence* and *NIP*(*A*, *B | C*) is the inverse of *IP*(*A*, *B | C*).

According to definition 2.5 in (Neapolitan, 2003, p. 75), two conditional independences *IP*(*A*1, *B*1 *| C*1) and *IP*(*A*2, *B*2 *| C*2) are *equivalent* if for every joint probability distribution *P* of *V*, *IP*(*A*1, *B*1 *| C*1) holds if and only if *IP*(*A*2, *B*2 *| C*2) holds. Note, *V* is the set of random variables (nodes) in *G* = (*V*, *E*).

## 2.1. Markov condition

Recall that let (*G*, *P*) denote a BN where *G* = (*V*, *E*) is a DAG and *P* is a joint probability distribution. **Markov condition** (Neapolitan, 2003, p. 31) is stated that every node *X* is conditionally independent from its non-descendants given its parents. In other words, node *X* is only dependent on its directed parents. Equation 2.1.1 defines Markov condition (Neapolitan, 2003, p. 31).

|  |  |
| --- | --- |
|  | (2.1.1) |

Where *NDX* and *PAX* are the set of non-descendants of *X* and the set of parents of *X*, respectively. As a convention, *NDX* excludes *X* and *PAX* excludes *X* too, such that . *NDX* is not empty but *PAX* can be empty. When *PAX* is empty, equation 2.1.1 becomes:

Note, Markov condition is defined based on the joint probability distribution *P* and so, equation 2.1.1 is interpreted as follows:

When *PAX* is empty,

By default, BN satisfies Markov condition. Because inference and structure learning algorithms are based on Markov condition, please pay attention to it.

**Example 2.1.1.** Given two DAGs *G*1 and *G*2 shown in figure 2.1.1 and a joint probability distribution *P*(*X*, *Y*, *Z*), we will test whether (*G*1, *P*) and (*G*2, *P*) satisfy Markov condition.
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**Figure 2.1.1.** An example of two DAGs

Variable *X*, *Y*, and *Z* represents colored objects, numbered objects, and square-round objects, respectively (Neapolitan, 2003, p. 11). There are such 13 objects shown in figure 2.2.2 (Neapolitan, 2003, p. 12).
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**Figure 2.1.2.** Thirteen objects

Values of *X*, *Y*, and *Z* are defined in table 2.1.1 (Neapolitan, 2003, p. 32).

|  |  |
| --- | --- |
| *X*=1 | All black objects |
| *X*=0 | All white objects |
| *Y*=1 | All object named “1” |
| *Y*=0 | All object named “2” |
| *Z*=1 | All square objects |
| *Z*=0 | All round objects |

**Table 2.1.1.** Values of variables representing thirteen objects

The joint probability distribution *P*(*X*, *Y*, *Z*) assigns a probability of 1/13 to each object. In other words, *P*(*X*, *Y*, *Z*) is determined as relative frequencies among such 13 objects. For example, *P*(*X*=1, *Y*=1, *Z*=1) is probability of objects which are black, named “1”, and square. There are 2 such objects and hence, *P*(*X*=1, *Y*=1, *Z*=1) = 2/13. As another example, we need to calculate the marginal probability *P*(*X*=1, *Y*=1) and the conditional probability *P*(*Y*=1, *Z*=1 | *X*=1). Because there are 3 black and named “1” objects, we have *P*(*X*=1, *Y*=1) = 3/13. Because there are 2 named “1” and square objects among objects 9 black objects, we have *P*(*Y*=1, *Z*=1 | *X*=1) = 2/9. It is easy to verify that the joint probability distribution *P*(*X*, *Y*, *Z*) satisfies equation 1.7, as seen in table 2.1.2:

|  |  |
| --- | --- |
| *X*, *Y*, *Z* | *P*(*X*, *Y*, *Z*) |
| 1, 1, 1 | 2/13 |
| 1, 1, 0 | 1/13 |
| 1, 0, 1 | 4/13 |
| 1, 0, 0 | 2/13 |
| 0, 1, 1 | 1/13 |
| 0, 1, 0 | 1/13 |
| 0, 0, 1 | 1/13 |
| 0, 0, 0 | 1/13 |

**Table 2.1.2.** Joint probability distribution *P*(*X*, *Y*, *Z*)

For (*G*1, *P*), we only test whether *IP*({*Y*}, {*Z*} | {*X*}) holds because there is only one possible *IP*({*Y*}, {*Z*} | {*X*}) in *G*1 according to Markov condition. In other words, we will test if *P*(*Y*, *Z* | *X*) = *P*(*Y* | *X*)*P*(*Z* | *X*) for all values of *X*, *Y*, and *Z*. Table 2.1.3 compares *P*(*Y*, *Z* | *X*) with *P*(*Y* | *X*)*P*(*Z* | *X*) for all values of *X*, *Y*, *Z*.

|  |  |  |
| --- | --- | --- |
| *X*, *Y*, *Z* | *P*(*Y*, *Z*|*X*) | *P*(*Y*|*X*)*P*(*Z*|*X*) |
| 1, 1, 1 | 2/9 | (3/9)\*(6/9)=2/9 |
| 1, 1, 0 | 1/9 | (3/9)\*(3/9)=1/9 |
| 1, 0, 1 | 4/9 | (6/9)\*(6/9)=4/9 |
| 1, 0, 0 | 2/9 | (6/9)\*(3/9)=2/9 |
| 0, 1, 1 | 1/4 | (2/4)\*(2/4)=1/4 |
| 0, 1, 0 | 1/4 | (2/4)\*(2/4)=1/4 |
| 0, 0, 1 | 1/4 | (2/4)\*(2/4)=1/4 |
| 0, 0, 0 | 1/4 | (2/4)\*(2/4)=1/4 |

**Table 2.1.3.** Comparison of *P*(*Y*, *Z* | *X*) with *P*(*Y* | *X*)*P*(*Z* | *X*)

From table 2.1.3, *P*(*Y*, *Z* | *X*) equals *P*(*Y* | *X*)*P*(*Z* | *X*) for all values of *X*, *Y*, and *Z*, which implies *IP*({*Y*}, {*Z*} | {*X*}) holds. Hence, (*G*1, *P*) satisfies Markov condition.

For (*G*2, *P*), we only test whether *IP*({*Y*}, {*Z*}) holds because there is only one possible *IP*({*Y*}, {*Z*}) in *G*2. In other words, we will test if *P*(*Y*, *Z*) = *P*(*Y*)*P*(*Z*) for all values of *Y* and *Z*. Table 2.1.4 compares *P*(*Y*, *Z*) with *P*(*Y*)*P*(*Z*) for all values of *X*, *Y*, *Z*.

|  |  |  |
| --- | --- | --- |
| *Y*, *Z* | *P*(*Y*, *Z*) | *P*(*Y*)*P*(*Z*) |
| 1, 1 | 3/13 | (5/13)\*(8/13)=40/169 |
| 1, 0 | 2/13 | (5/13)\*(5/13)=25/169 |
| 0, 1 | 5/13 | (8/13)\*(8/13)=64/169 |
| 0, 0 | 3/13 | (8/13)\*(5/13)=40/169 |

**Table 2.1.4.** Comparison of *P*(*Y*, *Z*) with *P*(*Y*)*P*(*Z*)

From table 2.1.4, *P*(*Y*, *Z*) is different from *P*(*Y*)*P*(*Z*) for all values of *Y* and *Z*, which implies *IP*({*Y*}, {*Z*}) does not hold. Hence, (*G*2, *P*) does not satisfy Markov condition■

According to theorem 1.4 in (Neapolitan, 2003, p. 34), if Markov condition is satisfied, evaluation of the joint probability distribution equals evaluation of the product of conditions probabilities of nodes given values of their parents (Neapolitan, 2003, p. 34) whenever these conditional probabilities exist. Note, nodes are evaluated as values. For example, given *P*1 is a joint probability distribution. Suppose we do not know the formula of *P*1 but if (*G*, *P*1) where *G* is a DAG satisfies Markov condition in evaluation then:

|  |  |
| --- | --- |
|  | (2.1.2) |

The expression is called *Markov condition formula*. In other words, according to theorem 1.4 in (Neapolitan, 2003, p. 34), if a (*G*, *P*) satisfies Markov condition then *P* also satisfies Markov condition formulaspecified equation 2.1.2 in evaluation. Recall that the conditional probability *P*(*Xi*|*PAi*) is CPT or CPD of *Xi*. The proof of theorem 1.4 is in (Neapolitan, 2003, pp. 34-35).

Conversely, according to theorem 1.5 in (Neapolitan, 2003, p. 37), given a DAG *G* and every node *Xi* in *G* has a condition probability *P*(*Xi* | *PAi*) on its parents. If the joint probability distribution is defined as product of conditions probabilities of nodes given their parents, according to equation 1.8, then (*G*, *P*) satisfies Markov condition. In other words, if the joint probability distribution is defined as Markov condition formula then, the (*G*, *P*) satisfies Markov condition. The proof of theorem 1.4 is in (Neapolitan, 2003, pp. 37-38). Theorems 1.4 and 1.5 are corner stone of Bayesian network, which are invented by Neapolitan.

BN is constructed in practice with theorem 1.5 in (Neapolitan, 2003, p. 37). Markov condition reduces significantly computational cost. Suppose a DAG *G* has *n* binary nodes, the joint probability distribution *P*(*X*1, *X*2,…, *Xn*) requires 2*n* entries. However, given *P* is established according to theorem 1.5 in (Neapolitan, 2003, p. 37), if every node has at most *k* (<<*n*) parents then, *P* needs only *n*2*k* (<<2*n*) entries at most because each node needs 2*k* entries at most for its CPT.

**Example 2.1.2.** For illustrating theorem 1.4 in (Neapolitan, 2003, p. 34), given the DAG *G*1 shown in figure 2.1.1 and a joint probability distribution *P*(*X*, *Y*, *Z*) defined as relative frequencies among 13 objects shown in figure 2.1.2. In other words, *P*(*X*, *Y*, *Z*) assigns a probability of 1/13 to each object. For example, because there are 2 such objects and hence, we have *P*(*X*=1, *Y*=1, *Z*=1) = 2/13. Because there are 3 black and named “1” objects, we have *P*(*X*=1, *Y*=1) = 3/13.

From example 2.1.1, we know that (*G*1, *P*) satisfies Markov condition according to definition equation 2.1.1, we will prove that the joint probability distribution *P*(*X*, *Y*, *Z*) also satisfies Markov condition formula according to equation 2.1.2. The Markov condition formula for *G*1 is *P*(*Y*, *Z*|*X*)*P*(*X*).

|  |  |  |
| --- | --- | --- |
| *X*, *Y*, *Z* | *P*(*X*, *Y*, *Z*) | *P*(*Y*, *Z*|*X*)*P*(*X*) |
| 1, 1, 1 | 2/13 | (2/9)\*(9/13)=2/13 |
| 1, 1, 0 | 1/13 | (1/9)\*(9/13)=1/13 |
| 1, 0, 1 | 4/13 | (4/9)\*(9/13)=4/13 |
| 1, 0, 0 | 2/13 | (2/9)\*(9/13)=2/13 |
| 0, 1, 1 | 1/13 | (1/4)\*(4/13)=1/13 |
| 0, 1, 0 | 1/13 | (1/4)\*(4/13)=1/13 |
| 0, 0, 1 | 1/13 | (1/4)\*(4/13)=1/13 |
| 0, 0, 0 | 1/13 | (1/4)\*(4/13)=1/13 |

**Table 2.1.5.** Comparison of the joint probability distribution *P*(*X*, *Y*, *Z*) with the Markov condition formula *P*(*Y*, *Z*|*X*)*P*(*X*)

From table 2.1.5, *P*(*X*, *Y*, *Z*) equals *P*(*Y*, *Z*|*X*)*P*(*X*) for all values of *X*, *Y*, and *Z*, which implies the joint probability distribution *P*(*X*, *Y*, *Z*) also satisfies Markov condition formula according to equation 2.1.2.

For illustrating theorem 1.5 in (Neapolitan, 2003, p. 37), from example 2.1.1, given (*G*2, *P*) shown in figure 2.1.1 where its joint probability distribution *P*(*X*, *Y*, *Z*) is defined as relative frequencies among 13 objects and its DAG *G*2 does not satisfy Markov condition, we prove that (*G*2, *P*) will satisfies Markov condition if *P* is re-defined as Markov condition formula according to theorem 1.5 in (Neapolitan, 2003, p. 37).

Note, *P*(*Y*), *P*(*Z*), and *P*(*X*|*Y*, *Z*) are CPTs calculated as relative frequencies among 13 objects shown in figure 2.1.2. Instead of evaluating the new *P* for all values of *X*, *Y*, and *Z* as usual, we will prove by symbolic inference. In fact, we have:

It implies *P*(*Y*, *Z*) = *P*(*Y*)*P*(*Z*) for all values of *Y* and *Z*, which means that the unique conditional independence *IP*({*Y*}, {*Z*}) holds. Hence (*G*2, *P*) with new *P* satisfies Markov condition according to the definition 1.9 in (Neapolitan, 2003, p. 31)■

Every joint probability distribution *P* owns “inherent” conditional independences. When a (*G*, *P*) satisfies Markov condition, each “Markov” conditional independence of each node from its non-descendants given its parents belongs to “inherent” conditional independences of *P* via equation 2.1.1. In other words, that (*G*, *P*) satisfies Markov condition means *G* entails only a subset or whole of “inherent” conditional independences of *P*. For example, given (*G*1, *P*) specified by figure 2.1.1 and table 2.1.1, the *IP*({*Y*}, {*Z*} | {*X*}) is a “Markov” conditional independence of *Y* (and *Z*) given parent node *X* and it is also a “inherent” conditional independence derived from *P*. There is a question: whether Markov condition entails other conditional independences different from “Markov” conditional independences of nodes? Neapolitan (Neapolitan, 2003, p. 66) said yes.

According to definition 2.1 in (Neapolitan, 2003, p. 66), let *G* = (*V*, *E*) be a DAG, where *V* is a set of random variables. We say that, based on the Markov condition, *G* entails conditional independence *IP*(*A*, *B* | *C*) for *A*, *B*, *C* ⊆ *V* if *IP*(*A*, *B* | *C*) holds for every where is the set of all joint probabilities that (*G*, *P*) satisfies Markov condition. Neapolitan (Neapolitan, 2003, p. 66) also said Markov condition entails the conditional independence *IP*(*A*, *B* | *C*) for *G* and that the conditional independence *IP*(*A*, *B* | *C*) is in *G*. As a convention, such *IP*(*A*, *B* | *C*) is called *entailed conditional independence*. Of course, “Markov” conditional independence is an entailed conditional independence. An “inherent” conditional independence (in a *P*) that is not entailed by Markov condition is called *non-entailed conditional independence*. In general, within Markov condition, let *M* be the set of “Markov” conditional independences, let *E* be the set of entailed conditional independence, and let *NP* be the set of “inherent” conditional independences in a given *P*, we have:

Your attention please, the sets *M* and *E* are determined over all where is the set of all joint probabilities that (*G*, *P*) satisfies Markov condition. In other words, *M* is the same for all and *E* is the same for all .

According to lemma 2.2 in (Neapolitan, 2003, p. 75), any conditional independence entailed by a DAG, based on the Markov condition, is equivalent to a conditional independence among disjoint sets of random variables. Please see the aforementioned definition 2.5 in (Neapolitan, 2003, p. 75) for more details about equivalent independence. For instance, given three sets of random variables *A*, *B*, and *C* such that *A* ∩ *B* = Ø, *A* ∩ *C* ≠ Ø, and *B* ∩ *C* ≠ Ø, that is, for every probability distribution *P* of *V*, *IP*(*A*, *B* | *C*) holds if and only *IP*(*A*\*C*, *B*\*C* | *C*) holds. Obviously, *A*\*C*, *B*\*C*, and *C* are disjoint sets. Note, the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014).

**Example 2.1.2.** For illustrating concept of entailed conditional independence, given a DAG *G* = (*V*, *E*) shown in figure 2.1.3 (Neapolitan, 2003, p. 67). Let be the set of all joint probability distributions such that (*G*, *P*) satisfies Markov condition for all .
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**Figure 2.1.3.** A DAG for illustrating concept of entailed conditional independence

Because the DAG in figure 2.1.3 has only two “Markov” conditional independences *IP*({*W*}, {*X*, *Y*} | {*Z*}) and *IP*({*Z*}, {*X*} | {*Y*}), all own the twos. Hence, if another conditional independence is derived from the twos, it is an entailed conditional independence entailed by Markov condition.

From *IP*({*W*}, {*X*, *Y*} | {*Z*}), according to equation 2.1, we have:

From *IP*({*W*}, {*X*, *Y*} | {*Z*}), according to equation 2.1, we also have:

It implies

Hence, *W* is conditionally independent from *Y* given *Z*. In other words, we have:

From *IP*({*Z*}, {*X*} | {*Y*}) we have:

Neapolitan (Neapolitan, 2003, p. 68) proved that:

(Due to total probability rule)

(Due to *P*(*W*|*Y*, *Z*) = *P*(*W*|*Z*, *X*, *Y*) and *P*(*Z*|*X*, *Y*) = *P*(*Z*|*Y*))

(Due to total probability rule)

Obviously, *W* and *X* are conditionally independent given *Y* and so it is asserted that *IP*({*W*}, {*X*} | {*Y*}) is entailed from Markov condition■

Although Markov condition entails independence, it does not entail dependence. Concretely (Neapolitan, 2003, p. 65), given a (*G*, *P*) satisfies Markov condition, the absence of an edge from node *X* to node *Y* implies independence of *Y* from *X* but the presence of an edge from node *X* to node *Y* does not implies dependence of *X* and *Y*. The faithfulness condition mentioned in subsection 2.4 will matches independence and dependence with absence and presence of edges.

## 2.2. d-separation

Independence in a (*G*, *P*) until now is defined based on the joint probability distribution. For instance, given a DAG *G* = (*V*, *E*), a joint probability distribution *P*, and subsets of *V* such as *A*, *B*, and *C*, a conditional independence *IP*(*A*, *B* | *C*) is defined as follows:

However, independence in a (*G*, *P*) can be defined by topology of the DAG *G* = (*V*, *E*). The concept of d-separation is used to determine topological independence. There are some important concepts that constitute the d-separation concept (Neapolitan, 2003, p. 71):

* The chain *X→Z→Y* or *X←Z←Y* is called *head-to-tail meeting*, in which the edges meet head-to-tail at *Z* and *Z* is a head-to-tail node on the chain. It is also called serial path.
* The chain *X←Z→Y* is called *tail-to-tail meeting*, in which the edges meet tail-to-tail at *Z* and *Z* is a tail-to-tail node on the chain. It is also called divergent chain.
* The chain *X→Z←Y* is called *head-to-head* *meeting*, in which the edges meet head-to-head at *Z*, and *Z* is a head-to-head node on the chain. It is also called convergent chain.
* The chain *X–Z–Y* is called *uncoupled* *meeting* if *X* and *Y* aren’t adjacent.

Let *X*, *Y* be two nodes and let *C* be a subset of nodes such that *C V*, , , and *X* ≠ *Y*. Note, *C* can be empty. Given the chain *p* between *X* and *Y*, *p* is *blocked* by *C* if and only if one of three following *blocked conditions* is satisfied (Neapolitan, 2003, pp. 71-72):

1. There is an intermediate node on *p* so that all edges on *p* incident to *Z* are head-to-tail meeting at *Z*.
2. There is an intermediate node on *p* so that all edges on *p* incident to *Z* are tail-to-tail meeting at *Z*.
3. There is an intermediate node *Z* on *p* so that:

* *Z* and all descendants of *Z* are not in *C* ().
* All edges op *p* incident to *Z* are head-to-head meetings.

The chain is called *active* given set *C* if it is not blocked by set *C*. The third blocked condition implies that all head-to-head meetings on *p* are outside *C*. *When C is empty (C =* Ø*), only the third block condition is tested for blocking* because obviously the first and second blocked conditions are not satisfied with empty *C*.

**Example 2.2.1.** The DAG shown in figure 2.2.1 is used for illustrating blocked conditions.
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**Figure 2.2.1.** A DAG for illustrating blocked conditions

In figure 2.2.1, we have:

* The chain *Y*–*X*–*Z*–*S* is blocked by {*X*} because the edges on the chain incident to *X* meet tail-to-tail at *X*, according to the condition 1 (Neapolitan, 2003, p. 72). That chain is also blocked by {*Z*} because the edges on the chain incident to *Z* meet head-to-tail at *Z*, according to the condition 1 (Neapolitan, 2003, p. 72).
* The chain *W*–*Y*–*R*–*Z*–*S* is blocked by because , , and the edges on the chain incident to *R* (such as *Y→R* and *Z→R*) meet head-to-head at *R*, according to the condition 3 (Neapolitan, 2003, p. 72).
* The chain *W*–*Y*–*R*–*S* is blocked by {*R*} because the edges on the chain incident to *R* meet head-to-tail at *R*, according to condition 1 (Neapolitan, 2003, p. 72).
* The chain *W*–*Y*–*R*–*Z*–*S* is not blocked by {*R*} because the edges on the chain incident to *R* (such as *Y→R* and *Z→R*) meet head-to-head at *R*. Moreover, this chain is not blocked by {*T*} because *T* is a descendent of *R* (Neapolitan, 2003, p. 72)■

According to definition 2.3 in (Neapolitan, 2003, p. 72), given a DAG *G* = (*E*, *V*), a subset *C* *V*, and two nodes *X* and *Y* are distinct and not in *C*. We say *X* and *Y* are **d-separated** by *C* if all chains between *X* and *Y* are blocked by *C*. *C* is also called a *d-separating* of *G*.

**Example 2.2.2.** In figure 2.2.1, we have:

* *X* and *R* are d-separated by {*Y*, *Z*} because the chain *X*–*Y*–*R* is blocked at *Y*, and the chain *X*–*Z*–*R* is blocked at *Z* (Neapolitan, 2003, p. 72).
* *X* and *T* are d-separated by {*Y*, *Z*} because the chain *X*–*Y*–*R*–*T* is blocked at *Y*, the chain *X*–*Z*–*R*–*T* is blocked at *Z*, and the chain *X*–*Z*–*S*–*R*–*T* is blocked at *Z* and at *S* (Neapolitan, 2003, p. 72).
* *Y* and *Z* are d-separated by {*X*} because the chain *Y*–*X*–*Z* is blocked at *X*, the chain *Y*–*R*–*Z* is head-to-head meeting at *R* whereas *R* along with its descendants {*S*, *T*} are not in {*X*}, and the chain *Y*–*R*–*S*–*Z* is head-to-head meeting at *S* whereas *S* is not in {*X*} (Neapolitan, 2003, p. 72).
* *W* and *S* are d-separated by {*R*, *Z*} because the chain *W*–*Y*–*R*–*S* is blocked at *R*, the chains *W*–*Y*–*R*–*Z*–*S* and *W*–*Y*–*X*–*Z*–*S* are both blocked at *Z* (Neapolitan, 2003, p. 72).
* *W* and *S* are also d-separated by {*Y*, *Z*} because the chain *W*–*Y*–*R*–*S* is blocked at *Y*, the chain *W*–*Y*–*R*–*Z*–*S* is blocked at {*Y*, *Z*}, and the chain *W*–*Y*–*X*–*Z*–*S* is blocked at *Z* (Neapolitan, 2003, p. 72). The chain *W*–*Y*–*R*–*Z*–*S* is also head-to-head meeting at *R* whereas *R* along with its descendants {*S*, *T*} are not in {*Y*, *Z*}.
* *W* and *T* are d-separated by {*R*} because the chains *W*–*Y*–*R*–*T*, *W*–*Y*–*X*–*Z*–*R*–*T*, and *W*–*Y*–*X*–*Z*–*S*–*R*–*T* are blocked at *R*.
* *W* and *X* are not d-separated by {*Y*} because there is a chain *W*–*Y*–*X* between *W* and *Y* which is not blocked at *Y* (Neapolitan, 2003, p. 72).
* *W* and *T* are not d-separated by {*Y*} because there is a chain *W*–*Y*–*X*–*Z*–*R*–*T* between *W* and *T* which is not blocked at *Y* (Neapolitan, 2003, p. 72). Note, none of three blocked conditions for {*Y*} is satisfied on the chain *W*–*Y*–*X*–*Z*–*R*–*T*■

According to definition 2.3 in (Neapolitan, 2003, p. 73), given DAG *G* = (*V*, *E*) and given *A*, *B*, and *C* are mutually disjoint subsets of *V*, if for every node and every node , *X* and *Y* are d-separated by *C* then, we have a topological independence denoted as follows:

If *C* is empty, we write:

Hence, *IG*(*A*, *B* | *C*) denotes a *d-separation* where *C* can be empty. The notation *NIG*(*A*, *B* | *C*) indicates that *A* and *B* are not d-separated by *C* and *C* can be empty. *NIG*(*A*, *B* | *C*) representing a topological dependence is the inverse of *IG*(*A*, *B* | *C*).

Of course, we have *IG*(*A*, *B* | Ø) = *IG*(*A*, *B*) and *NIG*(*A*, *B* | Ø) = *NIG*(*A*, *B*).

According to lemma 2.4 in (Neapolitan, 2003, p. 85), let *G* = (*V*, *E*) be a DAG then, node *X* and node *Y* are adjacent in *G* if and only if they are not d-separated by some set in *G*. According to corollary 2.2 in (Neapolitan, 2003, p. 86), let *G* = (*V*, *E*) be a DAG then, if node *X* and node *Y* are d-separated by some set, they are d-separated either by the set consisting of the parents of *X* or the set consisting of the parents of *Y*. According to lemma 2.5 in (Neapolitan, 2003, p. 86), given a DAG *G* = (*V*, *E*) and an uncoupled meeting *X*–*Z*–*Y*, the three following statements are equivalent:

1. *X*–*Z*–*Y* is a head-to-head meeting.
2. There exists a set not containing *Z* that d-separates *X* and *Y*.
3. All sets containing *Z* do not d-separate *X* and *Y*.

Lemma 2.1 in (Neapolitan, 2003, p. 74) is used to link conditional independence (probabilistic independence) and topological independence (d-separation). According to this lemma, let *G* = (*V*, *E*) be a DAG and let *P* be a joint probability distribution, the (*G*, *P*) satisfies Markov condition if and only if

|  |  |
| --- | --- |
|  | (2.2.1) |

Where *A*, *B*, and *C* are mutually disjoint subsets of *V*. From lemma 2.1 in (Neapolitan, 2003, p. 74), when the (*G*, *P*) satisfies Markov condition, the DAG *G* is called an *independence map* of *P*.

**Example 2.2.3.** Given a (*G*, *P*) satisfies Markov condition where *G* is the DAG shown in figure 2.2.1 and *P* is a joint probability distribution. We have *IG*({*X*}, {*R*} | {*Y*, *Z*}) because the chain *X*–*Y*–*R* is blocked at *Y*, and the chain *X*–*Z*–*R* is blocked at *Z* (Neapolitan, 2003, p. 72). Because (*G*, *P*) satisfies Markov condition, we also have *IP*({*X*}, {*R*} | {*Y*, *Z*}) according to lemma 2.1 (Neapolitan, 2003, p. 74). Indeed, we have:

(Due to total probability rule)

(Due to Markov condition for node *R*)

(Due to total probability rule)

Obviously, we have *IP*({*X*}, {*R*} | {*Y*, *Z*}).

Lemma 2.1 (Neapolitan, 2003, p. 74) implies that, based on Markov condition, given a DAG, every d-separation is a conditional independence. Conversely, given a (*G*, *P*) satisfies Markov condition, it is not sure that a conditional independence *IP*(*A*, *B* | *C*) in *P* implies a d-separation *IG*(*A*, *B* | *C*) as seen in equation 2.2.1. This one-way rule causes a so-called explaining away phenomenon (Fenton, Noguchi, & Neil, 2019) or Berkson’s paradox. Recall that there are three meetings mentioned in blocked conditions: head-to-tail (serial), tail-to-tail (divergent), and head-to-head (convergent). Three DAGs in figure 2.2.2 represent such three meetings. For extension, node *Z* in (a), (b), and (c) can be replaced by a set.
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**Figure 2.2.2.** Head-to-tail (a), tail-to-tail (b), and head-to-head (c)

*X* and *Y* are not d-separated on chains (a) and (b) by Ø because three blocked conditions are not satisfied here without intermediate nodes (set of immediate nodes is empty). So, we have *NIG*({*X*}, {*Y*}) on chains (a) and (b). However, *X* and *Y* are d-separated on chains (a) and (b) by *Z* if *Z* is instantiated (*Z* is known) according to the first and second blocked conditions. So, we have *IG*({*X*}, {*Y*} | {*Z*}) on chains (a) and (b).

Conversely, *X* and *Y* are d-separated on chain (c) by Ø according to the third blocked condition. So, we have *IG*({*X*}, {*Y*}) on chain (c). However, *X* and *Y* are not d-separated on chain (c) by *Z* if *Z* is instantiated (*Z* is known) because three blocked conditions are not satisfied here by the intermediate node *Z*. So, we have *NIG*({*X*}, {*Y*} | {*Z*}) on chains (c). The existence of both *IG*({*X*}, {*Y*}) and *NIG*({*X*}, {*Y*} | {*Z*}) on chain (c) is the explaining away phenomenon or Berkson’s paradox because we often expect that *X* is independent from *Y* given *Z* if we knew that *X* and *Y* are independent each other before. The explaining away phenomenon is illustrated in example 2.2.4. It is interesting that known *Z* blocks chains (a) and (b) at *Z* by *IG*({*X*}, {*Y*} | {*Z*}) but opens chain (c) at *Z* by *NIG*({*X*}, {*Y*} | {*Z*}).

**Example 2.2.4.** For illustrating the explaining away phenomenon, let (*G*, *P*) satisfies Markov condition where DAG *G* is shown in figure 2.2.2 (c) and *P* is a join probability distribution. From the d-separation *IG*({*X*}, {*Y*}), we have *IP*({*X*}, {*Y*}) according to lemma 2.1 in (Neapolitan, 2003, p. 74). Suppose both *X* and *Y* are failure causes of an engine *Z*. Engine is failed when *Z*=1 (*Z* is known). If we continue to know that *X* (*Y*) is the real failure cause, the probability of *Y* (*X*) is decreased, following *NIG*({*X*}, {*Y*} | {*Z*}). This means that if *Z* is known, *X* and *Y* influence each other. Suppose failure causes have the same possibility at original state (engine *Z* is not failed yet) and so we have: *P*(*X*=1) = *P*(*X*=0) = *P*(*Y*=1) = *P*(*Y*=0) = 0.5, and *P*(*Z*=1|*X*=1, *Y*=0) = *P*(*Z*=1|*X*=0, *Y*=1) = 0.8. Followings are pre-defined CPTs of *X*, *Y*, and *Z*.

|  |
| --- |
| *P*(*X*=1) = *P*(*X*=0) = 0.5  *P*(*Y*=1) = *P*(*Y*=0) = 0.5  *P*(*Z*=1|*X*=1, *Y*=0) = *P*(*Z*=1|*X*=0, *Y*=1) = 0.8  *P*(*Z*=0|*X*=1, *Y*=0) = *P*(*Z*=0|*X*=0, *Y*=1) = 0.2  *P*(*Z*=1|*X*=1, *Y*=1) = 0.9  *P*(*Z*=0|*X*=1, *Y*=1) = 0.1  *P*(*Z*=1|*X*=0, *Y*=0) = 0  *P*(*Z*=0|*X*=0, *Y*=0) = 1 |

Due to “Markov” conditional independence *IP*({*X*}, {*Y*}), we have:

*P*(*X*, *Y*) = *P*(*X*)*P*(*Y*), *P*(*Y*|*X*) = *P*(*Y*), and *P*(*X*|*Y*) = *P*(*X*)

Suppose engine *Z* is failed (*Z*=1) and we know *X* is the real failure cause (*X*=1), we need to calculate and compare *P*(*Y*=1|*X*=1, *Z*=1) with *P*(*Y*=1|*Z*=1). We have:

We also have:

Hence,

Hence,

(Due to Bayes’ rule)

(Due to *IP*(*X*, *Y*))

Whereas,

Obviously,that *P*(*Y*=1|*X*=1, *Z*=1) < *P*(*Y*=1|*Z*=1) means *X* and *Y* are influence each other given *Z*, which indicates existence of the conditional dependence *NIP*(*X*, *Y* | *Z*) following *NIG*(*X*, *Y* | *Z*) in this example■

Recall that, lemma 2.1 in (Neapolitan, 2003, p. 74) implies that, based on Markov condition, given a DAG, every d-separation is a conditional independence. Conversely, given a (*G*, *P*) satisfies Markov condition, it is not sure that a conditional independence *IP*(*A*, *B* | *C*) in *P* implies a d-separation *IG*(*A*, *B* | *C*) as seen in equation 2.2.1. However, an entailed conditional independence always implies a d-separation (Neapolitan, 2003, p. 75). Lemma 2.3 in (Neapolitan, 2003, p. 75) proved this. Recall that, according to definition 2.1 in (Neapolitan, 2003, p. 66), Markov condition can entail (entailed) conditional independences which are different from “Markov” conditional independences.

According to lemma 2.3 in (Neapolitan, 2003, p. 75), let *G* = (*V*, *E*) be a DAG and be the set of all probability distributions such that the (*G*, *P*) satisfies the Markov condition. Then for every three mutually disjoint subsets *A*, *B*, *C* ⊆ *V*,

|  |  |
| --- | --- |
|  | (2.2.2) |

It is easy to recognize that every *IP*(*A*, *B* | *C*) in equation 2.2.2 is an entailed conditional independence, according to definition 2.1 in (Neapolitan, 2003, p. 66).

According to definition 2.6 in (Neapolitan, 2003, p. 76), a conditional independence *IP*(*A*, *B* | *C*) is *identified by d-separation* in *G* if one of two following conditions is satisfied:

1. *IG*(*A*, *B* | *C*) holds.
2. *A*, *B*, and *C* are not mutually disjoint; *A*’, *B*’, and *C*’ are mutually disjoint, *IP*(*A*, *B* | *C*) and *IP*(*A*’, *B*’ | *C*’) are equivalent, and we have *IG*(*A*’, *B*’ | *C*’).

Recall that two conditional dependences *IP*(*A*1, *B*1 *| C*1) and *IP*(*A*2, *B*2 *| C*2) are equivalent if for every joint probability distribution *P* of *V*, *IP*(*A*1, *B*1 *| C*1) holds if and only if *IP*(*A*2, *B*2 *| C*2) holds, according to definition 2.5 in (Neapolitan, 2003, p. 75).

As a result, according to theorem 2.1 in (Neapolitan, 2003, p. 76), based on the Markov condition, a DAG *G* entails all and only (entailed) conditional independencies that are identified by d-separations in *G*. In other words, there is no entailed conditional independence that is not identified by d-separation in a (*G*, *P*) satisfying Markov condition where *G* is DAG (Neapolitan, 2003, p. 75). However, with Markov condition, some non-entailed conditional independencies in a given (*G*, *P*) may not be identified by d-separation, as seen in example 2.2.5.
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**Figure 2.2.3.** A (*G*, *P*) for illustrating non-entailed conditional independence not identified by d-separation

**Example 2.2.5.** Given a (*G*, *P*) shown in figure 2.2.3 (Neapolitan, 2003, p. 76), *IG*({*X*}, {*Z*}) = *IG*({*X*}, {*Z*} | Ø) does not hold because three blocked conditions are not satisfied here without intermediate nodes (set of immediate nodes is Ø). However, *IP*({*X*}, {*Z*}) holds because *P*(*Z*|*X*) equals *P*(*Z*) as seen in table 2.2.1.

|  |  |  |
| --- | --- | --- |
| *X*, *Z* | *P*(*Z*|*X*) | *P*(*Z*) |
| *x*1, *z*1 | *e* – *b*(*e* – *f*) | *e* – *b*(*e* – *f*) |
| *x*1, *z*2 | 1 – *e* + *b*(*e* – *f*) | 1 – *e* + *b*(*e* – *f*) |
| *x*2, *z*1 | *e* – *b*(*e* – *f*) | *e* – *b*(*e* – *f*) |
| *x*2, *z*2 | 1 – *e* + *b*(*e* – *f*) | 1 – *e* + *b*(*e* – *f*) |

**Table 2.2.1.** Comparison between *P*(*Z*|*X*) and *P*(*Z*) given *P* shown in figure 2.2.3

Followings are formulas of *P*(*Z*|*X*) and *P*(*Z*).

(Due to total probability rule)

(*P*(*Z*|*Y*, *X*) = *P*(*Z*|*Y*) due to *IP*(*X*, *Z* | *Y*) according to Markov condition)

We also have:

For explaining table 2.2.1, we try to calculate *P*(*Z*=*z*1|*X*=*x*1) and *P*(*Z*=*z*1) as follows:

The conditional independence *IP*({*X*}, {*Z*}) is non-entailed conditional independence because there are many joint probability distributions (different from the one shown in figure 2.2.3) which satisfy Markov condition and Markov condition with these distributions does not entail *IP*({*X*}, {*Z*}). As a result, we have the non-entailed conditional independence *IP*({*X*}, {*Z*}) but do not have *IG*({*X*}, {*Z*}) (Neapolitan, 2003, p. 76). In other words, *IP*({*X*}, {*Z*}) is not identified by a respective d-separation■

Given DAG *G* = (*V*, *E*), let *B* and *C* be sets of nodes such that *B* ≠ *C*. In other words, *B* and *C* are disjoint subsets of *V*. The algorithm to find d-separations is essentially to find a set *A* so that all nodes in *A* are d-separated from all nodes in *B* by *C*. This algorithm is called *find-d-separations algorithm*. Actually, find-d-separations algorithm is to find a set *A* so that *A* is d-separated from *B* by *C*, which means that the d-separation *IG*(*A*, *B* | *C*) is determined. Note, *A* ≠ *B* and *A* ≠ *C*. Let *R* be another set of nodes, recall that a chain *p* between node and node is active given *C* if it is not blocked by *C* according to three blocked conditions aforementioned (Neapolitan, 2003, pp. 71-72). By negating the three blocked conditions, in other words, a triple active chain *p* = [*X*, *Y*, *Z*] given *C* where , must satisfy one of two following conditions (Neapolitan, 2003, p. 79):

1. *X*–*Y*–*Z* is not head-to-head meeting at *Y* and *Y* is not in *C*.
2. *X*–*Y*–*Z* is head-to-head meeting at *Y* and *Y* is or has a descendant in *C*.

The two conditions are called *active conditions* given *C*. So, find-d-separations algorithm aims to determine the set *R* such that for each then or there is an active chain given *C* between *X* and a node in *B*. Finally, we have the result where the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014). The two active conditions are used to determine all active chains given *C* here with note that an active chain is combination of successive triple active chains.

We define that an ordered pair of links (*X*–*Y*, *Y*–*Z*) in *G* is *legal* if *X*–*Y*–*Z* is a triple active chain which satisfies one of two active conditions, given *C*. A chain is legal if it does not contain any illegal ordered pair of links. As a convention, any link *X*–*Y* is legal chain. Given , a node *Z* is called reachable node of *X* if there is a legal chain between *X* and *Z* with note that *X* is considered as reachable node of *X*. A so-called *find-reachable-nodes algorithm* is to find reachable nodes of the set *B*. This implies that find-reachable-nodes algorithm is to determine the set *R* because *R* is essentially the set of reachable nodes of the set *B*. Obviously, find-d-separations algorithm is based on find-reachable-nodes algorithm because the aimed result is . For illustration, given , find-reachable-nodes algorithm find all reachable nodes of *X* as follows (Neapolitan, 2003, p. 77): for any node *Y* such that link *X*–*Y* exists, we label the link *X*–*Y* with *l*=1 and add *X* to *R*. Next for each such *Y*, we check all unlabeled links *Y*–*Z*. If the pair (*X*–*Y*, *Y*–*Z*) is legal, we label the link *Y*–*Z* with *l*=2 and then add *Y* and *Z* to *R*. We repeat this procedure with *Y* taking the place of *X*, *Z* taking the place of *Y*, and label *l*=3. If no more legal pair is found, the algorithm is stopped. The algorithm is similar to breadth-first graph search algorithm except that we visit links instead of visiting nodes (Neapolitan, 2003, p. 77). Note, the algorithm does not assume *G* is DAG. Following is pseudo-code of find-reachable-nodes algorithm (Neapolitan, 2003, p. 78).

Inputs: a DAG *G* = (*V*, *E*), a subset *B* *V*

Outputs: the subset *R* ⊂ *V* of all nodes reachable from *B*.

void *find-reachable-nodes* (*G* = (*V*, *E*), set-of-nodes *B*, set-of-nodes& *R*)

{

for (each *X* ∈ *B*) {

add *X* to *R*;

for (each *Y* such that the link *X*–*Y* exists) {

add *Y* to *R*;

label *X*–*Y* with 1;

}

}

*i* = 1;

*found* = true;

while (*found*) {

*found* = false;

for (each *Y* such that *X*–*Y* is labeled *i*)

for (each unlabeled link *Y*–*Z*

such that (*X*–*Y*, *Y*–*Z*) is legal) {

add *Z* to *R*;

label *Y*–*Z* with *i* + 1;

*found* = true;

}

*i* = *i* + 1;

}

}

}■

**Example 2.2.5.** Given the graph *G* = (*V*, *E*) shown in figure 2.2.4, given *B*={*X*} and *C* = {*M*}, by applying find-reachable-nodes algorithm, reachable nodes of *B*={*X*} are shaded cells such as *X*, *Y*, *N*, and *Z*. Iterations are described as follows:

* Iteration 1: Unlabeled edges *X→Y* and *X→N* are labeled 1. Nodes *X*, *Y* and *N* are added to *R* and so, *R* = {*X*, *Y*, *N*}. Legal chains are *X→Y*, *X→N*.
* Iteration 2: Unlabeled edge *Y→Z* are labeled 2 because the pair (*X*–*Y*, *Y*–*Z*) is legal according to the first active condition. Node *Z* is added to *R* and so, *R* = {*X*, *Y*, *N*, *Z*}. Legal chains are *X→Y→Z*, *X→N*.
* Iteration 3: Unlabeled edge *Z→N* are labeled 2 because the pair (*X*–*N*, *N*–*Z*) is legal according to the second active condition. Legal chains are *X→Y→Z*, *X→N*←*Z*. The algorithm is stopped because there is no more legal pair■
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**Figure 2.2.4.** Illustrated graph *G* = (*V*, *E*) for find-reachable-nodes algorithm

Although find-d-separations algorithm is based on find-reachable-nodes algorithm, there is an adjustment is added to find-d-separations algorithm because find-reachable-nodes algorithm may ignore some reachable nodes of given node *X* or may ignore some legal chains. The reason is that some active chains are missed due to related edges were already labeled before (Neapolitan, 2003, p. 79). For example, in figure 2.2.4, the legal chain *X→Y→Z→N* is missed because the edge *Z*→*N* was already labeled when the legal chain *X→N*←*Z* was visited (Neapolitan, 2003, p. 79). This problem is solved by creating a new graph *G*’ = (*V*, *E*’) and then applying find-reachable-nodes algorithm into *G*’ with an adjustment (Neapolitan, 2003, p. 79). The graph *G*’ = (*V*, *E*’) has the same nodes with the origin graph *G* = (*V*, *E*) but its set of edges *E*’ is composed as *E*’ = *E* {*X→Y* such that *X*←*Y* *E*}. Additional edges in *E*’ are drawn as dash-line arrows in figured 2.2.5. The adjustment is that any ordered pair of links (*X→Y*, *Y→Z*) *in G’* is legal if *X*–*Y*–*Z* is a triple active chain which satisfies one of two active conditions *in G*. Following is pseudo-code of find-d-separations algorithm (Neapolitan, 2003, p. 79).

Inputs: a DAG *G* = (*V*, *E*) and two disjoint subsets *B*, *C* ⊂ *V*.

Outputs: the subset *A* ⊂ *V* containing all nodes d-separated from every node in *B* by *C*.

void *find-d-separations* (

*G* = (*V*, *E*),

set-of-nodes *B*, *C*,

set-of-nodes& *A*)

{

for (each *Y* ∈ *V*) {

if (*Y* ∈ *B*)

*in*[*Y*] = true;

else

*in*[*Y*] = false;

if (*Y* is or has a descendent in *C*)

*descendent*[*Y*] = true;

else

*descendent*[*Y*] = false;

}

*E*’ = *E* {*X→Y* such that *X*←*Y* *E*}

// Call find-reachable-nodes algorithm follows:

*find-reachable-nodes algorithm* (*G*’ = (*V*, *E*’), *B*, *R*);

// Use this rule to decide whether (*X*–*Y*, *Y*–*Z*) in *G*’ is legal in *G*:

// The pair (*X*–*Y*, *Y*–*Z*) is legal if and only if *X* ≠ *Z*

// and one of the following holds:

// 1) *X*–*Y*–*Z* is not head-to-head in *G* and *in*[*V*] is false.

// 2) *X*–*Y*–*Z* is head-to-head in *G* and *descendent*[*V*] is true.

*A* = *V* \ (*C* ∪ *R*); // We do not need to remove *B* because *B* ⊆ *R*.

}■

**Example 2.2.6.** Given the graph *G*’ = (*V*, *E*’) shown in figure 2.2.5 which created from the graph *G* = (*V*, *E*) shown in figure 2.2.4, given *B*={*X*} and *C* = {*M*}, by applying find-d-separations algorithm, the set of reachable nodes is *R* = {*X*, *Y*, *N*, *Z*} which is drawn as solid cells and the resulted set is = {*W*} which is drawn as a rectangle cell. Obviously, the d-separation *IG*(*A*, *B* | *C*) is determined. Iterations are described as follows:

* Iteration 1: Unlabeled edges *X→Y* and *X→N* in *G*’ are labeled 1. Nodes *X*, *Y* and *N* are added to *R* and so, *R* = {*X*, *Y*, *N*}. Legal chains are *X→Y*, *X→N*.
* Iteration 2: Unlabeled edge *Y→Z* in *G*’ are labeled 2 because the pair (*X*–*Y*, *Y*–*Z*) is legal in *G* according to the first active condition. Node *Z* is added to *R* and so, *R* = {*X*, *Y*, *N*, *Z*}. Legal chains are *X→Y→Z*, *X→N*.
* Iteration 3: Unlabeled edge *Z→N* in *G*’ are labeled 2 because the pair (*X*–*N*, *N*–*Z*) is legal in *G* according to the second active condition. Legal chains are *X→Y→Z*, *X→N*←*Z*.
* Iteration 4: Unlabeled edge *Z*←*N* in *G*’ are labeled 3 because the pair (*Y*–*Z*, *Z*–*N*) is legal in *G* according to the first active condition. Legal chains are *X→Y→Z→N*, *X→N*←*Z*. The algorithm is stopped because there is no more legal pair■
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**Figure 2.2.5.** Illustrated graph *G*’ = (*V*, *E*’) for find-d-separations algorithm

The theorem 2.2 in (Neapolitan, 2003, p. 82) asserts that the resulted set *A* returned from find-d-separations algorithm contains all and only nodes d-separated from every node in *B* by *C*. Of course, there is no superset of such *A*.

## 2.3. Markov equivalence

DAGs which have the same set of nodes are **Markov equivalent** if and only if they have the same *d*-separations. In other words, DAGs that are Markov equivalent have the same topological independences. Equation 2.3.1 (Neapolitan, 2003, pp. 84-85) defines Markov equivalence in formal, given two DAGs *G*1 = (*V*, *E*1) and *G*2 = (*V*, *E*2) are Markov equivalent if and only if

|  |  |
| --- | --- |
|  | (2.3.1) |

Where *A*, *B*, and *C* are mutually disjoint subsets of *V*. Shortly, Markov condition is defined based on joint probability distribution whereas Markov equivalence is defined based on topology of DAG (d-separation). Hence, theorem 2.3 and corollary 2.1 in (Neapolitan, 2003, p. 85) are used to connect Markov condition and Markov equivalence. According to theorem 2.3 (Neapolitan, 2003, p. 85), two DAGs are Markov equivalent if and only if, based on the Markov condition, they entail the same (entailed) conditional independencies. According to corollary 2.1 (Neapolitan, 2003, p. 85), let *G*1 = (*V*, *E*1) and *G*2 = (*V*, *E*2) be two DAGs containing the same set of variables *V* then, *G*1 and *G*2 are Markov equivalent if and only if for every probability distribution *P* of *V*, (*G*1, *P*) satisfies the Markov condition if and only if (*G*2, *P*) satisfies the Markov condition.

According to lemma 2.6 in (Neapolitan, 2003, p. 86), if two DAGs *G*1 and *G*2 are Markov equivalent, then arbitrary nodes *X* and *Y* are adjacent in *G*1 if and only if they are adjacent in *G*2. So, Markov equivalent DAGs have the same links (edges without regard for direction). According to theorem 2.4 in (Neapolitan, 2003, p. 87), two DAGs *G*1 and *G*2 are Markov equivalent if and only if they have the same links (edges without regard for direction) and the same set of uncoupled head-to-head meetings. Please pay attention to theorem 2.4 because it is often used to check if two DAGs are Markov equivalent.

**Example 2.3.1.** Figure 2.3.1 shows four DAGs (a), (b), (c), and (d) (Neapolitan, 2003, p. 90).
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**Figure 2.3.1.** Four DAGs for illustrating Markov equivalence

According to (Neapolitan, 2003, p. 90), in figure 2.3.1, the DAGs (a) and (b) are Markov equivalent because they have the same links and have an uncoupled head-to-head meeting *X→Z←Y*. The DAG (c) is not Markov equivalent to DAGs (a) and (b) because it has the link *W*–*Y*. The DAG (d) is not Markov equivalent to DAGs (a) and (b) because although it has the same links, it does not have the uncoupled head-to-head meeting *X→Z←Y*. Of course, the DAGs (c) and (d) are not Markov equivalent to each other■

From lemma 2.6 and theorem 2.4 in (Neapolitan, 2003, pp. 86-87), Neapolitan (Neapolitan, 2003, p. 91) stated that *Markov equivalence class* can be represented with a single graph that has the same links and the same uncoupled head-to-head meetings as the DAGs in the class. Note, a single graph has neither loop and nor multiple edge. Markov equivalence divides all DAGs into disjoint Markov equivalence classes. For example, figure 2.3.2 (Neapolitan, 2003, p. 85) shows three DAGs of the same Markov equivalence class and there is no other DAG which is Markov equivalent to them.
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**Figure 2.3.2.** Three DAGs of the same Markov equivalence class

If we assign a direction to a link and such assignment does not produce a head-to-head meeting then, we create a new member of the existing equivalence class but we do not create a new equivalence class. For instance (Neapolitan, 2003, p. 91), if a Markov equivalence class has the edge *X→Y* and the uncoupled meeting *X→Y−Z* is not head-to-head then, all the DAGs in the equivalence class must have *Y*−*Z* oriented as *Y→Z*.

According to (Neapolitan, 2003, p. 91), a **DAG pattern** is defined for a Markov equivalence class to be the graph that has the same links as the DAGs in the equivalence class and has oriented all and only the edges common to all DAGs in the equivalence class. Edges (directed links) in DAG pattern are called *compelled edges*. In general, DAG pattern is the representation of Markov equivalence class. Figure 2.3.3 is the DAG pattern of the Markov equivalence class in figure 2.3.2.
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**Figure 2.3.3.** DAG pattern of the Markov equivalence class in figure 2.3

DAG pattern is the core of Bayesian structure learning. Note, DAG pattern can have both edges and links; so, DAG pattern is not a DAG and it is only a single graph. Therefore, we should survey properties of DAG pattern.

According to definition 2.8 in (Neapolitan, 2003, p. 91), let *gp* be a DAG pattern whose nodes are the elements of *V*, and *A*, *B*, and *C* be mutually disjoint subsets of *V*. Then *A* and *B* are d-separated by *C* in *gp* if *A* and *B* are d-separated by *C* in every DAG in the Markov equivalence class represented by *gp*. This implies the DAG pattern *gp* has the same set of d-separations to all DAGs in the Markov equivalence class represented by *gp*. For example, the DAG pattern *gp* in figure 2.3.3 has the d-separation *Igp*({*Y*}, {*Z*} | {*X*}) because {*Y*} and {*Z*} are d-separated by {*X*} in all DAGs shown in figure 2.3.2.

Two lemmas 2.7 and 2.8 in (Neapolitan, 2003, p. 91) are derived from the definition 2.8 in (Neapolitan, 2003, p. 91). According to lemma 2.7 (Neapolitan, 2003, p. 91), let *gp* be DAG pattern and *X* and *Y* be nodes in *gp* then, *X* and *Y* are adjacent in *gp* if and only if they are not d-separated by some set in *gp*. According to lemma 2.8 (Neapolitan, 2003, p. 91), suppose we have a DAG pattern *gp* and an uncoupled meeting *X*–*Z*–*Y* then, the three followings are equivalent:

1. *X*–*Z*–*Y* is a head-to-head meeting.
2. There exists a set not containing *Z* that d-separates *X* and *Y*.
3. All sets containing *Z* do not d-separate *X* and *Y*.

Lemmas 2.7 and 2.8 are extensions of lemma 2.4 (Neapolitan, 2003, p. 85) and lemma 2.5 (Neapolitan, 2003, p. 86), respectively for DAG pattern.

Recall that when a (*G*, *P*) satisfies Markov condition, *G* is called an independence map of *P* according to lemma 2.1 in (Neapolitan, 2003, p. 74), which causes that then every DAG which is Markov equivalent to *G* is also an independence map of *P*. As a result (Neapolitan, 2003, p. 92), based on Markov condition, DAG pattern *gp* representing the equivalence class is an independence map of *P*.

## 2.4. Faithfulness condition

From theorem 1.4 (Neapolitan, 2003, p. 34) and theorem 1.5 (Neapolitan, 2003, p. 37), Markov condition entails independence but it does not entail dependence. Lemma 2.4 in (Neapolitan, 2003, p. 85) means that, let *G* = (*V*, *E*) be a DAG and *P* be a joint probability distribution then, the presence (absence) of edge between node *X* and node *Y* in *G* if and only if there is the absence (presence) of d-separation between *X* and *Y* by some set *C* in *G*. In successive, lemma 2.1 in (Neapolitan, 2003, p. 74) means that, based on Markov condition, the presence of d-separation between *X* and *Y* implies *IP*({*X*}, {*Y*} | *C*} but the absence of d-separation between *X* and *Y* does not imply *NIP*({*X*}, {*Y*} | *C*}. As a result (Neapolitan, 2003, p. 65), given Markov condition, the absence of edge between *X* and *Y* implies *IP*({*X*}, {*Y*}) but the presence of edge between *X* and *Y* does not imply *NIP*({*X*}, {*Y*}).

Recall that

[

According to lemma 2.1 in (Neapolitan, 2003, p. 74), let *G* = (*V*, *E*) be a DAG and let *P* be a joint probability distribution, the (*G*, *P*) satisfies Markov condition if and only if

According to lemma 2.4 in (Neapolitan, 2003, p. 85), let *G* = (*V*, *E*) be a DAG then, node *X* and node *Y* are adjacent in *G* if and only if they are not d-separated by some set in *G*

Note, *C* can be empty, *C* = Ø.

]

Another condition called faithfulness condition (Neapolitan, 2003, p. 65) will entail both independence and dependence between two nodes based on both absence and presence of their edge. Faithfulness condition is essential to structure learning (Neapolitan, 2003, p. 542). Before defining faithfulness condition, we need to survey some relevant concepts. A DAG is called *complete DAG* (Neapolitan, 2003, p. 94) if there always exits an edge between two arbitrary nodes. Given a complete DAG *G*, a (*G*, *P*) satisfies Markov condition for all joint probability distribution *P* because Markov condition does not entail any conditional independence in the complete DAG *G*. Two DAGs in figure 2.4.1 satisfy Markov condition for all joint probability distribution because they are complete DAGs.
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**Figure 2.4.1.** Complete DAGs

Given a probability distribution *P* and two nodes *X* and *Y*, there is a *direct dependence* between *X* and *Y* in *P* if {*X*} and {*Y*} are not conditionally independent (Neapolitan, 2003, p. 94) given any subset of *V* with note that Ø is also a subset of *V*. Inferring from lemma 2.4 (Neapolitan, 2003, p. 85), the direct dependence between *X* and *Y* implies an edge between *X* and *Y*, but why? Following is proof. Lemma 2.1 implies that (*G*, *P*) satisfies Markov condition if and only if

Direct dependence between *X* and *Y* in *P* means there is no conditionally independence between {*X*} and {*Y*} given any subset *C*.

Which implies

If there is no edge between *X* and *Y* then, in case of *C* = Ø, for an node *Z* such that a path *p* between *X* and *Y* through *Z* must not be head-to-head meeting at *Z* due to *NIG*({*X*}, {*Y*}), which lead to an event that there is a d-separation *IG*({*X*}, {*Y*} | {*Z*}). This is a contradiction from the assumption . If such path *p* does not exist, *X* is totally separated from *Y* and so this assumption is also violated. Hence, there must be an edge between *X* and *Y*. Note, direct dependence between *X* and *Y* implies an edge between *X* and *Y* but it is not asserted in vice versa■

Inferring from both lemma 2.4 (Neapolitan, 2003, p. 85) and lemma 2.1 (Neapolitan, 2003, p. 74), given Markov condition, the absence of an edge between *X* any *Y* implies there is no direct dependency between *X* and *Y* (there exists *IP*({*X*}, {*Y*} | *C*) with some *C*), but the presence of an edge between *X* and *Y* does not imply there is a direct dependency (there exists *NIP*({*X*}, {*Y*} | *C*) for all *C*).

According to definition 2.9 in (Neapolitan, 2003, p. 95), given a joint probability distribution *P* and a DAG *G* = (*V*, *E*), the (*G*, *P*) satisfies **faithfulness condition** if two following conditions are satisfied:

1. (*G*, *P*) satisfies Markov condition, which means that *G* entails only (“inherent”) conditional independences in *P*.
2. All conditional independences in *P* are entailed by *G*, based on Markov condition.

In other words, a (*G*, *P*) satisfies faithfulness condition if *G* entails only and all conditional independences in *P*, based on Markov condition. It is easy to recognize that, within faithfulness condition, the set of entailed conditional independences is the set of “inherent” conditional independences in *P*. Recall that, within only Markov condition, the set of entailed conditional independences is subset of “inherent” conditional independences in *P*. So, faithfulness condition is stronger than Markov condition. When (*G*, *P*) satisfies the faithfulness condition, we say *P* and *G* are *faithful to each other*, and we say *G* is a *perfect map* of *P* (Neapolitan, 2003, p. 95).

Hence, given a joint probability distribution *P*, faithfulness condition indicates that an edge between *X* any *Y* implies direct dependence *NIP*({*X*}, {*Y*}) and no edge between *X* any *Y* implies conditional independence *IP*({*X*}, {*Y*}). Note, within faithfulness condition, direct dependence between *X* and *Y* is the same to *NIP*({*X*}, {*Y*}). In general, conditional independence (probabilistic independence) is equivalent to d-separation (topological independence). As a result, let *G* = (*V*, *E*) be a DAG and let *P* be a joint probability distribution, the (*G*, *P*) satisfies faithfulness condition if and only if

|  |  |
| --- | --- |
|  | (2.4.1) |

Note, the sign “” means “necessary and sufficient condition” or “equivalence”.

**Example 2.4.1.** For illustrating faithfulness condition, given a DAG *G* and a joint probability distribution *P*(*X*, *Y*, *Z*) shown in figure 2.4.2, we will test whether (*G*, *P*) satisfies faithfulness condition.
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**Figure 2.4.2.** (*G*, *P*) satisfies faithfulness condition

Variable *X*, *Y*, and *Z* represents colored objects, numbered objects, and square-round objects, respectively (Neapolitan, 2003, p. 11). There are such 13 objects shown in figures 2.2.2 and 2.4.1 (Neapolitan, 2003, p. 12). Values of *X*, *Y*, and *Z* are defined as seen in table 2.1.1 (Neapolitan, 2003, p. 32):

|  |  |
| --- | --- |
| *X*=1 | All black objects |
| *X*=0 | All white objects |
| *Y*=1 | All object named “1” |
| *Y*=0 | All object named “2” |
| *Z*=1 | All square objects |
| *Z*=0 | All round objects |

The joint probability distribution *P*(*X*, *Y*, *Z*) assigns a probability of 1/13 to each object. In other words, *P*(*X*, *Y*, *Z*) is determined as relative frequencies among such 13 objects. For example, *P*(*X*=1, *Y*=1, *Z*=1) is probability of objects which are black, named “1”, and square. There are 2 such objects and hence, *P*(*X*=1, *Y*=1, *Z*=1) = 2/13. As another example, we need to calculate the marginal probability *P*(*X*=1, *Y*=1) and the conditional probability *P*(*Y*=1, *Z*=1 | *X*=1). Because there are 3 black and named “1” objects, we have *P*(*X*=1, *Y*=1) = 3/13. Because there are 2 named “1” and square objects among objects 9 black objects, we have *P*(*Y*=1, *Z*=1 | *X*=1) = 2/9. It is easy to verify that the joint probability distribution *P*(*X*, *Y*, *Z*) satisfies equation 1.7, as follows:

|  |  |
| --- | --- |
| *X*, *Y*, *Z* | *P*(*X*, *Y*, *Z*) |
| 1, 1, 1 | 2/13 |
| 1, 1, 0 | 1/13 |
| 1, 0, 1 | 4/13 |
| 1, 0, 0 | 2/13 |
| 0, 1, 1 | 1/13 |
| 0, 1, 0 | 1/13 |
| 0, 0, 1 | 1/13 |
| 0, 0, 0 | 1/13 |

Hence, the (*G*, *P*) in example 2.4.1 here is as same as the (*G*1, *P*) in example 2.1.1. There is only one “Markov” conditional independence *IP*({*Y*}, {*Z*}} | {*X*}) of (*G*, *P*) but there may be six possible “inherent” conditional independences in *P* such as *IP*({*X*}, {*Y*}), *IP*({*X*}, {*Z*}), *IP*({*Y*}, {*Z*}), *IP*({*X*}, {*Y*}} | {*Z*}), *IP*({*X*}, {*Z*}} | {*Y*}), and *IP*({*Y*}, {*Z*}} | {*X*}). Table 2.4.1 compares *P*(*X*, *Y*), *P*(*X*)*P*(*Y*), *P*(*X*, *Z*), *P*(*X*)*P*(*Z*), *P*(*Y*, *Z*), and *P*(*Y*)*P*(*Z*).

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *X*, *Y*, *Z* | *P*(*X*, *Y*) | *P*(*X*)*P*(*Y*) | *P*(*X*, *Z*) | *P*(*X*)*P*(*Z*) | *P*(*Y*, *Z*) | *P*(*Y*)*P*(*Z*) |
| 1, 1, 1 | 3/13 | 45/169 | 6/13 | 72/169 | 3/13 | 40/169 |
| 1, 1, 0 | 3/13 | 45/169 | 3/13 | 45/169 | 2/13 | 25/169 |
| 1, 0, 1 | 6/13 | 72/169 | 6/13 | 72/169 | 5/13 | 64/169 |
| 1, 0, 0 | 6/13 | 72/169 | 3/13 | 45/169 | 3/13 | 40/169 |
| 0, 1, 1 | 2/13 | 20/169 | 2/13 | 32/169 | 3/13 | 40/169 |
| 0, 1, 0 | 2/13 | 20/169 | 2/13 | 20/169 | 2/13 | 25/169 |
| 0, 0, 1 | 2/13 | 32/169 | 2/13 | 32/169 | 5/13 | 64/169 |
| 0, 0, 0 | 2/13 | 32/169 | 2/13 | 20/169 | 3/13 | 40/169 |

**Table 2.4.1.** Comparison of *P*(*X*, *Y*), *P*(*X*)*P*(*Y*), *P*(*X*, *Z*), *P*(*X*)*P*(*Z*), *P*(*Y*, *Z*), and *P*(*Y*)*P*(*Z*)

From table 2.4.1, three *IP*({*X*}, {*Y*}), *IP*({*X*}, {*Z*}), and *IP*({*Y*}, {*Z*}) do not hold because *P*(*X*, *Y*) ≠ *P*(*X*)*P*(*Y*), *P*(*X*, *Z*) ≠ *P*(*X*)*P*(*Z*), *P*(*Y*, *Z*) ≠ *P*(*Y*)*P*(*Z*). Table 2.4.2 compares *P*(*X*, *Y*|*Z*), *P*(*X*|*Z*)*P*(*Y*|*Z*), *P*(*X*, *Z*|*Y*), *P*(*X*|*Y*)*P*(*Z*|*Y*), *P*(*Y*, *Z*|*X*), and *P*(*Y*|*X*)*P*(*Z*|*X*).

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| *X*, *Y*, *Z* | *P*(*X*, *Y*|*Z*) | *P*(*X*|*Z*)*P*(*Y*|*Z*) | *P*(*X*, *Z*|*Y*) | *P*(*X*|*Y*)*P*(*Z*|*Y*) | *P*(*Y*, *Z*|*X*) | *P*(*Y*|*X*)*P*(*Z*|*X*) |
| 1, 1, 1 | 1/4 | (6/8)\*(3/8)  =9/32 | 2/5 | (3/5)\*(3/5)  =9/25 | 2/9 | 2/9 |
| 1, 1, 0 | 1/5 | (3/5)\*(2/5)  =6/25 | 1/5 | (3/5)\*(2/5)  =6/25 | 1/9 | 1/9 |
| 1, 0, 1 | 1/2 | (6/8)\*(5/8)  =15/32 | 1/2 | (6/8)\*(5/8)  =15/32 | 4/9 | 4/9 |
| 1, 0, 0 | 2/5 | (3/5)\*(3/5)  =9/25 | 1/4 | (6/8)\*(3/8)  =9/32 | 2/9 | 2/9 |
| 0, 1, 1 | 1/8 | (2/8)\*(3/8)  =3/32 | 1/5 | (2/5)\*(3/5)  =6/25 | 1/4 | 1/4 |
| 0, 1, 0 | 1/5 | (2/5)\*(2/5)  =4/25 | 1/5 | (2/5)\*(2/5)  =4/25 | 1/4 | 1/4 |
| 0, 0, 1 | 1/8 | (2/8)\*(5/8)  =5/32 | 1/8 | (2/8)\*(5/8)  =5/32 | 1/4 | 1/4 |
| 0, 0, 0 | 1/5 | (2/5)\*( 3/5)  =6/25 | 1/8 | (2/8)\*(3/8)  =3/32 | 1/4 | 1/4 |

**Table 2.4.1.** Comparison of *P*(*X*, *Y*|*Z*), *P*(*X*|*Z*)*P*(*Y*|*Z*), *P*(*X*, *Z*|*Y*), *P*(*X*|*Y*)*P*(*Z*|*Y*), *P*(*Y*, *Z*|*X*), and *P*(*Y*|*X*)*P*(*Z*|*X*)

From table 2.4.1, because there is only one equality *P*(*Y*, *Z*|*X*) = *P*(*Y*|*X*)*P*(*Z*|*X*), only “inherent” conditional independence *IP*({*X*}, {*Z*}} | {*Y*}) which is also the unique “Markov” conditional independence holds. This implies Markov condition entails only and all “inherent” conditional independences in *P*. Hence, according to definition 2.9 (Neapolitan, 2003, p. 95), (*G*, *P*) satisfies faithfulness condition■

Theorem 2.5 in (Neapolitan, 2003, p. 96) and theorem 2.6 (Neapolitan, 2003, p. 97) connect faithfulness condition and topological independences. According to theorem 2.5 in (Neapolitan, 2003, p. 96), a (*G*, *P*) satisfies faithfulness condition if and only if all and only conditional independencies in *P* are identified by d-separations in the DAG *G*, as follows:

Going back example 2.2.5, we have *IP*({*X*}, {*Z*}) but we do not have *IG*({*X*}, {*Z*}) and so the (*G*, *P*) in example 2.2.5 does not satisfies faithfulness condition.Pleaseview example 2.2.5 to know how to determine *IP*({*X*}, {*Z*}).

According to theorem 2.6 in (Neapolitan, 2003, p. 97), if (*G*, *P*) satisfies faithfulness condition, then *P* satisfies this faithfulness condition with all and only DAGs that are Markov equivalent to the DAG *G*. Furthermore, if we let *gp* be the DAG pattern corresponding to this Markov equivalence class then, d-separations in *gp* identify all and only conditional independencies in *P*. In other words, all and only conditional independencies in *P* are identified by d-separations in *gp*. We say that *gp* and *P* are faithful to each other, and *gp* is a perfect map of *P*.

According to Neapolitan (Neapolitan, 2003, p. 97), we say a joint probability distribution *P* *admits a faithful DAG representation* if *P* is faithful to some DAG (and therefore some DAG pattern). It is easy to infer from theorem 2.6 (Neapolitan, 2003, p. 97) that if *P* admits a faithful DAG representation, there exists a unique DAG pattern with which *P* is faithful. The goal of structure learning is to find such unique DAG pattern if we knew *P* is faithful to some DAG (*P* admits a faithful DAG representation) before.

According to theorem 2.7 in (Neapolitan, 2003, p. 99), suppose a joint probability distribution *P* admits some faithful DAG representation then, *gp* is the DAG pattern faithful to *P* if and only if the two following conditions are satisfied:

1. *X* and *Y* are adjacent in *gp* if and only if there is no subset such that *IP*({*X*}, {*Y*} | *S*) holds. That is, *X* and *Y* are adjacent if and only if there is a direct dependence between *X* and *Y*.
2. Any chain *X*−*Z*−*Y* is a head-to-head meeting in *gp* if and only if implies *NIP*({*X*}, {*Y*} | *S*)).

Following is proof of theorem 2.7 (Neapolitan, 2003, p. 99). From theorem 2.6, if the DAG pattern is faithful to *P*, all and only conditional independencies in *P* are identified by d-separations in *gp*, which means that the two conditions are satisfied when condition 1 is combination of lemma 2.1 (Neapolitan, 2003, p. 74) and lemma 2.4 (Neapolitan, 2003, p. 85) and condition 2 is combination of lemma 2.1 (Neapolitan, 2003, p. 74) and lemma 2.5 (Neapolitan, 2003, p. 86). In the other direction, let *gp*’ be the DAG pattern faithful to *P*, the two conditions confirm *gp*’=*gp* according to theorem 2.4 (Neapolitan, 2003, p. 87).

Recall that

[

According to theorem 2.4 (Neapolitan, 2003, p. 87), two DAGs *G*1 and *G*2 are Markov equivalent if and only if they have the same links (edges without regard for direction) and the same set of uncoupled head-to-head meetings.

According to lemma 2.5 (Neapolitan, 2003, p. 86), given a DAG *G* = (*V*, *E*) and an uncoupled meeting *X*–*Z*–*Y*, the three following statements are equivalent:

1. *X*–*Z*–*Y* is a head-to-head meeting.
2. There exists a set not containing *Z* that d-separates *X* and *Y*.
3. All sets containing *Z* do not d-separate *X* and *Y*.

]

In general, if faithfulness condition is satisfied, independence *IG*(*A*, *B* | *C*) and dependence *NIG*(*A*, *B* | *C*) in DAG *G* are as same as independence *IP*(*A*, *B* | *C*) and dependence *NIP*(*A*, *B* | *C*) in joint probability distribution *P*, respectively. More specifically, absence of an edge *IG*({*X*}, {*Y*}) and presence of an edge *NIG*({*X*}, {*Y*}) in *G* implies direct independence *IP*({*X*}, {*Y*}) and direct dependence *NIP*({*X*}, {*Y*}) in *P*. Faithfulness condition makes the pair (*G*, *P*) are matched totally, which causes that the (*G*, *P*) is perfect.

## 2.5. Other advanced concepts

Markov condition is essential to BN. Without Markov condition, it is almost impossible to research and apply BN. Faithfulness condition is much stronger than Markov condition, which is essential to structure learning but it costs us dear to obtain faithfulness condition. There is an intermediary condition between Markov condition and faithfulness condition. It is called minimality condition, which is stronger than Markov condition but weaker than faithfulness condition. According to definition 2.11 in (Neapolitan, 2003, p. 104), given a DAG *G* = (*V*, *E*) and a joint probability distribution *P*, we say (*G*, *P*) satisfies **minimality condition** if the two following conditions hold:

1. (*G*, *P*) satisfies Markov condition.
2. If any edge is removed from *G* then, (*G*, *P*) is no longer satisfies Markov condition.

**Example 2.5.1.** For illustrating minimality condition, given three DAGs and a joint probability distribution *P*(*X*, *Y*, *Z*) shown in figure 2.4.2, we will test whether they satisfy minimality condition (Neapolitan, 2003, p. 104).
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**Figure 2.5.1.** Three DAGs for testing minimality condition

Variable *X*, *Y*, and *Z* represents colored objects, numbered objects, and square-round objects, respectively (Neapolitan, 2003, p. 11). There are such 13 objects shown in figures 2.2.2 and 2.4.1 (Neapolitan, 2003, p. 12). Values of *X*, *Y*, and *Z* are defined as seen in table 2.1.1 (Neapolitan, 2003, p. 32):

|  |  |
| --- | --- |
| *X*=1 | All black objects |
| *X*=0 | All white objects |
| *Y*=1 | All object named “1” |
| *Y*=0 | All object named “2” |
| *Z*=1 | All square objects |
| *Z*=0 | All round objects |

The joint probability distribution *P*(*X*, *Y*, *Z*) assigns a probability of 1/13 to each object. In other words, *P*(*X*, *Y*, *Z*) is determined as relative frequencies among such 13 objects. For example, *P*(*X*=1, *Y*=1, *Z*=1) is probability of objects which are black, named “1”, and square. There are 2 such objects and hence, *P*(*X*=1, *Y*=1, *Z*=1) = 2/13. From table 2.1.3, *P*(*Y*, *Z* | *X*) equals *P*(*Y* | *X*)*P*(*Z* | *X*) for all values of *X*, *Y*, and *Z*, which implies *IP*({*Y*}, {*Z*} | {*X*}) holds. Moreover, it is easy to assert that *IP*({*Y*}, {*Z*} | {*X*}) is the unique conditional independence from *P*(*X*, *Y*, *Z*). The DAG in figure 2.5.1 (a) satisfies minimality condition with *P* because if we remove edges *X*→*Y* and *X*→*Z*, we have new d-separations *IG*({*Y*}, {*X*, *Z*}) and *IG*({*Z*}, {*X*, *Y*}) but we do not have conditional independencies *IP*({*Y*}, {*X*, *Z*}) and *IP*({*Z*}, {*X*, *Y*}) hold in *P*. The DAG in figure 2.5.1 (b) does not satisfy the minimality condition with *P* because if remove the edge *Y*→*Z*, the new d-separation *IG*({*Y*}, {*Z*}|{*X*}) was also hold in *P* with *IP*({*Y*}, {*Z*}|{*X*}). The DAG in figure 2.5.1 (c) does satisfy the minimality condition with *P* because no edge can be removed without creating a d-separation that is not an independency in *P* (Neapolitan, 2003, p. 104)■

That minimality condition is stronger than Markov condition but weaker than faithfulness condition is confirmed by theorem 2.11 in (Neapolitan, 2003, p. 105). According to this theorem, given a DAG *G* = (*V*, *E*) and a joint probability distribution *P*, if (*G*, *P*) satisfies faithfulness condition, then (*G*, *P*) satisfies minimality condition but the reversed direction is not asserted because there is a case that (*G*, *P*) satisfies minimality condition but does not satisfy faithfulness condition. For example, both DAGs in figures 2.5.1 (a) and 2.5.1 (c) satisfy minimality condition but only the DAG in figure 2.5.1 (a) satisfies faithfulness condition with *P*.

Theorem 2.12 in (Neapolitan, 2003, p. 105) is applied to create a BN that satisfies minimality condition from a set of nodes and a join probability distribution. According to this theorem, given a set of nodes *V* and a join probability distribution *P*, we create an arbitrary ordering of nodes in *V*. For each *X* in *V*, let *BX* be the set of all nodes that come before *X* in the ordering and let *PAX* be a minimal subset of *BX* such that

We then create a DAG *G* by placing an edge from each node in *PAX* to *X*. As a result, (*G*, *P*) satisfies minimality condition. Moreover, if *P* is strictly positive (that is, there is no probability values equal 0), *PAX* is unique relative to the ordering. Note, there may be many *PAX* which are minimal subsets of *BX* such that if *P* is not strictly positive. It is interesting to recognize that theorem 1.5 (Neapolitan, 2003, p. 37) is applied to create a BN that satisfies Markov condition and theorem 2.12 (Neapolitan, 2003, p. 105) is applied to create a BN that satisfies minimality condition.

**Example 2.5.2.** Given a BN (*G*, *P*) satisfies faithfulness condition where the DAG *G* is shown in figure 2.5.2 (a) (Neapolitan, 2003, p. 107).
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**Figure 2.5.2.** DAGs created to satisfy minimality condition

By applying theorem 2.12 (Neapolitan, 2003, p. 105) for four orderings (*X*, *Y*, *W*, *Z*), (*Y*, *X*, *W*, *Z*), (*X*, *Y*, *Z*, *W*), and (*W*, *Z*, *X*, *Y*), we get four DAGs (b), (c), (d), and (e), respectively. Of course, the four DAGs satisfy minimality condition with *P*. If *P* is strictly positive, each of these DAGs is uniquely relative to its ordering (Neapolitan, 2003, p. 107)■

Because a BN can have a lot of nodes, a given node *X* can be affected by far nodes, for instance, calculating probability of *X* needs to instantiate and browse over many other nodes far from *X*. Thus, Markov blanket and Markov boundary are concepts to obtain nodes which are close to *X*, which aims to reduce computation cost related to *X*.

According to definition 2.12 in (Neapolitan, 2003, p. 108), given a set of nodes *V*, a joint probability distribution *P*, and a node *X* in *V* then, a **Markov blanket** *MX* of *X* is any set of nodes such that *X* is conditionally independent from all other variables given *MX* as follows:

Note, the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014).

According to theorem 2.13 in (Neapolitan, 2003, p. 108), if (*G*, *P*) satisfies the Markov condition, then for each variable *X*, the set which includes all parents of *X*, children of *X*, and parents of children of *X* is a Markov blanket of *X*. Hence, this theorem links Markov condition with Markov blanket.

**Example 2.5.3.** Given a BN (*G*, *P*) satisfies Markov condition where the DAG *G* is shown in figure 2.5.3 (Neapolitan, 2003, p. 108). According theorem 2.13 (Neapolitan, 2003, p. 108), Markov blanket of *X* is {*T*, *Y*, *Z*}■
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**Figure 2.5.3.** Markov blanket and Markov boundary

According to definition 2.13 in (Neapolitan, 2003, p. 109), given a set of nodes *V*, a joint probability distribution *P*, and a node *X* in *V* then, **Markov boundary** of *X* is any Markov blanket such that none of its proper subsets is a Markov blanket of *X*. So, Markov boundary can be considered as smallest Markov blanket. According to theorem 2.14 in (Neapolitan, 2003, p. 109), if (*G*, *P*) satisfies the faithfulness condition, then for each variable *X*, the set which includes all parents of *X*, children of *X*, and parents of children of *X* is the *unique Markov boundary* of *X*. Hence, theorem 2.14 links faithfulness condition with Markov boundary. According to theorem 2.15 in (Neapolitan, 2003, p. 109), if *P* is a strictly positive probability distribution of the variables in set *V*, then for each *X* in *V* there is a unique Markov boundary of *X*. Note, there is no probability values equal 0 in strictly positive probability distribution.

**Example 2.5.4.** Suppose a BN (*G*, *P*) satisfies faithfulness condition where the DAG *G* is shown in figure 2.5.3 (Neapolitan, 2003, p. 108). According theorem 2.14 (Neapolitan, 2003, p. 109), Markov boundary of *X* is {*T*, *Y*, *Z*}■

Now advanced concepts relevant to BN were introduced in sections 1 and 2. Three main subjects of BN are inference, parameter learning, and structure learning which are mentioned in successive sections 3, 4, and 5. Recall that this report focuses on discrete BN. In other words, nodes are random discrete variables attached to CPTs. Especially, random binary variables are preferred.

# 3. Inference

The essence of Bayesian reference is to compute the posterior probabilities of nodes given evidences. Equation 1.10 is the base of simple inference, which is an extension of Bayes’ rule specified equation 1.1. Note that evidences or conditions are also nodes which are observed and have concrete values. Going back example “wet grass” in section 1, the posterior probability of *R* = 1 (rain) given *W* =1 (wet grass) is the ratio of the marginal probability of *R*, *W* over *C*, *S* to the marginal probability of *W* over *C*, *R*, *S*, according to equation 1.12 with note that equation 1.12 is an interpretation of equation 1.10.

Here we make clear equation 1.0 again. Let *V* = {*X*1, *X*2,…, *Xn*} be a whole set of nodes. Let *D =* {*Xm*+1, *Xm*+2,…, *Xm*+*u*} be a set of evidences, . Let *d =* {*xm*+1, *xm*+2,…, *xm*+*u*} be the instantiation of *D*. In general case, the marginal probability of *Xi* = *xi* is:

Where *P*(*X*1, *X*2,…, *Xn*) is the joint probability distribution. The marginal probability of *D* = *d* is:

The posterior probability of *Xi* = *xi* given *D = d* is:

|  |  |
| --- | --- |
|  | (3.1) |

The equation 3.1 is the basic idea of simple inference, which is an interpretation of equation 1.10. But the cost of computing it based on marginal probabilities is very high because there are a huge number of numeric operations such as additions and multiplications in computation expression. If the joint probability distribution has many terms, brute force method for determining combinations of such operations is impossible. There are three main approaches that improve this computation:

* Taking advantages of Markov condition: Pearl’s message propagation (Pearl, 1986), (Neapolitan, 2003, pp. 126-156) is well-known algorithm.
* Taking advantages of the structure of DAG: Noisy OR-gate model (Neapolitan, 2003, pp. 156-160) and Junction Tree (Neapolitan, 2003, p. 161) are well-known algorithms.
* Reducing the amount of numeric operations computed in marginal probability: Symbolic probabilistic inference (SPI) algorithm (Neapolitan, 2003, pp. 162-170) is the well-known algorithm which finds optimal factoring for marginal probability computation.

## 3.1. Markov condition based inference

When a (*G*, *P*) satisfies Markov condition, each node of *G* is associated with a CPT. The well-known algorithm that takes advantages of conditional independences entailed by Markov condition is Pearl’s message propagation algorithm (Pearl, 1986). Pearl’s algorithm starts with a (*G*, *P*) where the DAG *G* is a directed tree. Suppose the DAG *G* = (*E*, *V*) is a directed tree having only one root. Given a set of evidence nodes *D V*; every node in *D* has concrete value. Let *DX* is the sub-set of *D* including *X* and descendants of *X* and let *NX* be the sub-set of *D* including *X* and non-descendant of *X*. Let *CX* and *PAX* be children and parents of *X*, respectively. Note, both *CX* and *PAX* exclude *X*. Let *R* be root node. Let *O* be evidence node, *O* *D*. In figure 3.1.1, *NX* is green and *DX* is red.
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**Figure 3.1.1.** *X*, *DX*, and *NX*

The essence of inference is to compute the posterior probability *P*(*X|D*) for every *X*. We have (Neapolitan, 2003, p. 128):

(Due to Bayes’ rule)

(Because *DX* and *NX* are conditionally independent given *X*)

(Due to Bayes’ rule)

Where is the constant independent from *X*. Let *λ*(*X*) = *P*(*DX|X*) and *π*(*X*) = *P*(*X|NX*), equation 3.1.1 is used to calculate the posterior probability *P*(*X|D*), which is the base of Pearl’s message propagation algorithm (Neapolitan, 2003, p. 128).

|  |  |
| --- | --- |
|  | (3.1.1) |

The *λ*(*X*) and *π*(*X*) are called *λ* value and *π* value of *X*, respectively. For each child *Y* of *X*, let *λY*(*X*) be *λ* message that is propagated up from *Y* to *X*. Note that *λY*(*X*) is conditional probability of *DY* given *X*. Equation 3.1.2 specifies the *λ* message *λY*(*X*).

|  |  |
| --- | --- |
|  | (3.1.2) |

Following is the proof of equation 3.1.2.

For each parent *Z* of *X*, let *πX*(*Z*) be *π* message that is propagated down from *Z* to *X*. Note that *πX*(*Z*) is conditional probability of *X* given *NX*. Equation 3.1.3 specifies the *π* message *πX*(*Z*).

|  |  |
| --- | --- |
|  | (3.1.3) |

Where the notation “” denote proportion and *CZ*\{*X*} is the set of *Z*’s children except *X*. Following is the proof of equation 3.1.3.

(Due to Bayes’ rule)

(Because *NZ* and are conditionally independent give *Z*)

(Where is the constant independent from *X* and *Z*)

(Because *Z*’s children are mutually independent)

Don’t worry about *πX*(*Z*) which is proportioned to and the posterior probability *P*(*X|D*) itself is also proportioned to *λ*(*X*)and *π*(*X*) via constant *α*. These constants will be eliminated when *P*(*X|D*) is normalized. For example, given binary random variable *X*, if *P*(*X*=1 | *D*) = *αp*1 and *P*(*X*=0 | *D*) = *αp*2, they are normalized as follows.

Now we have:

* Value *λ*(*X*) = *P*(*DX|X*).
* Message *λY*(*X*) is calculated according to equation 3.1.2 for each .
* Value *π* (*X*) = *P*(*X|NX*).
* Message *πX*(*Z*) is calculated according to equation 3.1.3 for each .

The *λ* and *π* values will be updated according to *λ* and *π* messages, mentioned later. Whenever evidence occurs, Pearl’s algorithm propagates downwards *π* message and propagates upwards *λ* message in order to update *λ* value and *π* value of each variable *X* so that the posterior probability *P*(*X|D*) can be computed. The process of upwards-downwards propagation spreads over all variables of network, as seen in figure 3.1.2.

![](data:image/png;base64,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)

**Figure 3.1.2.** Pearl propagation algorithm (*X* is focused node)

Please pay attention to four following cases when updating *λ* value and *π* value at certain variable *X* (Neapolitan, 2003, pp. 127-128):

1. Ifand suppose *X*’s instantiation (value) is *x* then:

*λ*(*X=x*) = *P*(*x|x*) = 1 due to and Markov condition. So *λ*(*X*≠*x*) = 0.

*π*(*X=x*) = *P*(*x|x*) = 1 due to and Markov condition. So *π*(*X*≠*x*) = 0.

*P*(*X=x|D*) = 1 and *P*(*X*≠*x|D*) = 0.

1. If *X D* and *X* is leaf then:

*λ*(*X*) = *P*(Ø|*X*) = 1 due to *DX* = Ø.

*π*(*X*) is computed as if *X* were intermediate variable according to case 4.

*P*(*X|D*) = *απ*(*X*).

1. If *X D* and *X* is root then:

*λ*(*X*) is computed as if *X* were intermediate variable according case 4.

*π*(*X*) = *P*(*X|*Ø) = *P*(*X*).

*P*(*X|D*) = *αλ*(*X*)*P*(*X*).

1. If *X D* and *X* is intermediate variable then, *λ*(*X*) and *π*(*X*) are computed according equations 3.1.4 and 3.1.5. Later on *P*(*X|D*) is calculated according to equation 3.1.1, *P*(*X|D*)*= αλ*(*X)π*(*X*).

Hence, equation 3.1.4 is used to update and *λ* value based on *λ* message.

|  |  |
| --- | --- |
|  | (3.1.4) |

Following is the proof of equation 3.1.4.

(Because *X*’s children are mutually independent).

Equation 3.1.5is used to update *π* value according to *π* message.

|  |  |
| --- | --- |
|  | (3.1.5) |

Following is the proof of equation 3.1.5.

Where *Z* is parent of *X*. The C-like pseudo-code for Pearl’s algorithm shown below includes four functions:

* Function “*init”* initialize *π* value for every node. At that time the set of evidence nodes *D* is empty.
* Function “*update*” is executed whenever evidence node *O* occurs. This function adds *O* to set *D*, propagates upwards *λ* message over all parents of *O* by calling function “*propagate*\_*up*\_*λ*\_*message*”, and propagates down *π* message over all children of *O* by calling function “*propagate*\_*down*\_*π*\_*message*”.
* Function “*propagate*\_*up*\_*λ*\_*message*” computes *λ* value, posterior probability of current node, and continues to propagate upwards and downwards *λ* and *π* messages by calling itself and function “*propagate*\_*down*\_*π*\_*message*”. Process of propagation stops when there is no node to be propagated.
* Function “*propagate*\_*down*\_*π*\_*message*” computes *π* value, posterior probability of current node, and continues to propagate downwards *π* message by calling itself. Process of propagation stops when there is no node to be propagated.

Followings are descriptions of these functions.

void *init*(*G*, *D*)

{

*D=*Ø;

for each *X V*

{

*λ*(*X*)= 1; //due to *D* = Ø

for each parent *Z* of *X* //propagate up *λ* message

*λX*(*Z*)= 1; //due to *D* = Ø

}

*P*(*R|D*) = *P*(*R*); //posterior probability of root node

*π*(*R*) = *P*(*R*); //*π* value

for each child *K* of *R* //browse root’s children

*propagate*\_*down*\_*π*\_*message*(*R*, *K*);

}

void *update*(*O*, *o*)

{

*D = D O*;

*λ*(*O*=*o*) = *π*(*O*=*o*) = *P*(*O*=*o|D*) = 1; //due to *OD* and *O*=*o*

*λ*(*O*≠*o*) = *π*(*O*≠*o*) = *P*(*O*≠*o|D*) = 0; //due to *OD* and *O*≠*o*

if *O*≠*R* and *O*’s parent *Z D* //*O* isn’t root and parent of *O* doesn’t belong to *D*

*propagate*\_*up*\_ *λ*\_*message*(*O*, *Z*);

for each child *K* of *O* such that *K D* //browse *O*’s children

*propagate*\_*down*\_*π*\_*message*(*O*, *K*);

}

void *propagate*\_*up*\_*λ*\_*message*(*Y*, *X*)

{

; //*Y* propagate upwards *λ* message

; //update *λ* value

*P*(*X|D*)*= αλ*(*X*)*π*(*X*); //compute posterior probability of *X*

normalize *P*(*X|D*); //eliminate constant *α*

if *X*≠*R* and *X*’s parent *Z D*

*propagate*\_*up*\_ *λ*\_*message*(*X*, *Z*);

for each child *K* of *X* such that *K*≠*Y* and *K D* //browse *O*’s children

*propagate*\_*down*\_*π*\_*message*(*X*, *K*);

}

void *propagate*\_*down*\_*π*\_*message*(*Z*, *X*)

{

; //*Y* propagate downwards *π* message

; //update *π* value

*P*(*X|D*) = *αλ*(*X*)*π*(*X*); //compute posterior probability of *X*

normalize *P*(*X|D*); //eliminate constant *α*

for each child *K* of *X* such that *K D //browse O’s children*

*propagate*\_*down*\_*π*\_*message*(*X*, *K*);

}

**Example 3.1.1.** Given a (*G*, *P*) shown in figure 3.1.3 where DAG *G* is a directed tree satisfying Markov condition and each binary node has a CPT, suppose evidence *X* has value 1. Hence, we need to compute posterior probabilities of *T*, *Y*, *Z* in condition *X*=1.
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**Figure 3.1.3.** Bayesian network with CPTs

Firstly, function “*init*” is called to initialize network.

*D* = Ø

*λ*(*Z*=1) = *λ*(*Z*=0) = 1

*λ*(*X*=1) = *λ*(*X*=0) = 1

*λ*(*Y*=1) = *λ*(*Y*=0) = 1

*λ*(*T*=1) = *λ*(*T*=0) = 1

*λX*(*Z*=1) = *λX*(*Z*=0) = 1

*λY*(*Z*=1) = *λY*(*Z*=0) = 1

*λT*(*X*=1) = *λT*(*X*=0) = 1

*P*(*Z*=1|*d*) = *P*(*Z*=1) = 0.6.Note that let *d* be instantiation of *D*.

*P*(*Z*=0|*d*) = *P*(*Z*=0) = 0.4

*π*(*Z*=1) = *P*(*Z*=1) = 0.6

*π*(*Z*=0) = *P*(*Z*=0) = 0.4

Calling *propagate*\_*down*\_*π*\_*message*(*Z*, *X*)

Calling *propagate*\_*down*\_*π*\_*message*(*Z*, *Y*)

Then, function *propagate\_down\_π\_message*(*Z*, *X*) is executed:

*πX*(*Z*=1) = *π*(*Z*=1)*λX*(*Z*=1) = 1\*0.6 = 0.6

*πX*(*Z*=0) = *π*(*Z*=0)*λX*(*Z*=0) = 1\*0.4 = 0.4

*π*(*X*=1) = *P*(*X*=1|*Z*=1)*πX*(*Z*=1) + *P*(*X*=1|*Z*=0)*πX*(*Z*=0) = 0.7\*0.6 + 0.2\*0.4 = 0.5

*π*(*X*=0) = *P*(*X*=0|*Z*=1)*πX*(*Z*=1) + *P*(*X*=0|*Z*=0)*πX*(*Z*=0) = 0.3\*0.6 + 0.8\*0.4 = 0.5

*P*(*X*=1) = *αλ*(*X*=1)*π*(*X*=1) = *α*\*1\*0.5 *= α*0.5

*P*(*X*=0) = *αλ*(*X*=0)*π*(*X*=0) = *α*\*1\*0.5 = *α*0.5

Normalizing *P*(*X*)

*P*(*X*=1) = (*α*0.5) / (*α*0.5 + *α*0.5)= 0.5

*P*(*X*=0) = (*α*0.5) / (*α*0.5 + *α*0.5)= 0.5

Calling *propagate*\_*down*\_*π*\_*message*(*X*, *T*)

Then, function *propagate*\_*down*\_*π*\_*message*(*X*, *T*) is executed:

*πT*(*X*=1) = *π*(*X*=1) = 0.5

*πT*(*X*=0) = *π*(*X*=0) = 0.5

*π*(*T*=1) = *P*(*T*=1|*X*=1)*πT*(*X*=1) + *P*(*T*=1|*X*=0)*πT*(*X*=0) = 0.9\*0.5 + 0.4\*0.5 = 0.65

*π*(*T*=0) = *P*(*T*=0|*X*=1)*πT*(*X*=1) + *P*(*T*=0|*X*=0)*πT*(*X*=0) = 0.1\*0.5 + 0.6\*0.5 = 0.40

*P*(*T*=1) = *αλ*(*T*=1)*π*(*T*=1) = *α*\*1\*0.65 = *α*0.65

*P*(*T*=0) = *αλ*(*T*=0)*π*(*T*=0) = *α*\*1\*0.40 = *α*0.40

Normalizing *P*(*T*)

*P*(*T*=1) =(*α*0.65) / (*α*0.65 + *α*0.40) = 0.62

*P*(*T*=0) = (*α*0.40) / (*α*0.65 + *α*0.40) = 0.38

Then function *propagate*\_*down*\_*π*\_*message*(*Z*, *Y*) is executed:

*πY*(*Z*=1) = *π*(*Z*=1)*λY*(*Z*=1) = 1\*0.6 = 0.6

*πY*(*Z*=0) = *π*(*Z*=0)*λY*(*Z*=0) = 1\*0.4 = 0.4

*π*(*Y*=1) = *P*(*Y*=1|*Z*=1)*πX*(*Z*=1) + *P*(*Y*=1|*Z*=0)*πX*(*Z*=0) = 0.6\*0.6 + 0.3\*0.3 = 0.45

*π*(*Y*=0) = *P*(*Y*=0|*Z*=1)*πX*(*Z*=1) + *P*(*Y*=0|*Z*=0)*πX*(*Z*=0) = 0.3\*0.4 + 0.8\*0.7 = 0.68

*P*(*Y*=1) = *αλ*(*Y*=1)*π*(*Y*=1) = *α*\*1\*0.45 = *α*0.45

*P*(*Y*=0) = *αλ*(*Y*=0)*π*(*Y*=0) = *α*\*1\*0.68 = *α*0.68

Normalizing *P*(*Y*)

*P*(*Y*=1) = (*α*0.45) / (*α*0.45 + *α*0.68) = 0.4

*P*(*Y*=0) = (*α*0.68) / (*α*0.45 + *α*0.68) = 0.6

The initialized Bayesian network is shown in figure 3.1.4.
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**Figure 3.1.4.** Initialized Bayesian network

When *X* becomes evidence and gains value 1, the function *update*(*X*, 1) is called:

*D* = *D* {*X*} =Ø {*X*} = {*X*}

Because *d* is instantiation of *D*, we have *d =* {*X*=1}

*λ*(*X*=1) = *π*(*X*=1) = *P*(*X*=1|*d*) = 1

*λ*(*X*=0) = *π*(*X*=0) = *P*(*X*=0|*d*) = 0

Calling *propagate*\_*up*\_*λ*\_*message*(*X*, *Z*)

Calling *propagate*\_*down*\_*π*\_*message*(*X*, *T*)

Then, function *propagate*\_*up*\_*λ*\_*message*(*X*, *Z*) is executed:

*λX*(*Z*=1) = *λ*(*X*=1)*P*(*X*=1|*Z*=1) + *λ*(*X*=0)*P*(*X*=0|*Z*=1) = 1\*0.7 + 0\*0.3 = 0.7

*λ*(*Z*=1) = *λX*(*Z*=1)*λY*(*Z*=1) = 0.7\*1 = 0.7

*P*(*Z*=1|*d*) = *αλ*(*Z*=1)*π*(*Z*=1) = *α*0.7\*0.6 = *α*0.42

*λX*(*Z*=0) = *λ*(*X*=1)*P*(*X*=1|*Z*=0) + *λ*(*X*=0)*P*(*X*=0|*Z*=0) = 1\*0.2 + 0\*0.8 = 0.2

*λ*(*Z*=0) = *λX*(*Z*=0)*λY*(*Z*=0) = 0.2\*1 = 0.2

*P*(*Z*=0|*d*) = *αλ*(*Z*=0)*π*(*Z*=0) = *α*0.2\*0.4 = *α*0.08

Normalizing *P*(*Z*)

*P*(*Z*=1|*d*) = (*α*0.42) / (*α*0.42 + *α*0.08) = 0.84

*P*(*Z*=0|*d*) = (*α*0.08) / (*α*0.42 + *α*0.08) = 0.16

Calling *propagate*\_*down*\_*π*\_*message* (*Z*, *Y*)

Then, function *propagate*\_*down*\_*π*\_*message*(*Z*, *Y*) is executed:

*πY*(*Z*=1) = *π(Z*=1)*λY*(*Z*=1) = 1\*0.6=0.6

*πY*(*Z*=0) = *π*(*Z*=0)*λY*(*Z*=0) = 1\*0.4=0.4

*π*(*Y*=1) = *P*(*Y*=1|*Z*=1)*πX*(*Z*=1) + *P*(*Y*=1|*Z*=0)*πX*(*Z*=0) = 0.6\*0.6 + 0.3\*0.4 = 0.48

*π*(*Y*=0) = *P*(*Y*=0|*Z*=1)*πX*(*Z*=1) + *P*(*Y*=0|*Z*=0)*πX*(*Z*=0) = 0.3\*0.6 + 0.8\*0.4 = 0.50

*P*(*Y*=1) = *αλ*(*Y*=1)*π*(*Y*=1) = *α*\*1\*0.48 = *α*0.48

*P*(*Y*=0) = *αλ*(*Y*=0)*π*(*Y*=0) = *α*\*1\*0.5 = *α*0.50

Normalizing *P*(*Y*)

*P*(*Y*=1) = (*α*0.48) / (*α*0.48 + *α*0.50) = 0.49

*P*(*Y*=0) = (*α*0.50) / (*α*0.48 + *α*0.50) = 0.51

Then function *propagate*\_*down*\_*π*\_*message*(*X*, *T*) is executed

*πT*(*X*=1) = *π*(*X*=1) = 1

*πT*(*X*=0) = *π*(*X*=0) = 0

*π*(*T*=1) = *P*(*T*=1|*X*=1)*πT*(*X*=1) + *P*(*T*=1|*X*=0)*πT*(*X*=0) = 0.9\*1 + 0.4\*0 = 0.9

*π*(*T*=0) = *P*(*T*=0|*X*=1)*πT*(*X*=1) + *P*(*T*=0|*X*=0)*πT*(*X*=0) = 0.1\*1 + 0.6\*0= 0.1

*P*(*T*=1) = *αλ*(*T*=1)*π*(*T*=1) = *α*\*1\*0.9 = *α*0.9

*P*(*T*=0) = *αλ*(*T*=0)*π*(*T*=0) = *α*\*1\*0.1 = *α*0.1

Normalizing *P*(*T*)

*P*(*T*=1) = (*α*0.9) / (*α*0.9 + *α*0.1) = 0.9

*P*(*T*=0) = (*α*0.1) / (*α*0.9 + *α*0.1) = 0.1

Finally, all posterior probabilities are computed as in figure 3.1.5■
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**Figure 3.1.5.** All posterior probabilities are computed after running Pearl algorithm (*X* is evidence)

## 3.2. DAG based inference

DAG based inference algorithms take advantages of straightforward structure of DAG without cycle. This approach starts with as simplest DAG which has many parents (input nodes) and one child (output node) following the *noisy OR-gate* model in which the output value becomes *true* (1) if there is at least one of inputs being *true* (1). Figure 3.2.1 is an example of noisy OR-gate network with cause-effect relationships.
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**Figure 3.2.1.** Noisy OR-gate network with cause-effect relationships

Noisy OR-gate model can be used to build a simple BN when there are too many parent nodes or each parent node has too many discrete values. For example, if there are *n* binary parent nodes, given binary child node need a CPT having 2*n* entries. In this case, noisy OR-gate algorithm establishes one equation to determine the CPT of child node, which is an interesting result.

Suppose every node is binary, noisy OR-gate inference in Bayesian network simulates electronic circuit based on three assumptions:

* *Cause inhibition*: Given a cause-effect relationship denoted by edge *X*→*Y*, there is a factor *I* that inhibits *X* from causing *Y*. Factor *I* is called inhibition of *X*. That the inhibition *I* is turned off is the prerequisite of *X* causing *Y*.
* *Inhibition independence* (exception independence): Inhibitions are mutually independent. For example, inhibition *I*1 of *X*1 is independent from inhibition *I*2 of *X*2.
* *Noisy OR-gate condition* (accountability): Suppose we have a set of cause-effect relationships in which *Y* is the effect of many causes *X*1, *X*2,…, *Xn* (see figure 3.2.1). Let *Ii* be the inhibition of *Xi*. The effect *Y* cannot happen (*Y*=0) if at least one of *Xi* is equal 0 or one of inhibitions is *ON*:

Suppose we have *n* causes *X*1, *X*2,…, *Xn* and one result *Y*. According to “cause inhibition” and “inhibition independence” assumptions, let *Ii* be the inhibition of *Xi*. Let *Ai* be accountability variable so that *Ai* is *ON* (=1) if *Xi* is equal to 1 and *Ii* is *OFF* (=0).

*P*(*Ai* = *ON | Xi*=1, *Ii*=*OFF*) = 1

*P*(*Ai* = *ON | Xi*=1, *Ii*=*ON*) = 0

*P*(*Ai* = *ON | Xi*=0, *Ii*=*OFF*) = 0

*P*(*Ai* = *ON | Xi*=0, *Ii*=*ON*) = 0

*P*(*Ai* = *OFF | Xi*=1, *Ii*=*OFF*) = 0

*P*(*Ai* = *OFF | Xi*=1, *Ii*=*ON*) = 1

*P*(*Ai* = *OFF | Xi*=0, *Ii*=*OFF*) = 1

*P*(*Ai* = *OFF | Xi*=0, *Ii*=*ON*) = 1

Applying “noisy OR condition”, the condition probability of *Y* is equal 0 (*Y* never happens) if at least one *Ai* is *ON*. It means that *Y* happens (*Y*=1) if all *Ai* (s) are *ON*.

*P*(*Y*=0*| Ai*=*ON*) = 0

*P*(*Y*=0| *Ai*=*OFF*) = 1

*P*(*Y*=1*|* *Ai*=*ON*) = 1

*P*(*Y*=1| *Ai*=*OFF*) = 0

Figure 3.2.2 shows the noisy OR-gate model of the network shown in figure 3.2.1
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**Figure 3.2.2.** OR-gate model.

Now the strength of each cause-effect relationship *Xi→Y* is quantified by the CPT *P*(*Y|Xi*). Suppose causes (*X*1, *X*2,…, *Xi*,…, *Xn*) become evidences having values (*x*1, *x*2,…, *xi,…, xn*). Let *P*(*Xi*=1) = *pi* be the probability of *Xi* = 1. The probability of *Xi* ‘s inhibition is the inverse of *P*(*Xi*=1) according to equation 3.2.1.

|  |  |
| --- | --- |
| *P*(*Ii*=*ON*) = 1 – *P*(*Xi*=1) | (3.2.1) |

Let *O* be the set of such *i* that *Xi* = 1,

The goal of inference is to determine the posterior probability *P*(*Y*| *X*1, *X*2,…, *Xn*). We have:

(Due to total probability rule)

(Because *Ai* (s) are mutually independent)

(Because each *Ai* is only dependent on *Xi*)

(Due to *P*(*Y*=0*| Ai*=*ON*) = 0 and *P*(*Y*=0| *Ai*=*OFF*) = 1)

In general, we have equation 3.2.2 to specify noisy OR-gate inference.

|  |  |
| --- | --- |
|  | (3.2.2) |

Where *O* is the set of *i* such that *Xi* = 1.

**Example 3.2.1.** Given cause-effect relationship shown in figure 3.2.3. Given prior probabilities of causes *X*1=1, *X*2=1, *X*3=1 are 0.2, 0.5, 0.3, respectively. For example, we need to compute the conditional probability of effect *P*(*Y*=1*|X*1=1, *X*2=0, *X*3=1).

![](data:image/png;base64,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)

**Figure 3.2.3.** Noisy OR-gate inference example.

Applying equation 3.2.2, we have *P*(*Y*=1| *X*1=1, *X*2=0, *X*3=1) = 1 – (1 – *P*(*X*1=1))(1 – *P*(*X*3=1)) = 1 – 0.8\*0.7 = 0.44■

## 3.3. Optimal factoring based inference

Given a (*G*, *P*) (Neapolitan, 2003, p. 162) where *G* is the DAG shown in figure 3.3.1 and *P* is the joint probability distribution *P*(*X*, *Y*, *Z*, *W*, *T*) = *P*(*T* | *Z*)*P*(*W* | *Y*, Z)*P*(*Y* | *X*)*P*(*Z* | *X*)*P*(*X*). Note, all nodes are binary variables.
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**Figure 3.3.1.** A DAG used for illustrating optimal factoring based inference

Suppose *W* becomes evidence and we need to make an inference on *T* which is to compute the posterior probability *P*(*T* | *W*) according to equation 1.10 and 3.1 as follows (Neapolitan, 2003, p. 162):

We survey the numerator of the equation above as an example of optimal factoring based inference.

|  |  |
| --- | --- |
|  | (3.3.1) |

Because the sum is over 3 binary variables (*X*, *Y*, *Z*) and there are 4 multiplications in *P*(*T*, *W*), it requires 23 \* 4 = 32 multiplications to calculate one *P*(*T*, *W*). Because *T* and *W* has 4 possible values, it requires totally 32\*4 = 128 multiplications to calculate all values of *P*(*T*, *W*). The computation cost will be save if each product is not re-calculated when it is needed. For example, we factorize *P*(*T*, *W*) into 4 products as follows (Neapolitan, 2003, p. 163):

For illustration, suppose we create 4 buckets for such 4 products. Of course, such buckets are pseudo.

So, we have *bucket*1 = {*P*(*T* | *Z*)*P*(*W* | *Y*, Z)} for the first product, *bucket*2 = {*bucket*1\**P*(*Y*|*X*)} for the second product, *bucket*3 = {*bucket*2\**P*(*Z*|*X*)} for the third product, and *bucket*4 = {*bucket*3\**P*(*X*)} for the fourth product. After these products are calculated, they are stored in buckets. *Bucket*4 contains all possible values of *P*(*T*, *W*). Now we determine how many multiplications used for these buckets. The *bucket*1 as the first product *P*(*T* | *Z*)*P*(*W* | *Y*, Z) requires 24 = 16 multiplications (combinations) because it involves 4 binary variables. The *bucket*2 as the second product *bucket*1\**P*(*Y*|*X*) = *P*(*T* | *Z*)*P*(*W* | *Y*, Z)*P*(*Y* | *X*) requires 25 = 32 multiplications (combinations) because it involves 5 binary variables. The *bucket*3 as the third product *bucket*2\**P*(*Z*|*X*) = *P*(*T* | *Z*)*P*(*W* | *Y*, Z)*P*(*Y* | *X*)*P*(*Z* | *X*) requires 25 = 32 multiplications (combinations) because it involves 5 binary variables. The *bucket*4 as the fourth product *bucket*3\**P*(*X*) = *P*(*T* | *Z*)*P*(*W* | *Y*, Z)*P*(*Y* | *X*)*P*(*Z* | *X*)*P*(*X*) requires 25 = 32 multiplications (combinations) because it involves 5 binary variables. In general, *P*(*T*, *W*) requires |*bucket*1| + |*bucket*2| + |*bucket*3| + |*bucket*4| = 16 + 32 + 32 + 32 = 112 multiplications. We save 16 multiplications when *P*(*T*, *W*) needs 128 multiplications as usual. Note, additions in sigma sums are not concerned.

We can save more multiplications by summing over a variable when such variable no longer appears in remaining terms as follows (Neapolitan, 2003, p. 163):

The *bucket*1 requires 24 = 16 multiplications because it involves 4 binary variables. The *bucket*2 requires 25 = 32 multiplications because it involves 5 binary variables. The *bucket*3 requires 24 = 16 multiplications because it only involves 4 binary variables when we sum *Y* out before taking *bucket*3. The *bucket*4 require 23 = 8 multiplications because it only involves 3 binary variables when we sum *Z* out before taking *bucket*4. In general, *P*(*T*, *W*) requires |*bucket*1| + |*bucket*2| + |*bucket*3| + |*bucket*4| = 16 + 32 + 16 + 8 = 72 multiplications.

The other factorization of *P*(*T*, *W*) is optimal as follows:

|  |  |
| --- | --- |
|  | (3.3.2) |

Now the *bucket*1 requires 22 = 4 multiplications because it involves 2 binary variables. The *bucket*2 requires 23 = 8 multiplications because it involves 3 binary variables. The *bucket*3 requires 23 = 8 multiplications because it only involves 3 binary variables when we sum *X* out before taking *bucket*3. The *bucket*4 require 23 = 8 multiplications because it only involves 3 binary variables when we sum *Y* out before taking *bucket*4. In general, *P*(*T*, *W*) requires |*bucket*1| + |*bucket*2| + |*bucket*3| + |*bucket*4| = 4 + 8 + 8 + 8 = 28 multiplications. Such the number of multiplications is now minimum for the aforementioned *P*(*W*, *T*). In general, we need to find out a way to factorize the product *P*(*T* | *W*) into a minimum number of multiplications as equation 3.3.2. This is the *Optimal Factoring Problem* given by Shachter, D’Ambrosio, and Del Favero (Shachter, D'Ambrosio, & Del Favero, 1990).

According to definition 3.1 in (Neapolitan, 2003, p. 163), a *factoring instance* *F* = {*V*, *S*, *Q*} is defined as a triple consisting of:

1. A set of *n* variables *V=* {*X*1, *X*2,…, *Xn*}
2. A set of *m* sub-sets *S =* {*S*{1}*, S*{2}*,…, S*{*m*}} where *S*{*i*} *V*
3. A *target set* *Q* *V*

According to definition 3.2 in (Neapolitan, 2003, p. 164), the factoring *α* of *S* is a binary tree satisfying three following properties (Neapolitan, 2003, p. 164):

* All and only members *S*{*i*} of *S* are leaves.
* The parent of nodes *SI* and *SJ* is denoted .
* The root of tree is *S*{1, 2,.., *m*}.

Given *F*, the cost of factoring *α* denoted *μα*(*F*) is three following steps (Neapolitan, 2003, p. 164):

1. All non-leave nodes are determined according to equation 3.3.3.

|  |  |
| --- | --- |
|  | (3.3.3) |

Note, the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014).

1. The cost of each node is computed according to equations 3.3.4.

|  |  |
| --- | --- |
|  | (3.3.4) |

Where *|.|* denotes the cardinality of the set.

1. The cost of factoring *α* is *μα*(*F*) = *μα*(*S*{1,…, *m*})).

The less the cost *μα*(*F*) is, the better factoring *α* is. Hence, the optimal factoring problem is to find the optimal factoring *α* for the factoring instance *F* such that *µα*(*F*) is minimal.

When applying optimal factoring problem into Bayesian inference, the set of variables *V* in *F* corresponds with nodes in DAG, *S* corresponds with operands of the marginal probability, and the factoring *α* corresponds with the factorization of such probability. The cost of factoring instance *μα*(*F*) is equal to the number of multiplications. The problem becomes easy when we find out the best tree *α* having least *μα*(*F*) and compute the marginal probability with the same ordering of multiplications to this tree.

**Example 3.3.1.** According to definition 3.1 in (Neapolitan, 2003, p. 163), let the following factoring instance model the marginal probability *P*(*T*, *W*) specified by equation 3.3.1 for the DAG shown in figure 3.3.1 as follows (Neapolitan, 2003, p. 164):

* Let *n* = 5 and *V* = {*X*, *Y*, *Z*, *W*, *T*}.
* Let *m* = 5 and *S*{1} = {*X*}, *S*{2} = {*X*, *Z*}, *S*{3} = {*X*, *Y*}, *S*{4} = {*Y*, *Z*, *W*}, and *S*{5} = {*Z*, *T*}.
* Let *Q* = {*W*, *T*}.

It is easy to recognize that *S*{1}, *S*{2}, *S*{3}, *S*{4}, and *S*{5} correspond with *P*(*X*), *P*(*Z* | *X*), *P*(*Y* | *X*), *P*(*W* | *Y*, Z), and *P*(*T* | *Z*), respectively. Suppose the optimal factorizing *α* shown in figure 3.3.2 (Neapolitan, 2003, p. 165) corresponds with the factorization of the marginal probability *P*(*W*, *T*) shown in equation 3.3.2 with note that Shachter, D’Ambrosio, and Del Favero (Shachter, D'Ambrosio, & Del Favero, 1990) proposed a linear time algorithm to find out such *α*.

![](data:image/png;base64,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)

**Figure 3.3.2.** An optimal factorizing

We will know the cost *μα*(*F*) of the factorizing *α* shown in figure 3.3.2 is 28 as aforementioned. In fact, we have (Neapolitan, 2003, p. 166):

The costs are computed as follows:

So, the cost of the factoring *α* is *μα*(*F*) = *μα*(*S*{1, 2, 3, 4, 5})) = 28■

Shortly, after giving the optimal factoring problem, Shachter, D’Ambrosio, and Del Favero (Shachter, D'Ambrosio, & Del Favero, 1990) proposed a linear time algorithm which solves the optimal factoring problem when the DAG is singly-connected. Because their algorithm combines both the symbolic reasoning and the numeric computation for doing probabilistic inference, it is called *Symbolic Probabilistic Inference* (*SPI*) algorithm.

# 4. Parameter learning

We turn back Bayesian inference introduced in equation 1.1 here. As a convention, uppercase letters such as *X*, *Y*, and *Z* often denote random variable whereas lowercase letters such as *x*, *y*, and *z* often denote instances or values of random variables. According to Bayesian approach, parameters such as mean *μ* and variance *σ*2 of normal distribution and probability *p* of binomial distribution are random variables too. These random variables are commonly denoted Θ, which are hypotheses according to equation 1.1. Prior distribution (prior probability) is denoted *P*(Θ | *ξ*) where *ξ* denotes background knowledge about Θ. Note that *ξ* is often parameter of the prior distribution and so it can be called hyper-parameter of prior distribution. For example, if Θ follows beta distribution, its prior distribution is:

Where *ξ* = (*a*, *b*)*T* are two parameters of such prior (beta) distribution. Note that Γ(.) is gamma function:

For another example, if Θ is mean *μ* and it follows normal distribution, its prior distribution is:

Where *ξ* = (*μ*0, *σ*02)*T* are mean and variance of such prior (normal) distribution. Given sample *D* = {*X*1, *X*2,…, *Xm*) consisting *m* observations (evidences) *Xi* with note that *m* can be 1. Let *X* be theoretical random variable that represents all *Xi*. Equation 4.1 specifies posterior distribution (posterior probability) of Θ, according to Bayes’ rule (Heckerman, 1995, p. 6) (Wikipedia, Bayesian inference, 2006).

|  |  |
| --- | --- |
|  | (4.1) |

Where *P*(*D* | Θ) is likelihood function of Θ and *P*(*D*) is marginal probability of sample. If all observations *Xi* are independent and identically distributed (iid) random variables, we have:

The probability *P*(*Xi* | Θ) is likelihood function of Θ in simplest case of Bayesian inference specified by equation 1.1. Of course, *P*(*Xi* | Θ) can follow a distribution which is different from prior distribution *P*(Θ | *ξ*).

If posterior distribution *P*(Θ | *D*, *ξ*) has the same form of prior distribution *P*(Θ | *ξ*), such posterior distribution and prior distribution are called *conjugate distributions* (conjugate probabilities) and *P*(Θ | *ξ*) is called *conjugate prior* (Wikipedia, Conjugate prior, 2018) for likelihood function *P*(*D* | Θ). For example, if prior distribution *P*(Θ | *ξ*) is beta distribution and likelihood function *P*(*D* | Θ) follows binomial distribution then, posterior distribution *P*(Θ | *D*, *ξ*) is beta distribution too and hence, *P*(Θ | *ξ*) and *P*(Θ | *D*, *ξ*) are conjugate distributions. Shortly, whether posterior distribution and prior distribution are conjugate distributions depends on prior distribution and likelihood function.

Equation 4.1 is an extension of equation 1.1. Note, equation 4.1 is written fully as follows:

However *P*(*D* | Θ, *ξ*) = *P*(*D* | Θ) and *P*(*D* | *ξ*) = *P*(*D*) because *D* is only dependent on Θ. Marginal probability *P*(*D*) is expectation of likelihood function *P*(*D* | Θ) given prior probability *P*(Θ | *ξ*).

Anyway equation 4.2 specifies marginal probability *P*(*D*).

|  |  |
| --- | --- |
|  | (4.2) |

Equation 4.1 which defines posterior probability of parameter Θ is used to assess hypothesis Θ after surveying sample *D*. This is a so-called *Bayesian inference*.

Suppose there is a requirement of predicting possibility of a new observation *Xm*+1 given previous sample *D* with note that *Xm*+1 is independent from *D*. In other words, we need to calculate probability *P*(*Xm*+1 | *D*) called updated probability. Following equation specifies *updated probability* or *predictive probability* (Heckerman, 1995, p. 6) (Wikipedia, Bayesian inference, 2006).

Because we consider *Xm*+1 and *X* are formal variables, we have *P*(*Xm*+1 | *D*) = *P*(*X* | *D*) and *P*(*Xm*+1 | Θ) = *P*(*X* | Θ). Therefore, equation 4.3 specifies updated probability in general.

|  |  |
| --- | --- |
|  | (4.3) |

According to equation 4.3, updated probability *P*(*X* | *D*) is expectation of probability *P*(*X* | Θ) given posterior distribution *P*(Θ | *D*). Equation 4.3 establishes a so-called *Bayesian updating* or *Bayesian prediction*. Probability *P*(*X* | Θ) is always determined because it is probability of observation.

Given a sample *D* = {*X*1, *X*2,…, *Xm*) where all observations *Xi* are independent and identically distributed (iid) random variables, there is a requirement of estimating parameter (hypothesis) Θ according to Bayesian inference. Let denote a Bayesian estimate of Θ. How to calculate the estimate is called *Bayesian estimation* or *Bayesian learning* which is main subject of this section “Parameter learning”. There are some methods to determine . The most popular method is Maximum A Posteriori (MAP) estimation (Wikipedia, Maximum a posteriori estimation, 2017). According to MAP, is a maximizer of posterior distribution given sample *D*.

Because *P*(*D*) is constant regarding Θ, we have:

For convenience, we take natural logarithm of *P*(*D*|Θ)*P*(Θ|*ξ*), which produce equation 4.4 to determine according to MAP.

|  |  |
| --- | --- |
|  | (4.4) |

As a convention, the function *l*(Θ|*ξ*) is called posterior log-likelihood function. Hence, MAP is extension of maximum likelihood estimation (MLE) method. If equation 4.4 is complicated, some approximate methods such as Newton-Raphson, gradient descent, and Lagrange duality to solve equation 4.4. By the simplest way, is solution of the equation formed by setting the (partial) first-order of posterior log-likelihood function *l*(Θ|*ξ*) to be zero as follows:

Other estimation methods use so-called loss functions. Squared-error loss function is defined according to equation 4.5 (Walpole, Myers, Myers, & Ye, 2012, p. 717):

|  |  |
| --- | --- |
|  | (4.5) |

The mean of posterior distribution *P*(Θ | *D*, *ξ*) is a Bayesian estimate of Θ under squared-error loss function, according to equation 4.6 (Walpole, Myers, Myers, & Ye, 2012, p. 717). In other words, such mean minimizes squared-error loss function.

|  |  |
| --- | --- |
|  | (4.6) |

Absolute loss function is defined according to equation 4.7 (Walpole, Myers, Myers, & Ye, 2012, p. 718):

|  |  |
| --- | --- |
|  | (4.7) |

Median of posterior distribution *P*(Θ | *D*, *ξ*) is a Bayesian estimate of Θ under absolute loss function, according to equation 4.8 (Walpole, Myers, Myers, & Ye, 2012, p. 718). In other words, such median minimizes absolute loss function.

|  |  |
| --- | --- |
|  | (4.8) |

Therefore, equations 4.4, 4.6 and 4.8 are popular equations for *Bayesian parameter estimation*. If posterior distribution *P*(Θ | *D*, *ξ*) is symmetric, equations 4.6 and 4.8 produces the same estimate .

Now we survey a common case of Bayesian inference in which *D* is **binomial sample**. At that time every *Xi* is binary random variable and likelihood function *P*(*D* | Θ) is specified by equation 4.9 (Heckerman, 1995, p. 6):

|  |  |
| --- | --- |
|  | (4.9) |

Where *s* and *t* are the numbers of *Xi* = 1 and *Xi* = 0, respectively. The *s* and *t* are sufficient statistics of binomial sampling. Note, *X* is theoretical random variable that represents all *Xi*. Parameter Θ = *P*(*X* = 1 | Θ) is probability of *X* = 1 and it has prior probability *P*(Θ|*ξ*). Therefore,

Equation 4.10 (Heckerman, 1995, p. 6), which is a special case of equation 4.1, specifies Bayesian inference (posterior probability of Θ) in case of binomial sampling.

|  |  |
| --- | --- |
|  | (4.10) |

Derived from equation 4.3, the updated probability *P*(*X* = 1 | *D*) in case of binomial sampling becomes (Heckerman, 1995, p. 6):

Due to:

Equation 4.11, which is a variant of equation 4.3, specifies updated probability *P*(*X* = 1 | *D*) in case of binomial sampling (Heckerman, 1995, p. 6).

|  |  |
| --- | --- |
|  | (4.11) |

Where *E*(Θ | *D*, *ξ*) denotes expectation of Θ given posterior probability *P*(Θ | *D*, *ξ*) specified by equation 4.10. Comparing equation 4.11 and equation 4.6, we recognize that updated probability is the estimate of Θ under squared-error loss function in case of binomial sampling.

Suppose Θ is distributed according to beta distribution, its prior probability is specified by equation 4.12.

|  |  |
| --- | --- |
|  | (4.12) |

Where,

So *ξ* = (*a*, *b*)*T* contains two parameters of such prior beta distribution. Note, we use two notations “beta” and “*β*” to denote beta distribution. Note, Γ(.) denotes gamma function (Neapolitan, 2003, p. 298) which is essentially an integral approximated to factorial function according to equation 4.13.

|  |  |
| --- | --- |
|  | (4.13) |

It is conventional that *e*(.) and *exp*(.) denote exponent function and *e*2.71828 is Euler’s number. If *x* is positive integer, gamma function in equation 4.13 is equivalent to factorial function,

There is an important property of gamma function which is expressed as follows (Neapolitan, 2003, p. 298):

Figure 4.1 shows beta density function with various parameters *a* and *b*. Beta functions *β*(*x*;2,2), *β*(*x*;4,2), and *β*(*x*;2,4) are drawn as black line, green line, and red line, respectively.
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**Figure 4.1.** Beta density functions with various parameters *a* and *b*

In beta density function, there are “*a*” successful outcomes (for example, *x* =1) in “*a+b*” trials. The higher value of “*a*” is, the higher ratio of success is, so, the graph leans forward right. The higher value of “*a+b*” is, the more the mass concentrates around *a*/(*a+b*) and the narrower the graph is.

Theoretical mean and variance of beta distribution is specified by equation 4.14.

|  |  |
| --- | --- |
|  | (4.14) |

Where *N* = *a* + *b*. Of course, we have probability *P*(*X*=1) as follows:

Marginal probability *P*(*D*) is calculated as follows:

Where *M* = *s* + *t*. Shortly, equation 4.15 specifies marginal probability *P*(*D*).

|  |  |
| --- | --- |
|  | (4.15) |

Posterior probability of Θ is re-calculated as follows:

Therefore, in case of binomial sampling, if prior probability of Θ conforms beta distribution beta(Θ | *a*, *b*) then, posterior probability of Θ conforms beta distribution beta(Θ | *a* + *s*, *b* + *t*), which is a beautiful result according to equation 4.16 (Heckerman, 1995, p. 7).

|  |  |
| --- | --- |
|  | (4.16) |

Equation 4.16 is a special case of equation 4.10 in case of beta distribution. Because both *P*(Θ | *ξ*) and *P*(Θ | *D*, *ξ*) conform beta distribution, they are conjugate probabilities.

Equation 4.17 (Heckerman, 1995, p. 7) specifies updated probability *P*(*X* = 1 | *D*) in case of binomial sampling and prior beta distribution.

|  |  |
| --- | --- |
|  | (4.17) |

Essentially, equation 4.17 is a special case of equation 4.6 in case of binomial sampling and beta prior distribution, which is used to estimate Θ under squared-error loss function as follows:

Now we survey another case of Bayesian inference in which *D* is **multinomial sample**. At that time every *Xi* is multinomial random variable which has *r* possible states 1, 2,…, *r*. So, *X* is multinomial random variable (discrete random variable). Parameter Θ is now *r*-dimension vector Θ = (*θ*1, *θ*1,…, *θr*)*T*. Partial parameter *θk* is specified in equation 4.18 (Heckerman, 1995, p. 9):

|  |  |
| --- | --- |
|  | (4.18) |

Likelihood function *P*(*D* | Θ) is specified by equation 4.19.

|  |  |
| --- | --- |
|  | (4.19) |

Where *sk* is the number of *Xi* = *k*. Hence, each *sk* is sufficient statistics of multinomial sampling. Recall that *X* is theoretical random variable that represents all *Xi*. Partial parameter *θk* = *P*(*X* = *k* | *θk*) is the probability of *X* = *k* and it has partial prior probability *P*(*θk*|*ξk*) which in turn is calculated based on prior probability *P*(Θ | *ξ*) = *P*(*θ*1, *θ*1,…, *θr* | *ξ*1, *ξ*2,*…*, *ξr*). Note, *ξ* = (*ξ*1, *ξ*2,*…*, *ξr*)*T* is vector parameter of prior probability *P*(Θ | *ξ*) with Θ = (*θ*1, *θ*1,…, *θr*)*T* and each *θk* only depends on *ξk*.

Therefore,

Equation 4.20 (Neapolitan, 2003, p. 385), which is a special case of equation 4.1, specifies Bayesian inference (posterior probability of Θ) in case of multinomial sampling.

|  |  |
| --- | --- |
|  | (4.20) |

Derived from equation 4.3, updated probability *P*(*X* = *k* | *D*) in case of multinomial sampling becomes:

Due to:

Equation 4.21, which is a variant of equation 4.3, specifies updated probability *P*(*X* = *k* | *D*) in case of multinomial sampling.

|  |  |
| --- | --- |
|  | (4.21) |

Where *E*(*θk* | *D*, *ξk*) denotes expectation of *θk* given partial posterior probability *P*(*θk* | *D*, *ξk*) which in turn is calculated based on posterior probability *P*(Θ | *D*, *ξ*) specified by equation 4.20. Equation 4.21 is extension of equation 4.11, which is used to estimate *θk* under squared-error loss function in case of multinomial sampling.

The most important problem of multinomial sampling is how to determine prior probability of (vector) parameter Θ = (*θ*1, *θ*1,…, *θr*)*T*. Suppose Θ is distributed according to *Dirichlet distribution*, its prior probability is specified by equation 4.22.

|  |  |
| --- | --- |
|  | (4.22) |

Where,

Equation 4.22 also specifies *Dirichlet density function* because each *θk* is continuous. It is easy to recognize that Dirichlet distribution is general case of beta distribution (equation 4.12) in case of multinomial sample (discrete sample). So *ξ* = (*ξ*1, *ξ*2,*…*, *ξr*)*T* = (*a*1, *a*2,*…*, *ar*)*T* contains *r* parameters of such prior Dirichlet distribution. Note, Γ(.) denotes gamma function specified by equation 4.13. Partial prior Dirichlet distribution *P*(*θk*|*ξk*) = *P*(*θk*|*ak*) is marginal probability of Dir(Θ | *a*1, *a*2,…, *ar*) over all *ai* except *ak*, which is also beta distribution, specified by equation 4.23.

|  |  |
| --- | --- |
|  | (4.23) |

Theoretical means and variances of Dirichlet distribution is specified by equation 4.24.

|  |  |
| --- | --- |
|  | (4.24) |

Equation 4.24 is extension of equation 4.14. Of course, we have the probability *P*(*X*=*k*) as follows:

Marginal probability *P*(*D*) with regard to Dirichlet distribution is specified by equation 4.25.

|  |  |
| --- | --- |
|  | (4.25) |

Where,

Recall that *sk* is the number of *Xi* = *k*. Equation 4.25 is extension of equation 4.15. It is easy to determine posterior probability *P*(Θ | *D*, *ξ*) given prior probability *P*(Θ | *ξ*) = Dir(Θ | *a*1, *a*2,…, *ar*) and marginal probability *P*(*D*). As a result, in case of multinomial sampling, posterior probability of Θ conforms Dirichlet distribution Dir(Θ | *a*1+*s*1, *a*2+*s*2*,…, ar+sr*), according to equation 4.26.

|  |  |
| --- | --- |
|  | (4.26) |

Equation 4.26 is general case of equation 4.16 and special case of equation 4.20. Because both *P*(Θ | *ξ*) and *P*(Θ | *D*, *ξ*) conform Dirichlet distribution, they are conjugate probabilities.

Equation 4.27 (Heckerman, 1995, p. 9) specifies updated probability *P*(*X* = *k* | *D*) in case of multinomial sampling and prior Dirichlet distribution.

|  |  |
| --- | --- |
|  | (4.27) |

Equation 4.27 is special case of equation 4.21. Essentially, equation 4.27 is general case of equation 4.17, which is used to estimate Θ under squared-error loss function.

We surveyed Bayesian learning with discrete (binomial and multinomial) sample in which parameter Θ follows beta distribution or Dirichlet distribution. As a beautiful result, the estimate under squared-error loss function is expectation of Θ, which is also updated probability according to equations 4.6, 4.11, 4.17, and 4.27.

Now suppose *D* = {*X*1, *X*2,…, *Xm*) is **normal sample** where all observations *Xi* are independent and identically distributed (iid) random variables following normal distribution with theoretical mean *μ* and theoretical variance *σ*2. As usual, let *X* be theoretical random variable that represents all *Xi*. Note, *X* is real. Suppose the theoretical variance *σ*2 is not random variable but the theoretical mean *μ* is random variable Θ = *μ*. Probabilistic density function of *X* is:

|  |  |
| --- | --- |
|  | (4.28) |

Suppose parameter *μ* also conforms normal distribution with theoretical mean *μ*0 and theoretical variance *σ*02. Prior density function (prior distribution) of *μ* = Θ is:

|  |  |
| --- | --- |
|  | (4.29) |

Of course, we have *ξ* = (*μ*0, *σ*02)*T*.It is proved that *P*(*μ* | *ξ*) is conjugate prior if *X* distributes normally. Although the variance *σ*2 is not random variable but it will be estimated in most suitable way. Let and be estimates of *μ* and *σ*2, respectively. The estimates and will be calculated according to MAP method with equation 4.4.

We have:

Let notation “” denote proportion. Note, only *μ* is random variable. By making proportion, Zhu proved that (Zhu, 2018, pp. 3-4):

(Because only *μ* is considered as random variable)

(Because only *μ* is considered as random variable)

Let

We have:

Let

We have:

The posterior log-likelihood function *l*(*μ*, *σ*2 | *ξ*) is re-defined as follows:

Obviously, quadric function *l*(*μ*, *σ*2 | *ξ*) gets maximal at for each *σ*2. In other words, we obtain equation 4.30 to calculate estimates and .

|  |  |
| --- | --- |
|  | (4.30) |

Where,

Note, variance *σ*2, prior mean *μ*0, and prior variance *σ*02 in equation 4.30 are pre-defined (known). The estimate is much more important than the estimate because given the posterior log-likelihood function *l*(, *σ*2 | *ξ*) gets maximal for each *σ*2.

Given estimates and , posterior density function (posterior distribution) of Θ = *μ* is specified by equation 4.31.

|  |  |
| --- | --- |
|  | (4.31) |

Note that . Obviously, posterior density function *P*(*μ* | *D*, *ξ*) distributes normally with mean and variance . The variance of posterior density function *P*(*μ* | *D*, *ξ*) is *m* times smaller than the variance of updated density function mentioned later because *μ* is mean of *X*.

Because posterior density function *P*(*μ* | *D*, *ξ*) and prior density function *P*(*μ* | *ξ*) are conjugateprobabilities, posterior density function *P*(*μ* | *D*, *ξ*) distributes normally. Updated probability *P*(*X* | *D*) is now called updated density function specified equation 4.32.

|  |  |
| --- | --- |
|  | (4.32) |

Obviously, updated density function *P*(*X* | *D*) distributes normally with mean and variance .

The estimate specified in equation 4.31 is theoretical mean of random variable (parameter) Θ = *μ* and so we have:

In other words, specified in equation 4.30 is Bayesian estimate of Θ = *μ* under squared-error loss function.

Recall that the estimate is much more important than the estimate because given the posterior log-likelihood function *l*(, *σ*2 | *ξ*) gets maximal for each *σ*2. Therefore, another estimate of *σ*2 can be different from the estimate specified in equation 4.31. In fact, given the posterior log-likelihood function *l*(*μ*, *σ*2 | *ξ*) becomes *l*(*σ*2 | *ξ*) which is function of *σ*2 as follows:

The first-order derivative of posterior log-likelihood function *l*(*σ*2 | *ξ*) with regard to *σ*2 is:

Let (*σ*2)\* be another estimate of *σ*2. The estimate (*σ*2)\* is solution of the equation formed by setting the first-order derivative to be zero as follows:

In short, equation 4.33 specifies (*σ*2)\* which is another estimate of *σ*2 with note that is the estimate of *μ* specified in equation 4.30.

|  |  |
| --- | --- |
|  | (4.33) |

I think that the estimate (*σ*2)\* is more precise than the estimate because concerns observations *Xi*. Given (*σ*2)\*, posterior density function (equation 4.31) and updated density function (equation 4.32) are re-written as follows:

|  |  |
| --- | --- |
|  | (4.34) |

Basic concepts of Bayesian learning were introduced. Sub-sections 4.1 and 4.2 mention how to learn CPTs of BN in which sub-section 4.1 focuses on parameter learning in complete data whereas sub-section 4.2 focuses on parameter learning in incomplete data. In sub-sections 4.1 and 4.2, nodes in BN are binary random variables and data sample is binomial sample. Recall that the report focuses on discrete BN.

## 4.1. Parameter learning with binomial complete data

Given a discrete BN (*G*, *P*) satisfies Markov condition where both structure *G* and parameter *P* are known with note that *G* is a DAG and *P* is a joint probability distribution. Moreover, *P* is formulated from CPTs, which means that *P* is product of conditional probabilities of nodes given their parents according to theorem 1.5 in (Neapolitan, 2003, p. 37), parameter learning here aims to improves CPTs from binomial complete data.

Suppose there is one binary variable *X* in BN and probability distribution of *X* is considered as relative frequency having values in space [0, 1] which is the range of variable *F*. A parameter *F* (whose space is [0, 1], of course) is added to each variable *X*, which acts as the parent of *X* and has a beta density function *β*(*F*; a, b), so as to:

|  |  |
| --- | --- |
| *P*(*X*=1 | *F*) = *F*, where *F* has beta density function *β*(*F*; *a*, *b*) | (4.1.1) |

Please pay attention to equation 4.1.1, *P*(*X=*1 *| F*)= *F* implicating that *F* representsrelative frequency of *X* (Neapolitan, 2003, p. 301) because it is the key of learning CPT based on beta density function. Variable *X* and parameter *F* constitute a simple network which is referred as augmented BN (Neapolitan, 2003, p. 324). Figure 4.1.1 shows the simplest augmented BN. We use binomial sample to learn BN and *F* is essentially the parameter Θ of binomial sampling, *F* = Θ. Because parameter is considered as random variable in Bayesian approach, *F* is called *augmented variable* as a convention.
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**Figure 4.1.1.** The simple (binomial) augmented BN with only one hypothesis node *X*

The augmented BN is often denoted as a triple (*G*, *F*(*G*), *β*(*G*)) whereas the BN is denoted as a pair (*G*, *P*). As a convention, (*G*, *F*(*G*), *ρ*(*G*)) is called *augmented BN* of (*G*, *P*) and (*G*, *P*) is called *embedded BN* of (*G*, *F*(*G*), *β*(*G*)). If *ρ* is beta distribution, we denote (*G*, *F*(*G*), *β*(*G*)) as augmented BN. Moreover, we can denote (*G*, *F*, *β*) and (*G*, *F*, *ρ*) if *G* is implied.

The probability *P*(*X* = 1) which is parameter of BN is really prior predictive probability and so we have a simple but effective equation 4.1.2 to compute *P*(*X* = 1) as follows:

|  |  |
| --- | --- |
|  | (4.1.2) |

Following is the proof of equation 4.1.2.

Note, *P*(*X*=1) is CPT of *X*. Please refer to equation 4.14 to know how to calculate mean of beta distribution. Please pay attention to equation 4.1.2, it is the most essential equation used in parameter learning. The equation 4.1.2 is corollary 6.1 in (Neapolitan, 2003, p. 302).

The ultimate purpose of Bayesian inference is to consolidate a hypothesis (namely, variable) by collecting evidences. Suppose we perform *M* trials of a random process, the outcome of *uth* trial is denoted *X*(*u*) considered as evidence variable whose probability *P*(*X*(*u*)= 1 *| F*)= *F*. So, all *X*(*u*) are conditionally dependent on *F*. The probability of variable *X*, *P*(*X=*1) is learned by these evidences. Note that evidence *X*(*u*) is considered as random variable like *X*.

We denote the vector of all evidences as  *=* (*X*(1), *X*(2),…, *X*(*m*)) which is also called the sample of size *m*. Hence, is known as a sample or an evidence vector and we often implicate as a collection of evidences. Given this sample, *β*(*F*) is called prior density function, and *P*(*X*(*u*) = 1) = *a*/*N* (due to equation 4.1.2) is called prior probability of *X*(*u*). It is necessary to determine posterior density function *β*(*F|*)and updated probability of *X*, namely *P*(*X|*)*. The nature of this process is the parameter learning* which aims to determine CPTs that are parameters of discrete BN with note that such CPTs essentially are updated probabilities *P*(*X|*). Note, *P*(*X|*) can be referred as *P*(*X*(*m+*1) *|* ). Figure 4.1.2 depicts this sample  *=* (*X*(1), *X*(2),…, *X*(*m*)).
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**Figure 4.1.2.** The binomial sample *=*(*X*(1), *X*(2),…, *X*(*m*)) of size *m*

We survey firstly the case of binomial sample. Thus, having binomial distribution is called binomial sample and the network in figure 4.1.1 becomes a binomial augmented BN. Then, suppose *s* is the number of all evidences *X*(*i*) which have value 1 (success), otherwise, *t* is the number of all evidences *X*(*j*) which have value 0 (failed). Of course, *s* + *t* = *M*. Note that *s* and *t* are often called counters or count numbers.

**Computing posterior density function and updated** **probability**

Now, we need to compute posterior density function *β*(*F|*) and updated probability *P*(*X=*1|). It is essential to determine probability distribution of *X*. Fortunately, *β*(*F|*) and *P*(*X=*1|) are already determined by equations 4.15 and 4.16 when *F* = Θ and *P*(*X=*1|) = *P*(*Xn*+1*=*1|). For convenience, we replicate equations 4.15 and 4.16 as equations 4.1.3 and 4.1.4, respectively.

|  |  |
| --- | --- |
|  | (4.1.3) |
|  | (4.1.4) |

From equation 4.1.4, *P*(*X*=1|) representing updated CPT of *X* is an estimate of *F* under squared-error loss function. Equation 4.1.4 is theorem 6.4 in (Neapolitan, 2003, p. 309). In general, you should merely remember equations 4.1.2 and 4.1.4 to calculate probability of *X* and updated probability of *X*, respectively. Essentially, equations 4.17 or 4.1.4 is special case of equation 4.6 in case of binomial sampling and beta prior distribution, which is used to estimate *F* under squared-error loss function.

**Expanding augmented BN with more than one hypothesis node**

Suppose we have a BN with two binary random variables and there is conditional dependence assertion between these nodes. Note, a BN having more than one hypothesis variable is known as multi-node BN. See the networks and CPTs in following figure 4.1.3 (Neapolitan, 2003, p. 329):
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**Figure 4.1.3.** BN (a) and complex augmented BN (b)

In figure 4.1.3, the BN (a) having no attached augmented variable is also called original BN or trust BN, from which augmented BN (b) is derived by the way: for every node (variable) *Xi*, we add parameter parent nodes to *Xi*, obeying two principles below:

1. If *Xi* has no parent (not conditionally dependent on any others, *Xi* is a root), we add only one augmented variable denoted *Fi*1having probability density function *β*(*Fi*1; *ai*1, *bi*1) so as to *P*(*Xi=*1*|Fi*1) *= Fi*1.
2. If *Xi* has a set of *pi* parent nodes and each parent node is binary, we add a set of *qi=*2*pi* parameter variables {*Fi*1, *Fi*2,…, } which, in turn, correspond to instances of parentnodes of *Xi*,namely{*PAi*1, *PAi*2, *PAi*3,…,} where each *PAij* is an instance of a parent node of *Xi* with note that each binary parent node has two instances (0 and 1, for example). For convenience, each *PAij* is called a parent instance of *Xi* and we let *PAi=*{*PAi*1, *PAi*2, *PAi*3,…,} be vector or collection of parent instances of *Xi*. We also let *Fi*={*Fi*1, *Fi*2,…, } be respective vector or collection of augmented variables *Fi*1 (s) attached to *Xi*. Now in a given augmented BN (*G*, *F*(*G*), *β*(*G*)), *F* is a set of all *Fi* (s), *F* = {*F*1, *F*2,…, *Fn*} in which each *Fi* is a vector of *Fij* (s) and in turn each *Fij* is a root node. It is conventional that each *Xi* has *qi* parent instances ; in other words, *qi* denotes the size of *PAi* and the size of *Fi*. For example, in figure 4.1.3, node *X*2 has one parent node *X*1, which causes that *X*2 has two parent instances represented by two augmented variables *F*21 and *F*22. Additionally, *F*21 (*F*22) and its beta density function specify conditional probabilities of *X*2 given *X*1 = 1 (*X*1 = 0) because parent node *X*1 is binary. We have equation 4.1.5 for connecting CPT of variable *Xi* with beta density function of augmented variable *Fi*.

|  |  |
| --- | --- |
|  | (4.1.5) |

Equation 4.1.5 is an extension of equation 4.1.1 in multi-node BN and equation 4.1.5 degenerates to equation 4.1.1 if *Xi* has no parent. Note that the beta density function of *Fij* is *β*(*Fij*; *aij*, *bij*) and of course, in figure 4.1.3, we have *a*11=1, *b*11=1, *a*21=1, *b*21=1, *a*22=1, *b*22=1.

Beta density function for each *Fij* is specified in equation 4.1.6 as follows:

|  |  |
| --- | --- |
|  | (4.1.6) |

Where *Nij* = *aij* + *bij*. Given augmented BN (*G*, *F*(*G*), *β*(*G*)), notation *β* implies set of all *β*(*Fij*) which in turn implies set of all (*aij*, *bij*). Note that equations 4.12 and 4.1.6 have the same meaning for representing beta function except that equation 4.1.6 is used in multi-node BN. Variables *Fij* (s) attached to the same *Xi* have no parent and are mutually independent, so, it is very easy to compute the joint beta density function *β*(*Fi*1, *Fi*2,…, ) with regard to node *Xi* as follows:

|  |  |
| --- | --- |
|  | (4.1.7) |

Besides the local parameter independence expressed in equation 4.1.7, we have global parameter independence if reviewing all variables *Xi* (s) with note that all respective *Fij* (s) over entire augmented BN are mutually independent. Equation 4.1.8 expresses the global parameter independence of all *Fij* (s).

|  |  |
| --- | --- |
|  | (4.1.8) |

Concepts “local parameter independence” and “global parameter independence” are defined in (Neapolitan, 2003, p. 333).

All variables *Xi* and their augmented variables form the complex augmented BN representing the trust BN in figure 4.1.3. In the trust BN, the conditional probability of variable *Xi* with respect to its parent instance *PAij*, in other words, the *ijth* conditional distribution is the expected value of *Fij* as below:

|  |  |
| --- | --- |
|  | (4.1.9) |

Equation 4.1.9 is extension of equation 4.1.2 when variable *Xi* has parent and both equations express prior probability of variable *Xi*. Following is proof of equation 4.1.9.

(due to local parameter independence specified in equation 4.1.7 when *Fij* (s) are mutually independent)

Equation 4.1.9 is theorem 6.7 proved by the similar way in (Neapolitan, 2003, pp. 334-335) to which I referred.

**Example 4.1.1.** For illustrating equations 4.1.5 and 4.1.9, recall that variables *Fij* (s) and their beta density functions *β*(*Fij*) (s) specify conditional probabilities of *Xi* (s) as in figure 4.1.3, and so, the CPTs in figure 4.1.3 is interpreted in detailed as follows:

Note that inverted probabilities in CPTs such as *P*(*X*1=0), *P*(*X*2=0*|X*1=1) and *P*(*X*2=0*|X*1=0) are not mentioned because *Xi* (s) are binary variables and so, *P*(*X*1=0) = 1 – *P*(*X*1=1) = 1/2, *P*(*X*2=0*|X*1=1) = 1 – *P*(*X*2=1*|X*1=1) = 1/2 and *P*(*X*2=0*|X*1=0) = 1 – *P*(*X*2=1*|X*1=0) = 1/2■

Suppose we perform *m* trials of random process, the outcome of *uth* trial which is BN like figure 4.1.3 is represented as a random vector *X*(*u*) containing all evidence variables in network. Vector *X*(*u*) is also called the *uth* *evidence* (vector) of entire BN. Suppose *X*(*u*) has *n* components or partial evidences *Xi*(*u*) when BN has *n* nodes; in figure 4.1.3, *n* = 2. Note that evidence *Xi*(*u*) is considered as random variable like *Xi*.

It is easy to recognize that each component *Xi*(*u*) represents the *uth* evidence of node *Xi* in the BN. The *m* trials constitute the sample of size *m* which is the set of random vectors denoted as *=*{*X*(1), *X*(2),…, *X*(*m*)}. is also called evidence matrix,evidence sample,training data,orevidences, in brief. We only review the case of binomial sample; it means that is the binomial BN sample of size *m*. For example, this sample corresponding to the network in figure 4.1.3 is depicted by figure 4.1.4 as below (Neapolitan, 2003, p. 337):
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**Figure 4.1.4.** Expanded binomial augmented BN sample of size *m*

After *m* trials are performed, the augmented BN are updated and so, augmented variables’ density functions and hypothesis variables’ conditional probabilities are changed. We need to compute posterior density function *β*(*Fij|*) of each augmented variable *Fij* and updated condition probability *P*(*Xi=*1*| PAij*,) of each variable *Xi*. Note that evidence vectors *X*(*u*) (s) are mutually independent given all *Fij* (s). It is easy to infer that given fixed *i*, all evidences *Xi*(*u*) corresponding to variable *Xi* are mutually independent. Based on binomial trials and mentioned mutual independence, equation 4.1.10 is used for calculating probability of evidences corresponding to variable *Xi* over *m* trials as follows:

|  |  |
| --- | --- |
|  | (4.1.10) |

Where,

* Number *qi* is the number of parent instances of *Xi*. In binary case, each *Xi*(*u*) ‘s parent node has two instances/values, namely, 0 and 1.
* Counter *sij*, respective to *Fij*, is the number of all evidences among *m* trials such that variable *Xi* = 1 and *PAij* = 1. Counter *tij*, respective to *Fij*, is the number of all evidences among *m* trials such that variable *Xi* = 1 and *PAij* = 0. Note that *sij* and *tij* are often called *counters* or count numbers.
* *PAi=*{*PAi*1, *PAi*2, *PAi*3,…,} is the vector of parent instances of *Xi* and *Fi* = {*Fi*1, *Fi*2,…, } is the respective vector of variables *Fi*1 (s) attached to *Xi*.

Please see equation 4.9 to understand equation 4.1.10. From equation 4.1.10, it is easy to compute likelihood function *P*(*|F*1, *F*2,…, *Fn*) of evidence sample given *n* vectors *Fi* (s) with assumption that BN has *n* variables *Xi* (s) as follows:

(because evidence vectors *X*(*u*) (s) are mutually independent)

(due to Bayes’ rule specified in equation 1.1)

(applying multiplication rule specified by equation 1.3 into the numerator)

(because *Xi*(*u*) (s) are mutually independent given *Fi* (s) and each *Xi* depends only on *PAi* and *Fi*)

In brief, we have equation 4.1.11 for calculating likelihood function *P*(*|F*1, *F*2,…, *Fn*) of evidence sample given *n* vectors *Fi* (s).

|  |  |
| --- | --- |
|  | (4.1.11) |

The equation 4.1.11 is lemma 6.8 proved by similar way in (Neapolitan, 2003, pp. 338-339) to which I referred. It is necessary to calculate marginal probability *P*() of evidence sample , we have:

(due evidence vectors *X*(*u*) (s) are independent)

(due to total probability rule in continuous case, please see equation 1.5)

(Because *Xi*(*u*) (s) are mutually independent given *Fi* (s) and each *Xi* depends only on *PAi* and *Fi*. Moreover, all *Fi* (s) are mutually independent)

In brief, we have following equation which is theorem 6.11 in (Neapolitan, 2003, p. 343) for determining marginal probability *P*() of evidence sample as product of expectations of binomial trials.

There is the question “how to determine in equation above” and so we have equation 4.1.12 for calculating both this expectation and *P*() by referring to equation 4.15 when all *Fij* are independent, as follows:

|  |  |
| --- | --- |
|  | (4.1.12) |

Where *Nij=aij+bij* and *Mij=sij+tij*. When both likelihood function *P*(*|F*1, *F*2,…, *Fn*) and marginal probability *P*() for evidences are determined, it is easy to update the probability of *Xi*. That is the main subject of parameter learning.

**Computing posterior density function and updated probability in multi-node BN**

Now, we need to compute posterior density function *β*(*Fij|*) and updated probability *P*(*Xi=*1*|PAij*, ) for each variable *Xi* in BN. In fact, we have:

(due to Bayes’ rule specified in equation 1.1)

(Due to total probability rule in continuous case, specified by equation 1.5. Note that *Fi* = {*Fi*1, *Fi*2,…, })

(due to equation 4.1.11)

(applying equation 4.1.12 into denominator)

(applying definition of beta density function specified by equation 4.12 into numerator and applying equation 4.1.12 into denominator, note that *Nij* = *aij* + *bij* and *Mij* = *sij* + *tij*)

(due to definition of beta density function specified in equation 4.12)

In brief, we have equation 4.1.13 for calculating posterior beta density function *β*(*Fij|*).

|  |  |
| --- | --- |
|  | (4.1.13) |

Note that equation 4.1.13 is an extension of equation 4.1.3 in case of multi-node BN. Equation 4.1.13 is corollary 6.7 proved by similar way in (Neapolitan, 2003, p. 347) to which I referred. Applying equations 4.1.9 and 4.1.13, it is easy to calculate updated probability *P*(*Xi=*1*|PAij*, ) of variable *Xi* given its parent instance *PAij* as follows:

|  |  |
| --- | --- |
|  | (4.1.14) |

Where *Nij=aij+bij* and *Mij=sij+tij*. It is easy to recognize that equation 4.1.14 is an extension of equation 4.1.4 in case of multi-node BN. Hence, *Fij* is estimated by equation 4.1.14 under squared-error loss function with binomial sampling and prior beta distribution. In general, in case of binomial distribution, if we have the real/trust BN embedded in the expanded augmented network like figure 4.1.3 and each parameter node *Fij* has a prior beta distribution *β*(*Fij*; *aij*, *bij*) and each hypothesis node *Xi* has the prior conditional probability *P*(*Xi=*1*|PAij*) = *E*(*Fij*) = , the parameter learning process based on a set of evidences is to calculate posterior density function *β*(*Fij|*) and updated conditional probability *P*(*Xi=*1*|PAij*,). Indeed, we have *β*(*Fij|*) = *beta*(*Fij*; *aij+sij*, *bij+tij*) and *P*(*Xi=*1*|PAij*,) = *E*(*Fij|*) = .

**Example 4.1.2.** For illustrating parameter learning based on beta density function, suppose we have a set of 5 evidences *=*{*X*(1)*, X*(2)*, X*(3)*, X*(4)*, X*(5)} owing to network in figure 4.1.3. Evidence sample (evidence matrix) is shown in table 4.1.1 (Neapolitan, 2003, p. 358).

|  |  |  |
| --- | --- | --- |
|  | *X*1 | *X*2 |
| ***X*(1)** | *X*1(1) = 1 | *X*2(1) = 1 |
| ***X*(2)** | *X*1(2) = 1 | *X*2(2) = 1 |
| ***X*(3)** | *X*1(3) = 1 | *X*2(3) = 1 |
| ***X*(4)** | *X*1(4) = 1 | *X*2(4) = 0 |
| ***X*(5)** | *X*1(5) = 0 | *X*2(5) = 0 |

**Table 4.1.1.** Evidence sample corresponding to 5 trials (sample of size 5)

In order to interpret evidence sample in table 4.1.1, for instance, the first evidence (vector) implies that variable *X*2=1 given *X*1=1 occurs in the first trial. We need to compute all posterior density functions *β*(*F*11|), *β*(*F*21|), *β*(*F*22|) and all updated conditional probabilities *P*(*X*1=1*|*), *P*(*X*2=1*|X*1=1,), *P*(*X*2=1*|X*1=0,) from prior density functions *β*(*F*11; 1,1), *β*(*F*21; 1,1), *β*(*F*22; 1,1). As usual, letcounter *sij* (*tij*) be the number of evidences among 5 trials such that variable *Xi* = 1 and *PAij* = 1 (*PAij* = 0), the following table 4.1.2 shows counters *sij*, *tij* (s) and posterior density functions calculated based on these counters; please see equation 4.1.13 for more details about updating posterior density functions. For instance, the number of rows (evidences) in table 4.1.1 such that *X*2=1 given *X*1=1 is 3, which causes *s*21 = 3 in table 4.1.2.

|  |  |
| --- | --- |
| *s*11=1+1+1+1+0=4 | *t*11=0+0+0+0+1=1 |
| *s*21=1+1+1+0+0=3 | *t*21=0+0+0+0+1=1 |
| *s*22=0+0+0+0+0=0 | *t*21=0+0+0+0+1=1 |
| *β*(*F*11|) = *β*(*F*11; *a*11+*s*11, *b*11+*t*11)*= β*(*F*11; 1+4, 1+1)*= β*(*F*11; 5, 2)  *β*(*F*21|) = *β*(*F*21; *a*21+*s*21, *b*21+*t*21)*= β*(*F*21; 1+3, 1+1)*= β*(*F*11; 4, 2)  *β*(*F*22|) = *β*(*F*22; *a*22+*s*22, *b*22+*t*22)*= β*(*F*22; 1+0, 1+1)*= β*(*F*11; 1, 2) | |

**Table 4.1.2.** Posterior density functions calculated based on count numbers *sij* and *tij*

When posterior density functions are determined, it is easy to compute updated conditional probabilities *P*(*X*1=1*|*), *P*(*X*2=1|*X*1=1,),and *P*(*X*2=1|*X*1=0,) as conditional expectations of *F*11, *F*21, and *F*22, respectively according to equation 4.1.14. Table 4.1.3 expresses such updated conditional probabilities.

|  |
| --- |
|  |

**Table 4.1.3.** Updated CPTs of *X*1 and *X*2

Note that inverted probabilities in CPTs such as *P*(*X*1=0*|*), *P*(*X*2=0*|X*1=1,) and *P*(*X*2=0*|X*1=0,) are not mentioned because *Xi* (s) are binary variables and so, *P*(*X*1=0*|*) = 1 – *P*(*X*1=1*|*) = 2/7, *P*(*X*2=0*|X*1=1,) = 1 – *P*(*X*2=1*|X*1=1,) = 1/3 and *P*(*X*2=0*|X*1=0,) = 1 – *P*(*X*2=1*|X*1=0,) = 2/3.

Now BN in figure 4.1.3 is updated based on evidence sample and it is converted into the evolved BN with full of CPTs shown in figure 4.1.5■

![](data:image/png;base64,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)

**Figure 4.1.5.** Updated version of BN (a) and binomial augmented BN (b)

It is easy to perform parameter learning by counting numbers *sij* and *tij* among sample according to expectation of beta density function as in equation 4.1.4 and 4.1.14 but a problem occurs when data in sample is missing. This problem is solved by expectation maximization (EM) algorithm mentioned in next sub-section 4.2.

The quality of parameter learning depends on how to specifies *aij* and *bij* in prior. We often set *aij* = *bij* so that original probabilities *P*(*Xi*) = 0.5 and hence updated probabilities *P*(*Xi* | ) are computed faithfully from sample. However, the number *Nij* = *aij* + *bij* also affects the quality of parameter learning. Hence, if a so-called equivalent sample size is satisfied, the quality of parameter learning is faithful. Another goal (Neapolitan, 2003, p. 351) of equivalent sample size is that updated parameters *aij* and *bij* based on sample will keep conditional independences entailed by the DAG.

According to definition 6.13 in (Neapolitan, 2003, p. 351), suppose there is a binomial augmented BN and its parameters in full *β*(*Fij*; *aij*, *bij*), for all *i* and *j*, if there exists the number *N* such that satisfying equation 4.1.15 then, the binomial augmented BN is called to have *equivalent sample size N*.

|  |  |
| --- | --- |
|  | (4.1.15) |

Where *P*(*PAij*) is probability of the *jth* parent instance of an *Xi* and it is conventional that if *Xi* has no parent then, *P*(*PAi*1)=1. The binomial augmented BN in figure 4.1.3 does not have prior equivalent sample size. If it is revised with *β*(*F*11; 2, 2), *β*(*F*21; 1,1), and *β*(*F*22; 1,1) then it has equivalent sample size 4 due to:

4 = *a*11 + *b*11 = 1\*4 = 4 (*P*(*PA*11)=1 because *X*1 has no parent)

2 = *a*21 + *b*21 = *P*(*X*1=1) \*4 = ½\*4 = 2

2 = *a*22 + *b*22 = *P*(*X*1=0) \*4 = ½\*4 = 2

If a binomial augmented BN has equivalent sample size *N* then, for each node *Xi*, we have:

Where *qi* is the number instances of parents of *Xi*. If *Xi* has no parent then, *qi*=1.

According to theorem 6.13 in (Neapolitan, 2003, p. 353), suppose there is a binomial augmented BN and its parameters in full *β*(*Fij*; *aij*, *bij*), for all *i* and *j*, if there exists the number *N* such that satisfying equation 4.1.16 then, the binomial augmented BN has equivalent sample size *N* and the embedded BN has uniform joint probability distribution.

|  |  |
| --- | --- |
|  | (4.1.16) |

Where *qi* is the number instances of parents of *Xi*. If *Xi* has no parent then, *qi*=1. It is easy to prove this theorem, we have:

According to theorem 6.14 in (Neapolitan, 2003, p. 353), suppose there is a binomial augmented BN and its parameters in full *β*(*Fij*; *aij*, *bij*), for all *i* and *j*, if there exists the number *N* such that satisfying equation 4.1.17 then, the binomial augmented BN has equivalent sample size *N*.

|  |  |
| --- | --- |
|  | (4.1.17) |

Where *qi* is the number instances of parents of *Xi*. If *Xi* has no parent then, *qi*=1. It is easy to prove this theorem, we have:

According to definition 6.14 in (Neapolitan, 2003, p. 354), two binomial augmented BNs: (*G*1, *F*(*G*1), *ρ*(*G*1)) and (*G*2, *F*(*G*2), *ρ*(*G*2)) are called *equivalent* (or *augmented* *equivalent*) if they satisfy following conditions:

1. *G*1 and *G*2 are Markov equivalent.
2. The probability distributions in their embedded BNs (*G*1, *P*1) and (*G*2, *P*2) are the same, *P*1 = *P*2.
3. Of course, *ρ*(*G*1) and *ρ*(*G*2) are beta distributions, *ρ*(*G*1) = *β*(*G*2) and *ρ*(*G*2) = *β*(*G*2).
4. They share the same equivalent size.

Note that we can make some mapping so that a node *Xi* in (*G*1, *F*(*G*1), *β*(*G*1)) is also node *Xi* in (*G*2, *F*(*G*2), *β*(*G*2)) and a parameter *Fi* in (*G*1, *F*(*G*1), *β*(*G*1)) is also parameter *Fi* in (*G*2, *F*(*G*2), *β*(*G*2)) if (*G*1, *F*(*G*1), *β*(*G*1)) and (*G*2, *F*(*G*2), *β*(*G*2)) are equivalent.

Given binomial sample and two binomial augmented BNs (*G*1, *F*(*G*1), *ρ*(*G*1)) and (*G*2, *F*(*G*2), *ρ*(*G*2)), according to lemma 6.12 in (Neapolitan, 2003, p. 354), if such two augmented BNs are equivalent then, we have:

|  |  |
| --- | --- |
|  | (4.1.18) |

Where *P*1( | *G*1) and *P*2( | *G*2) are probabilities of sample given parameters of *G*1 and *G*2, respectively. They are likelihood functions which are mentioned in equation 4.1.11.

Equation 4.1.18 specifies a so-called likelihood equivalence. In other words, if two augmented BNs are equivalent then, likelihood equivalence is obtained. Note, denotes parameter *Fij* in BN (*Gk*, *Pk*).

According to theorem 6.15 and corollary 6.8 in (Neapolitan, 2003, p. 355), given binomial sample and two binomial augmented BNs (*G*1, *F*(*G*1), *ρ*(*G*1)) and (*G*2, *F*(*G*2), *ρ*(*G*2)), if such two augmented BNs are equivalent then, two updated probabilities corresponding two embedded BNs (*G*1, *P*1) and (*G*2, *P*2) are equal as follows:

|  |  |
| --- | --- |
|  | (4.1.19) |

These update probabilities are specified by equation 4.1.14.

Note, denotes node *Xi* in *Gk* and hence, other notations are similar.

Because this report focuses on discrete BN, parameter *F* in augmented BN is assumed to conform beta distribution, which derives beautiful results in calculating updated probability. We should skim some other results related the fact that *F* follows some distribution so that the density function *ρ* in augmented BN (*G*, *F*(*G*), *ρ*(*G*)) is arbitrary. Equation 4.1.5 is still kept.

Global and local parameter independences (please see equations 4.1.7 and 4.1.8) are kept intact as follows:

|  |  |
| --- | --- |
|  | (4.1.20) |

From global and local parameter independences, *ρ*(*F*1, *F*2,…, *Fn*) is defined based on many *ρ*(*Fi*) which in turn is defined based on many *ρ*(*Fij*).

Probability *P*(*Xi*=1 | *PAij*) is still expectation of *Fij* (Neapolitan, 2003, p. 334) given prior density function *ρ*(*Fij*) with recall that 0 ≤ *Fij* ≤ 1.

|  |  |
| --- | --- |
|  | (4.1.21) |

Equation 4.1.21 is not as specific as equation 4.1.9 because *ρ* is arbitrary; please see the proof of equation 4.1.9 to know how to prove equation 4.1.21. Based on binomial trials and mutual independence, the probability of evidences corresponding to variable *Xi* over *m* trials is:

|  |  |
| --- | --- |
|  | (4.1.22) |

Equation 4.1.22 is not as specific as equation 4.1.10 because *ρ* is arbitrary. Likelihood function *P*(*|F*1, *F*2,…, *Fn*) is specified by equation 4.1.23.

|  |  |
| --- | --- |
|  | (4.1.23) |

Equation 4.1.23 is not as specific as equation 4.1.11 because *ρ* is arbitrary; please see the proof of equation 4.1.11 to know how to prove equation 4.1.23. Likelihood function *P*(*|Fi*) with regard to only parameter *Fi* is specified by equation 4.1.24.

|  |  |
| --- | --- |
|  | (4.1.24) |

Following is the proof of equation 4.1.24 (Neapolitan, 2003, p. 339).

(Due to law of total probability)

(Because evidences are mutually independent)

(Due to equation 4.1.23)

Marginal probability *P*() of evidence sample is:

|  |  |
| --- | --- |
|  | (4.1.25) |

Equation 4.1.25 is not as specific as equation 4.1.12 because *ρ* is arbitrary; please see the proof of equation 4.1.12 to know how to prove equation 4.1.25. Equation 4.1.26 specifies posterior density function *ρ*(*Fi* | ) with support of equations 4.1.24 and 4.1.25.

|  |  |
| --- | --- |
|  | (4.1.26) |

Posterior density function *ρ*(*Fij* | ) is determined based on posterior density function *ρ*(*Fi* | ) as follows:

|  |  |
| --- | --- |
|  | (4.1.27) |

Therefore, updated probability *P*(*Xi*=1 | *PAij*, ) is expectation of *Fij* given posterior density function *ρ*(*Fij* | ).

|  |  |
| --- | --- |
|  | (4.1.28) |

Note, equation 4.1.28 is like equation 4.1.21 except that prior density function *ρ*(*Fij*) is replaced by posterior density function *ρ*(*Fij* | ).

## 4.2. Parameter learning with binomial incomplete data

In practice there are some evidences in such as *X*(*u*) (s) which lack information and thus, it stimulates the question “How to update network from missing data”. We must address this problem by artificial intelligence techniques, namely, Expectation Maximization (EM) algorithm – a famous technique solving estimation of missing data. EM algorithm has two steps such as Expectation step (E-step) and Maximization step (M-step), which aims to improve parameters after a number of iterations; please read (Borman, 2004) for more details about EM algorithm. We will know thoroughly these steps by reviewing above example shown in table 4.1.1, in which there is the set of 5 evidences *=*{*X*(1)*, X*(2)*, X*(3)*, X*(4)*, X*(5)} along with network in figure 4.1.3 but the evidences *X*(2) and *X*(5) have not data yet. Table 4.2.1 shows such missing data (Neapolitan, 2003, p. 359).

|  |  |  |
| --- | --- | --- |
|  | *X*1 | *X*2 |
| ***X*(1)** | *X*1(1) = 1 | *X*2(1) = 1 |
| ***X*(2)** | *X*1(2) = 1 | *X*2(2) =***v*1?** |
| ***X*(3)** | *X*1(3) = 1 | *X*2(3) = 1 |
| ***X*(4)** | *X*1(4) = 1 | *X*2(4) = 0 |
| ***X*(5)** | *X*1(5) = 0 | *X*2(5) =***v*2?** |

**Table 4.2.1.** Evidence sample with missing data

**Example 4.2.1.** As known,count numbers *s*21, *t*21and *s*22, *t*22can’t be computed directly, it means that it is not able to compute directly posterior density functions *β*(*F*11|), *β*(*F*21|), and *β*(*F*22|). It is necessary to determine missing values *v*1 and *v*2. Because *v*1 and *v*2 are binary values (1 and 0), we calculate their occurrences. So, evidence *X*(2) is split into two *X*‘(2*)* (s) corresponding to two values 1 and 0 of *v*1. Similarly, evidence *X*(5) is split into two *X*‘(5*)* (s) corresponding to two values 1 and 0 of *v*2. Table 4.2.2 shows new split evidences for missing data.

|  |  |  |  |
| --- | --- | --- | --- |
|  | *X*1 | *X*2 | #Occurrences |
| ***X*(1)** | *X*1(1) = 1 | *X*2(1) = 1 | 1 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 1 | #*n*11 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 0 | #*n*10 |
| ***X*(3)** | *X*1(3) = 1 | *X*2(3) = 1 | 1 |
| ***X*(4)** | *X*1(4) = 1 | *X*2(4) = 0 | 1 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 1 | #*n*21 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 0 | #*n*20 |

**Table 4.2.2.** New split evidences for missing data

The number #*n*11 (#*n*10) of occurrences of *v*1=1(*v*1=0)is estimated by the probability of *X*2 = 1 given *X*1 = 1 (*X*2 = 0 given *X*1 = 1) with assumption that *a*21 = 1 and *b*21 = 1 as in figure 4.1.3.

Similarly, the number #*n*21 (#*n*20) of occurrences of *v*2=1(*v*2=0)is estimated by the probability of *X*2 = 1 given *X*1 = 0 (*X*2 = 0 given *X*1 = 0) with assumption that *a*22 = 1 and *b*22 = 1 as in figure 4.1.3.

When #*n*11, #*n*10, #*n*21, and #*n*20 are determined, missing data is filled fully and evidence sample is completed as in table 4.2.3.

|  |  |  |  |
| --- | --- | --- | --- |
|  | *X*1 | *X*2 | #Occurrences |
| ***X*(1)** | *X*1(1) = 1 | *X*2(1) = 1 | 1 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 1 | 1/2 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 0 | 1/2 |
| ***X*(3)** | *X*1(3) = 1 | *X*2(3) = 1 | 1 |
| ***X*(4)** | *X*1(4) = 1 | *X*2(4) = 0 | 1 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 1 | 1/2 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 0 | 1/2 |

**Table 4.2.3.** Complete evidence sample in E-step of EM algorithm

In general, the essence of this task – estimating missing values by *expectations* of *F*21 and *F*22 based on previous parameters *a*21, *b*21, *a*22, and *b*22 of beta density functions is E-step in EM algorithm. Of course, in E-step, when missing values are estimated, it is easy to determine counters *s*11, *t*11, *s*21, *t*21, *s*22, and *t*22. Recall that counters *s*11 and *t*11 are numbers of evidences such that *X*1 = 1 and *X*1 = 0, respectively. Counters *s*21 and *t*21 (*s*22 and *t*22) are numbers of evidences such that *X*2 = 1 and *X*2 = 0 given *X*1 = 1 (*X*2 = 1 and *X*2 = 0 given *X*1 = 0), respectively. In fact, these counters are ultimate results of E-step. From complete sample in table 4.2.3, we have table 4.2.4 showing such ultimate results of E-step:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |

**Table 4.2.4.** Counters *s*11, *t*11, *s*21, *t*21, *s*22, and *t*22 from estimated values (of missing values)

The next step of EM algorithm, M-step is responsible for updating posterior density functions *β*(*F*11|), *β*(*F*21|), and *β*(*F*22|), which leads to calculate updated probabilities *P*(*X*1=1*|*), *P*(*X*2=1*|X*1=1,),and *P*(*X*2=1*|X*1=0,), based on current counters *s*11, *t*11, *s*21, *t*21, *s*22, and *t*22 from complete evidence sample (table 4.2.3). Table 4.2.5 shows results of M-step which are posterior density functions *β*(*F*11|), *β*(*F*21|), and *β*(*F*22|) along with updated probabilities (updated CPT) such as *P*(*X*1=1*|*), *P*(*X*2=1*|X*1=1,),and *P*(*X*2=1*|X*1=0,).

|  |
| --- |
|  |

**Table 4.2.5.** Posterior density functions and updated probabilities in M-step of EM algorithm

Note that origin parameters such as *a*11=1, *b*11=1, *a*21=1, *b*21=1, *a*22=1, and *b*22=1 (see figure 4.1.3) are kept intact in the task of updating posterior density functions *β*(*F*11|), *β*(*F*21|), and *β*(*F*22|). For example, *β*(*F*11|) = *β*(*F*11; *a*11+*s*11,*b*11+*t*11) = *β*(*F*11; 1+4,1+1) = *β*(*F*11; 5,2). After the updating task, these parameters are changed into new values; concretely, *a*11=5, *b*11=2, *a*21=7/2, *b*21=5/2, *a*22=3/2, and *b*22=3/2. These parameters updated with new values, which are called as updated parameters, are in turn used for the new iteration of EM algorithm■

The process of such two steps (E-step and M-step) repeated more and more brings out the EM algorithm. In general, EM algorithm is the iterative algorithm having many iterations and each iteration has two steps: E-step and M-step. Given the *kth* iteration in EM algorithm whose two steps such as E-step and M-step are summarized as follows:

1. *E-step*. Missing values are estimated based on expectations of *Fij* with regard to previous ((*k–*1)*th*) parameters *aij* and *bij*. Current (*kth*) counters *sij* and *tij* are calculated with estimated values (of such missing values). Table 4.2.4 shows such current counters which are ultimate results of E-step.
2. *M-step*. Posterior density functions andupdated probabilities (CPT) are calculated based on current (*kth*) counters *sij* and *tij*. Of course, *aij* and *bij* are updated because they are parameters of (beta) density functions. Table 4.2.5 shows results of M-step. Terminating algorithm if stop condition becomes true, otherwise, reiterating step 1. The stop condition may be “posterior density functions andupdated probabilities are not changed significantly”, “the number of iterations approaches *k times*”or “there is no missing value”.

After *kth* iteration, the limit

will approach a certain limit. Note, the upper script (*k*) denotes the *kth* iteration. Don’t worry about the case of infinite iterations, we will obtain optimal probability *P*(*Xi=*1*|PAij*,) = if *k* is large enough. This limit is noted similarly as equation 6.17 in (Neapolitan, 2003, p. 361). EM algorithm for learning parameters in BN is also mentioned particularly in (Neapolitan, 2003, pp. 359-363).

**Example 4.2.2.** Go backing the example of missing data, the results of EM algorithm at the first iteration are summarized from table 4.2.5, as follows:

When compared with the origin probabilities

There is significant change in these probabilities if the maximum deviation is pre-defined 0.05. It is easy for us to verify this assertion, concretely, |0.71 – 0.5| = 0.21 > 0.05. So it is necessary to run the EM algorithm at the second iteration.

At the second iteration, the E-step starts calculating the number #*n*11 (#*n*10) of occurrences of *v*1=1(*v*1=0)andthe number #*n*21 (#*n*20) of occurrences of *v*2=1(*v*2=0) again:

When #*n*11, #*n*10, #*n*21, and #*n*20 are determined, missing data is filled fully and evidence sample is completed as follows:

|  |  |  |  |
| --- | --- | --- | --- |
|  | *X*1 | *X*2 | #Occurrences |
| ***X*(1)** | *X*1(1) = 1 | *X*2(1) = 1 | 1 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 1 | 7/12 |
| ***X*‘(2)** | *X*1’(2) = 1 | *X*2’(2) = 0 | 5/12 |
| ***X*(3)** | *X*1(3) = 1 | *X*2(3) = 1 | 1 |
| ***X*(4)** | *X*1(4) = 1 | *X*2(4) = 0 | 1 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 1 | 1/2 |
| ***X*‘(5)** | *X*1’(5) = 0 | *X*2’(5) = 0 | 1/2 |

Recall that counters *s*11 and *t*11 are numbers of evidences such that *X*1 = 1 and *X*1 = 0, respectively. Counters *s*21 and *t*21 (*s*22 and *t*22) are numbers of evidences such that *X*2 = 1 and *X*2 = 0 given *X*1 = 1 (*X*2 = 1 and *X*2 = 0 given *X*1 = 0), respectively. These counters which are ultimate results of E-step are calculated as follows:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |

Posterior density functions *β*(*F*11|), *β*(*F*21|), and *β*(*F*22|), updated probabilities *P*(*X*1=1*|*), *P*(*X*2=1*|X*1=1,),and *P*(*X*2=1*|X*1=0,) are updated at M-step as follows:

When compared with the previous probabilities

There is no significant change in these probabilities if the maximum deviation is pre-defined 0.05. It is easy for us to verify this assertion, concretely, |0.75 – 0.71| = 0.04 < 0.05, |0.61 – 0.58| = 0.03 < 0.05, and |0.5 – 0.5| = 0 < 0.05. So the EM algorithm is stopped with note that we can execute more iterations for EM algorithm in order to receive more precise results that updated probabilities are stable . Consequently, the Bayesian network in figure 4.1.3 is converted into the evolutional version specified in figure 4.2.1■
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**Figure 4.2.1.** Updated version of BN (a) and binomial augmented BN (b) in case of missing data

In general, parameter learning is described thoroughly in this section. The next section mentions structure learning.

## 4.3. Parameter learning with multinomial complete data

Now each node *X* in BN is multinomial random variable whose possible values are 1, 2,…, *r*. Node *X* here is general case of discrete variable. As usual, *F* = Θ = (*f*1, *f*2,…, *fr*) is augmented variable associated with *X*, in which *fk* is parameter corresponding to *X*=*k*. Let *F* conform Dirichlet distribution as follows:

|  |  |
| --- | --- |
|  | (4.3.1) |

Where,

Equation 4.3.1 is replication of equation 4.22, which is Dirichlet density function. The augmented BN is still as a triple (*G*, *F*(*G*), Dir(*G*)) whereas the BN is denoted as a pair (*G*, *P*) which is still called embeddedBN of (*G*, *F*(*G*), Dir(*G*)). The probability *P*(*X* = *k*) which is parameter of BN is prior probability as follows:

|  |  |
| --- | --- |
|  | (4.3.2) |

Note, *P*(*X*=*k*) is CPT of *X*. Equation 4.3.2 is replication of equation 4.24. We also denote the vector of all evidences as  *=* (*X*(1), *X*(2),…, *X*(*m*)) which is also called the sample of size *m*. Suppose is multinomial sample, we need to compute posterior density function Dir(*F|*) and updated probability *P*(*X=k*|). Following equations 4.26 and 4.27, we have:

|  |  |
| --- | --- |
|  | (4.3.3) |
|  | (4.3.4) |

From equation 4.3.4, *P*(*X*=*k*|) representing updated CPT of *X* is an estimate of *fk* under squared-error loss function. Equation 4.3.4 is corollary 7.1 in (Neapolitan, 2003, p. 383). Please pay attention to equations 4.3.3 and 4.3.4 because they are used to calculate posterior density function Dir(*F|*) and updated probability (updated CPT) *P*(*X=k*|) of BN having one multinomial node.

Now we expand (augmented) BN with more than one hypothesis node. If *Xi* has a set of *pi* parent nodes and each parent node *Xk* has *rk* possible values (1, 2,…, *rk*), we add a set of parameter variables {*Fi*1, *Fi*2,…, } which, in turn, correspond to instances of parentnodes of *Xi*,namely{*PAi*1, *PAi*2, *PAi*3,…,} where each *PAij* is an instance of a parent node of *Xi*. For convenience, each *PAij* is called a parent instance of *Xi* and we let *PAi=*{*PAi*1, *PAi*2, *PAi*3,…,} be the vector or collection of parent instances of *Xi*. We also let *Fi*={*Fi*1, *Fi*2,…, } be the respective vector or collection of augmented variables *Fi*1 (s) attached to *Xi*. It is conventional that each *Xi* has *qi* parent instances ; in other words, *qi* denotes the size of *PAi* and the size of *Fi*. We have equation 4.3.5 for connecting CPT of variable *Xi* with Dirichlet density function of augmented variable *Fi*.

|  |  |
| --- | --- |
|  | (4.3.5) |

Note, every node *Xi* has *ri* possible values (1, 2,…, *ri*). Equation 4.3.5 is an extension of equation 4.1.5 for multi-node BN with Dirichlet density function.

The Dirichlet density function for each *Fij* is specified in equation 4.3.6 as follows:

|  |  |
| --- | --- |
|  | (4.3.6) |

Where,

Equation 4.3.6 is replication of equation 4.22. Variables *Fij* (s) attached to the same *Xi* have no parent and are mutually independent, so, it is very easy to compute the joint Dirichlet density function Dir(*Fi*1, *Fi*2,…, ) with regard to node *Xi* as follows:

|  |  |
| --- | --- |
|  | (4.3.7) |

Besides the local parameter independence expressed in equation 4.3.7, we have global parameter independence if reviewing all variables *Xi* (s) with note that all respective *Fij* (s) over entire augmented BN are mutually independent. Equation 4.3.8 expresses the global parameter independence of all *Fij* (s).

|  |  |
| --- | --- |
|  | (4.3.8) |

Concepts “local parameter independence” and “global parameter independence” are defined in (Neapolitan, 2003, p. 333).

In trust BN, the conditional probability of variable *Xi* with respect to its parent instance *PAij*, in other words, the *ijth* conditional distribution is expected value of *Fij* as below:

|  |  |
| --- | --- |
|  | (4.3.9) |

Equation 4.3.9 is extension of equation 4.1.9 and the proof of equation 4.3.9 is like the proof of equation 4.1.9.

Given multinomial sample  *=* (*X*(1), *X*(2),…, *X*(*m*)), equation 4.3.10 is used for calculating probability of evidences corresponding to variable *Xi* over *m* trials as follows:

|  |  |
| --- | --- |
|  | (4.3.10) |

Where,

* Number *qi* is the number of parent instances of *Xi*.
* Counter *sijk*, respective to *Fij*, is the number of all evidences among *m* trials such that variable *Xi* = *k* given *PAij*.
* *PAi=*{*PAi*1, *PAi*2, *PAi*3,…,} is the vector of parent instances of *Xi* and *Fi* = {*Fi*1, *Fi*2,…, } is the respective vector of variables *Fi*1 (s) attached to *Xi*.

Equation 4.3.10 is extension of equation 4.1.10. From equation 4.3.10, we have equation 4.3.11 for calculating likelihood function *P*(*|F*1, *F*2,…, *Fn*) of evidence sample given *n* vectors *Fi* (s).

|  |  |
| --- | --- |
|  | (4.3.11) |

Please review equation 4.1.11 to know how to derive equation 4.3.11 because equation 4.3.11 is extension of equation 4.1.11. By extending equation 4.1.12, we get equation 4.3.12 to calculate marginal probability *P*().

|  |  |
| --- | --- |
|  | (4.3.12) |

Where,

Please make comparison among equations 4.1.12, 4.25, and 4.3.12 in order to comprehend that they share the same meaning. The proof of equation 4.3.12 is like the proof of equation 4.1.12.

Now, we need to compute posterior density function Dir(*Fij|*) and updated probability *P*(*Xi=k|PAij*, ) for each variable *Xi* in multi-node BN. By extending equation 4.1.13, we get equation 4.3.13 to calculate posterior density function Dir(*Fij|*).

|  |  |
| --- | --- |
|  | (4.3.13) |

Equation 4.3.13 is also replication of equation 4.26. The proof of equation 4.3.13 is like the proof of equation 4.1.13.

By extending equation 4.1.14, we get equation 4.3.14 to calculate updated probability *P*(*Xi=*1*|PAij*, ).

|  |  |
| --- | --- |
|  | (4.3.14) |

Equation 4.3.14 is also replication of equation 4.27. Please pay attention to equations 4.3.13 and 4.1.14 because they are main equations to determine posterior density function Dir(*Fij|*) and updated probability *P*(*Xi=k|PAij*, ) for each variable *Xi* in multi-node BN.

# 5. Structure learning

As discussed in section 2, DAGs which have the same set of nodes are Markov equivalent if and only if they have same d-separations. From lemma 2.6 and theorem 2.4 in (Neapolitan, 2003, pp. 86-87), Neapolitan (Neapolitan, 2003, p. 91) stated that Markov equivalence class can be represented with a graph that has the same links and the same uncoupled head-to-head meeting as the DAGs in the class. Markov equivalence divides all DAGs into disjoint Markov equivalence classes. According to (Neapolitan, 2003, p. 91), a DAG pattern is defined for a Markov equivalence class to be the graph that has the same links as the DAGs in the equivalence class and has oriented all and only the edges common to all DAGs in the equivalence class. According to theorem 2.6 in, if a joint probability distribution *P* is faithful to a DAG (admits a faithful DAG representation), there is a unique DAG pattern which is faithful to *P*. Therefore, although we cannot find out a unique DAG which is faithful to *P*, we can find out a unique DAG pattern which is faithful to *P*.

Let the pattern *gp* be a DAG pattern. Let *GP* be random variable whose values are patterns *gp*. The basic idea of structure learning is to find out the pattern *gp* that is faithful to *P*. There are two main learning structure approaches:

* *Score-based approach* (Neapolitan, 2003, pp. 441-476): For each pattern *gp GP*, the *gp* which gains the maximal scoring criterion *score*(*D*, *gp*) given training data set *D* is the best one. Because the essence of score-based approach is select the most likely structure based on the pre-defined *score*(*D*, *gp*), it is also called *model selection* approach (Neapolitan, 2003, p. 445).
* *Constraint-based approach* (Neapolitan, 2003, pp. 541-603): Given a set of conditional independences in a joint probability distribution, the best *gp* is the one for which Markov condition entails all and only these conditional independences. Such independences play the role of the “door latch” for learning algorithm. In other words, we try to find out the DAG that satisfies faithfulness condition (Neapolitan, 2003, p. 541).

## 5.1. Score-based approach

Given a set of random variables (nodes) *V* = {*X*1, *X*2,…, *Xn*}, let (*G*, *P*) be possible BN where *P* is joint probability distribution and *G =* (*V*, *E*) is a DAG. Suppose (*G*, *P*) satisfies Markov condition and *P* is product of conditional probabilities (CPTs) of nodes give their parent according to theorem 1.5 in (Neapolitan, 2003, p. 37). Let (*G*, *F(G)*,*β*(*G*)) be the augmented BN with equivalent sample size *N* where *F*(*G*) represents augmented variables attached to nodes in *V* and *β*(*G*) represents beta distributions for augmented variables (see section 4). Recall that, (*G*, *F(G)*,*β*(*G*)) is called the augmented BN of (*G*, *P*) is called the embedded BN of (*G*, *F(G)*,*β*(*G*)). Let *GP* be random variable whose values are DAG patterns *gp*. A DAG pattern (a value) *gp* represents a Markov equivalence class of DAGs including *G*. Thus, each *gp* corresponds with all equivalent augmented BNs (*G*, *F(G)*,*β*(*G*)) as well as all equivalent embedded BNs (*G*, *P*). When each CPT is calculated based on counter *sij* and *tij* with regard to augmented variables *Fij* according to equation 4.1.14 or equation 4.3.14, the joint probability distribution *P* is called relative frequency distribution. There are two so-called *score-based assumptions* for scored-based approach (Neapolitan, 2003, p. 442):

* Each relative frequency distribution *P* admits a faithful DAG representation. Exactly, *P* is faithful to its associated DAG pattern.
* After updating CPTs from multinomial sample according to equation 4.1.14 or equation 4.3.14 based on augmented BN, *P* is still faithful to its associated DAG pattern.

Given multinomial sampling with note that each *Xi* is multinomial variable in general, scored-based approach has four following steps (Neapolitan, 2003, pp. 443-445):

1. Suppose we have a number of DAG patterns, *gp*1, *gp*2,…, *gpK* known as values of the random variable *GP*. For each *gp* *GP*, we construct a multinomial augmented BN (*G*, *F(G)*,*β*(*G*)) such that the DAG *G* is represented by *gp*. Each *gp* is also considered an event. Of course, we have such *K* multinomial augmented BNs. Note, (*G*, *F(G)*,*β*(*G*)) as well as (*G*, *P*) are assumed to satisfy faithfulness condition according to the first score-based assumption.
2. Let *ri* be the number of possible values of variable *Xi*. Note, in simpler case that *Xi* is binary then, *ri* = 2. Let *qi* be the number of distinct instantiations of parents of *Xi*. For example, if *Xi* and its parents are binary and *Xi* have 1 parent then *qi* = 2. In general, if *Xi* has a set of *pi* parent nodes and each parent node *Xk* has *rk* possible values (1, 2,…, *rk*), we have . Let *aijk* be parameters of augmented variable *Fij* corresponding to the conditional probability of *Xi* given instantiation *j* of its parent. According to theorem 7.8 in (Neapolitan, 2003, p. 396), *aijk* for each *gp* is initialized by equation 5.1.1 so that the respective augmented BN has the same equivalent sample size *N* and its embedded BN has uniform joint probability distribution.

|  |  |
| --- | --- |
|  | (5.1.1) |

Note, *N* can be set arbitrarily.

1. Given  *=* {*X*(1)*, X*(2)*,…, X*(*M*)} is the multinomial sample size *M*, where *X*(*u*) is a trial. Note that *X*(*u*)*=*(*X*1(*u*), *X*2(*u*),…, *Xn*(*u*)) is a *n*-dimension vector which is a outcome (instantiation) of *n* variables *Xi*, *X*2,…, *Xn*. Each *Xi*(*u*) has the same space to *Xi*. Each DAG pattern *gp* is assigned a so-called scoring criterion *score*(, *gp*). This score is the likelihood function of *gp* given training data set (Neapolitan, 2003, p. 449).

|  |  |
| --- | --- |
|  | (5.1.2) |

Where Γ(.) is gamma function specified by equation 4.13.

1. Suppose maximizes *score*(*D*, *gp*) and then, a DAG which is represented by is selected as the resulted DAG. CPTs associated with nodes of are determined by values *Mij* and *sijk* based on Markov condition, according to equation 4.1.14 or equation 4.3.14. Please see section 4 for more details about parameter learning. The final joint probability distribution is product of these CPTs. As a result, the learned BN is determined with expectation that such satisfies faithfulness condition ( is faithful to ), based on two score-based assumptions.

Recall that a DAG pattern is not a DAG because it is defined for a Markov equivalence class to be the graph that has the same links as the DAGs in the equivalence class and has oriented all and only the edges common to all DAGs in the equivalence class. Therefore, implicitly, equation 5.1.2 and other equations in this section apply any DAG that belongs to the Markov equivalence class represented by *gp* into their formulation.

Following is explanation of equation 5.1.2. The posterior probability of *gp* given data sample is:

Where *P*(*gp*) is the prior probability and *P*(|*gp*) is the likelihood function.

The best is the one that maximizes such posterior probability *P*(*gp* | ).

Because the marginal probability *P*() is constant with regard to *gp*, the best is now a maximizer of *P*( | *gp*)*P*(*gp*).

In practice, the prior probability *P*(*gp*) is uniform due to equation 5.1.1 and so *P*(*gp*) is ignored. Hence, the best is a maximizer of the likelihood function *P*( | *gp*).

The scoring criterion *score*(, *gp*) is defined as such likelihood function *P*( | *gp*).

The likelihood function *P*( | *gp*) is the same for all Markov equivalent DAGs represented by *gp* given the same equivalent sample size because two equivalent augmented BNs have equal values of their likelihood functions according to lemma 6.12 in (Neapolitan, 2003, p. 354) and lemma 7.4 in (Neapolitan, 2003, p. 396). Note, *P*( | *gp*) which was formulated by equation 4.3.12 and so, equation 5.1.2 is replication of equation 4.3.12.

In case of binary sampling, due to *ri*=2, equation 5.1.1 becomes:

|  |  |
| --- | --- |
|  | (5.1.3) |

In case of binary sampling, due to *ri*=2, equation 5.1.2 is degraded into equation 4.1.12.

|  |  |
| --- | --- |
|  | (5.1.4) |

For convenience, equations 5.1.3 and 5.1.4 are replication of equations 4.1.16 and 4.1.12, respectively.

**Example 5.1.1.** Suppose there are two binary variables *X*1, *X*2, we don’t know exactly their relationship but the binomial sample is observed as seen in table 5.1.1 (Neapolitan, 2003, p. 446).

|  |  |
| --- | --- |
| *X*1 | *X*2 |
| 1 | 1 |
| 1 | 0 |
| 1 | 1 |
| 0 | 0 |
| 1 | 1 |
| 0 | 1 |
| 1 | 1 |
| 0 | 0 |

**Table 5.1.1.** Binomial sample for illustrating score-based approach

Let *gp*1 be the DAG pattern in which *X*1 is parent of *X*2; otherwise let *gp*2 be the DAG pattern in which *X*1 and *X*2 are mutually independent. Given equivalent sample size is *N* = 4, figure 5.1.1 shows such *gp*1 and *gp*2. Note, the DAG *X*1→*X*2 in figure 5.1.1 (a) is a member of Markov equivalence class represented by *gp*1 and so *gp*1 also represents another DAG *X*1←*X*2. Hence, *gp*1 represents no conditional independence whereas *gp*2 represents the conditional independence *IP*({*X*1}, {*X*2}) (Neapolitan, 2003, p. 443).
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**Figure 5.1.1.** Augmented Bayesian networks of *gp*1 in (a) and *gp*2 in (b)

For *gp*1, given equivalent sample size is *N* = 4, according to equation 5.1.3, we have *N*11(1) = 4, *N*21(1) = 2, *N*22(1) = 2, *a*11(1) = *b*11(1) = 2, *a*21(1) = *b*21(1) = 1, and *a*22(1) = *b*22(1) = 1. From table 5.1.1, there are 5 cases of *X*1 = 1 and 3 cases of *X*1 = 0; hence we have *M*11(1) = 8, *s*11(1) = 5 and *t*11(1) = 3. From table 5.1.1, given *X*1 = 1, there are 4 cases of *X*2 = 1 and 1 case of *X*2 = 0; hence we have *M*21(1) = 5, *s*21(1) = 4 and *t*21(1) = 1. From table 5.1.1, given *X*1 = 0, there are 1 case of *X*2 = 1 and 2 cases of *X*2 = 0; hence we have *M*22(1) = 3, *s*22(1) = 1 and *t*22(1) = 2. According to equation 5.1.4, the score of *gp*1 is (Neapolitan, 2003, p. 446):

Note, Γ(2) = Γ(1) = 1 and the gamma function Γ(*x*) degrades into factorial function (*x*–1)! when *x* is an integer. Hence, we have (Neapolitan, 2003, p. 446):

For *gp*2, given equivalent sample size is *N* = 4, according to equation 5.1.3, we have *N*11(2) = 4, *N*21(2) = 4, *N*22(2) = 4, *a*11(2) = *b*11(2) = 2, and *a*21(2) = *b*21(2) = 2. From table 5.1.1, there are 5 cases of *X*1 = 1 and 3 cases of *X*1 = 0; hence we have *M*11(2) = 8, *s*11(2) = 5 and *t*11(2) = 3. From table 5.1.1, there are 5 cases of *X*2 = 1 and 3 cases of *X*2 = 0; hence we have *M*21(2) = 8, *s*21(2) = 5 and *t*21(2) = 3. According to equation 5.1.4, the score of *gp*2 is (Neapolitan, 2003, p. 446):

Note, Γ(2) = Γ(1) = 1 and the gamma function Γ(*x*) degrades into factorial function (*x*–1)! when *x* is an integer. Hence, we have (Neapolitan, 2003, p. 446):

Because the *score*(, *gp*1) is larger than the *score*(, *gp*2), the DAG pattern *gp*1 is selected. Therefore the DAG *G*(1) shown in figure 5.1.1 (a), which is in Markov equivalence class represented by *gp*1 is the resulted DAG. So, the resulted (embedded) BN appropriate to the binomial sample shown in table 5.1.1 is (*G*(1), *P*(1)). According to equation 4.1.14, CPTs associated with *G*(1) are computed as follows (Neapolitan, 2003, p. 447):

The joint probability distribution *P*(1) is product of these CPTs. Figure 5.1.2 shows the resulted (*G*(1), *P*(1)) from the scored-based approach■
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**Figure 5.1.2.** A resulted BN from scored-based approach

In example above we recognize that it is difficult to determine all DAG patterns. So the score-based approach becomes ineffective in case of many variables. The number of DAG pattern which is surveyed to compute scoring criterion gets huge. It is impossible to do brute-force searching over DAG space consisting of all possible DAGs. There are some heuristic algorithms to reduce whole DAG space to smaller space called candidate set of DAGs obeying some restriction, for example, the prior ordering of variables. Such heuristic algorithms are classified into *approximate learning* or approximate selection (Neapolitan, 2003, pp. 511-538). The global score *score*(, *gp*) can defined as a product of local scores (Neapolitan, 2003, p. 512):

|  |  |
| --- | --- |
|  | (5.1.5) |

Where *score*(*D*, *Xi*, *PAi*) is the local score of *Xi* given its parents *PAi* and *n* is the number of nodes. The local score is defined by equation 5.1.6 (Neapolitan, 2003, p. 512).

|  |  |
| --- | --- |
|  | (5.1.6) |

Where is the number of distinct instantiations of variables in *PAi* whereas is the number of cases in which *Xi* = *k* and variables in *PAi* are in their *j*th instantiation, etc. Note that depends only on *i*, *j*, *k*, and *PAi* and so it does not depend on the whole DAG.

A well-known heuristic algorithm belonging to approximate learning is K2 algorithm developed by Cooper and Herskovits in 1992. The K2 algorithm tries to find out the DAG whose each variable *Xi* maximizes local score *score*(, *Xi*, *PAi*) instead of discovering all DAGs. It means that K2 algorithm finds out optimal parents *PAi* of each *Xi*. Note that it expects that the global score will be approached by maximizing each partial local score. K2 algorithm has following steps (Neapolitan, 2003, p. 513):

1. Suppose there is an ordering (*X*1, *X*2,…, *Xn*). There is no backward edge, for example, the edge *Xi←Xj* (if exist) where *i < j* is invalid. Let *Pred*(*Xi*) be the set of previous nodes of *Xi* in the ordering. Let *PAi* is parents of *Xi*. K2’s mission is to find out *PAi* for every *Xi*. Firstly, each *PAi* (s) is set to be empty and each local score *score*(, *Xi*, *PAi*) is initialized with such empty *PAi*.
2. Each *Xi* is visited according to the ordering. When *Xi* is visited, which node in *Pred*(*Xi*) that maximizes the local *score*(, *Xi*, *PAi*) is added to *PAi*.
3. Algorithm terminates when no node is added to *PAi*.

Following is C-like pseudo-code of K2 algorithm (Neapolitan, 2003, pp. 513-514).

Inputs: data sample , an ordering *p* = (*X*1, *X*2,…, *Xn*), an upper bound *u* on the number of parents a node may have.

Outputs: *n* sets of parent nodes *PAi* where 1 ≤ *i* ≤ *n*.

void *K2* (data-sample , ordering *p*, int *u*, for 1 ≤ *i* ≤ *n* parent\_set& *PAi*)

{

for (*i* = 1; *i* <= *n*; *i* ++) { // *n* is the number of nodes.

*PAi* = Ø;

*Pold* = *score*(, *Xi*, *PAi*);

*find\_more* = true;

while (*find\_more* && |*PAi*| < *u*) {

*Z* = nodes in *Pred*(*Xi*) \ *PAi* that maximizes *score*(, *Xi*, *PAi* {*Z*});

*Pnew* = *score*(, *Xi*, *PAi* {*Z*});

if (*Pnew* > *Pold*) {

*Pold* = *Pnew*;

*PAi* = *PAi* {*Z*};

}

else

*find\_more* = false;

}

}

}

Note, the sign “\” denotes the subtraction (excluding) in set theory (Wikipedia, Set (mathematics), 2014). A weak point of K2 algorithm is to pre-define an ordering. In practice, such ordering is based on knowledge base, for example, smoking precedes bronchitis and lung cancer in medical diagnosis (Neapolitan, 2003, p. 515). If there is no prior knowledge domain, it is necessary to establish an algorithm which does not require prior ordering. Such heuristic algorithm is called *DAG-search algorithm*.

Let DAGOPS be set of operations defined as follows (Neapolitan, 2003, p. 516):

1. If two nodes are not adjacent, adding an edge between them in either direction.
2. If two nodes are adjacent, removing the edge between them.
3. If two nodes are adjacent, reversing the edge between them.

It requires that any DAGOPS operation does not produce cycle in DAG. Given a DAG *G*, the set of all DAGs obtaining from *G* by applying one of DAGOPS operations (one DAGOPS operation type) is called neighbor-set of G denoted *ns*(*G*). Of course, if *G*’ belongs to *ns*(*G*) then, *G*’ is called a neighbor of *G*. The set DAGOPS is complete because given two *G* and *G*’ there is always a sequence of operations in DAGOPS that transform *G* into *G*’.

The ideology of DAG-search algorithm is simple. It starts with a DAG *G* without edges. At each step of the search, among neighbors of the current DAG *G*, it selects the nearest neighbor *G*’ that maximizes the global score *score*(, *gp*) where neighbors replace *gp* in formulation of *score*(, *gp*). The current *G* is modified by applying DAGOPS operations into *G* so that *G* = *G*’. In other words, the nearest neighbor becomes the current DAG. Algorithm stops when there is no DAGOPS operation that increases *score*(, *gp*). Note that in each step, if an edge to *Xi* is added or deleted, we need only re-evaluate *score*(, *Xi*, *PAi*). If an edge between *Xi* and *Xj* is reversed, we need only re-evaluate *score*(, *Xi*, *PAi*) and *score*(, *Xj*, *PAj*). Therefore, computational cost for *score*(, *gp*) is decreased significantly because *score*(, *gp*) is product of many *score*(, *Xi*, *PAi*) according to equation 5.1.6. Moreover, in each step, each neighbor is created by modifying one edge for a DAGOPS operation type (adding, removing, or reversing). Following is C-like pseudo-code of DAG-search algorithm (Neapolitan, 2003, p. 517).

Inputs: data sample .

Outputs: A set of edges *E* in a DAG that approximates maximizing *score*(, *gp*).

void *DAG-search*(data-sample , set\_of\_edges& *E*)

{

*E* = Ø; *G* = (*V*, *E*);

while (some DAGOPS operation increases *score*(, *gp*)) {

Let *G*’ be the nearest of *G*;

Modify *E* by DAGOPS operation so that *G* = *G*’;

Update *score*(, *Xi*, *PAi*);

}

}

Note, both K2 algorithm and DAG-search algorithm search for DAGs instead DAG patterns. There are other algorithms that search for DAG patterns mentioned in (Neapolitan, 2003, pp. 518-529).

## 5.2. Constraint-based approach

Given a BN (*G*, *P*) and *G* = (*V*, *E*), let *INDP* be a set of conditional independences based on *P*. We assume that contains all and only entailed conditional independences. According to theorem 2.1 in (Neapolitan, 2003, p. 76), based on the Markov condition, a DAG *G* entails all and only (entailed) conditional independencies that are identified by d-separations in *G*. Because it is impossible to distinguish DAGs in the same Markov equivalence class from *INDP*, we can only learn the DAG pattern whose d-separations are the same as *INDP* (Neapolitan, 2003, p. 541). Therefore, constraint-based approach tries to find a DAG pattern whose d-separations are the same as *INDP* with suppose that *P* admits a faithful DAG representation.

When learning DAG structure, we know neither *INDP* nor d-separations in *G* except that faithfulness condition is assumed to be satisfied. Hence, we assume that there is a set of d-separations *IND*, for example *IND* = {*I*({*X*}, {*Y*}), *I*({*X*}, {*Y*}|{*Z*})}. The subscript *G* is removed from d-separation notation because we do not determine structure of DAG *G* yet. Hence, *IND* is set of statements. Of course, it is assumed that *IND* admits a faithful DAG representation because we expect that *IND* is the same to *INDP* when it is supposed that *P* admits a faithful DAG representation. In other words, *IND* is assumed to contains all and only d-separations. In general, *IND* is considered as set of constraints and so constraint-based approach tries to find DAG pattern that satisfies *IND*.

Lemma 2.7 (Neapolitan, 2003, p. 91), lemma 2.8 (Neapolitan, 2003, p. 91), and theorem 2.7 (Neapolitan, 2003, p. 99) are mainly used for constraint-based approach.

Recall that

[

According to lemma 2.7 (Neapolitan, 2003, p. 91), let *gp* be DAG pattern and *X* and *Y* be nodes in *gp* then, *X* and *Y* are adjacent in *gp* if and only if they are not d-separated by some set in *gp*. According to lemma 2.8 (Neapolitan, 2003, p. 91), suppose we have a DAG pattern *gp* and an uncoupled meeting *X*–*Z*–*Y* then, the three followings are equivalent:

1. *X*–*Z*–*Y* is a head-to-head meeting.
2. There exists a set not containing *Z* that d-separates *X* and *Y*.
3. All sets containing *Z* do not d-separate *X* and *Y*.

According to theorem 2.7 in (Neapolitan, 2003, p. 99), suppose a joint probability distribution *P* admits some faithful DAG representation then, *gp* is the DAG pattern faithful to *P* if and only if the two following conditions are satisfied:

1. *X* and *Y* are adjacent in *gp* if and only if there is no subset such that *IP*({*X*}, {*Y*} | *S*) holds. That is, *X* and *Y* are adjacent if and only if there is a direct dependence between *X* and *Y*.
2. Any chain *X*−*Z*−*Y* is a head-to-head meeting in *gp* if and only if implies *NIP*({*X*}, {*Y*} | *S*)).

]

**Example 5.2.1**. Suppose we have *V* = {*X*, *Y*, *Z*} and *IND* = {*I*({*X*, *Y*} | {*Z*})}. Because *IND* is assumed to contains all and only d-separations whereas *X* and *Z* are not *d*-separated from any set, there must be a link between *X* and *Z* according to lemma 2.7 (Neapolitan, 2003, p. 91). In similar, there is must be a link between *Y* and *Z* as shown in figure 5.2.1 (a).
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**Figure 5.2.1.** An example of constraint-based approach

Because *IND* is assumed to contains all and only d-separations whereas *X–Z–Y* is uncoupled meeting and there is the d-separation *I*({*X*, *Y*} | {*Z*}), the meeting *X–Z–Y* must be head-to-head meeting *X→Z←Y* according to lemma 2.8 (Neapolitan, 2003, p. 91) as shown in figure 5.2.1 (b)■

If the number of variables is large, we need effective algorithms. A simple algorithm called *find-DAG-pattern algorithm* includes two steps:

1. Firstly, the structure of DAG is drafted as “skeleton”. If there is no conditional independence relating to *Xi* and *Xj* then the link between them is created. So skeleton is the undirected graph which contains variables (nodes) and links.
2. The second step is to determine direction of links by applying four following rules in sequence rule 1, rule 2, rule 3, rule 4:

* *Rule* 1: If uncoupled meeting *X–Z–Y* exists and *Z* is not in any set that d-separate *X* from *Y* then, this meeting is converted as head-to-head meeting: *X→Z←Y*
* *Rule* 2: If the uncoupled meeting *X→Z–Y* exists (having an edge *X→Z*) then, this meeting is converted as head-to-tail meeting: *X→Z→Y*.
* *Rule* 3: If the edge *X→Y* caused a directed cycle at a position in network then it is reversed: *X←Y*. This rule is applied to remove directed cycles so that the expected BN is a DAG.
* *Rule* 4: If all rules 1, 2, and 3 are consumed, all remaining links have arbitrary direction. This rule is not necessary to apply into find-DAG-pattern algorithm because an DAG pattern can have links but it is useful to convert the resulted DAG pattern into a real DAG.

**Example 5.2.2**: Suppose we have *V* = {*X, Y, Z, T*} and *IND* = {*I*(*X,Y*), *I*(*X,T*), *I*(*Y,T*)}. Because there is no conditional independence between *X* and *Y*, between *Z* and *T*, the “skeleton” is drafted as seen in figure 5.2.2 (a).
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**Figure 5.2.2.** An example of find-DAG-pattern algorithm

By applyingrule 1, because the uncoupled meeting *X–Z–Y* exists and *Z* is not in any set that d-separate *X* from *Y*, this meeting become head-to-head meeting *X→Z←Y* as seen in figure 5.2.2 (b). By applyingrule 2, because the uncoupled meeting *X→Z–T* exists, we have and head-to-tail meeting *X→Z→T* as seen in figure 5.2.2 (c)■

Following is C-like pseudo-code of find-DAG-pattern algorithm (Neapolitan, 2003, p. 517).

Inputs: a set *V* of nodes and a set *IND* of d-separations.

Outputs: DAG pattern gp containing d-separations in I*ND*.

void find-DAG-pattern(set-of-nodes V, set-of-d-separations IND, DAG-pattern& *gp*)

{

// Step 1

for (each pair of nodes *X*, *Y* V) {

search for a subset *SXY* V such that *I*({*X*}, {*Y*} | *SXY*);

if (no such set can be found) create the link *X*−*Y* in *gp*;

}

// Step 2

for (each uncoupled meeting *X*−*Z*−*Y*) {

if (Z *SXY*)

orient *X*−*Z*−*Y* as *X*→*Z*←*Y*; // Apply rule 1

}

while (more edges can be oriented) {

for (each uncoupled meeting *X*→*Z*−*Y*) {

orient *Z*−*Y* as *Z*→*Y*; // Apply rule 2

}

for (each link *X*–*Y* such that there is a path from *X* to *Y*) {

orient *X*−*Y* as *X*→*Y*; // Apply rule 3 to avoid directed cycle

}

for (each uncoupled meeting *X*−*Z*–*Y*

such that *X*→*W*, *Y*→*W*, and *Z*−*W*) {

orient *Z*−*W* as *Z*→*W*; // Apply rule 3 to avoid directed cycle

}

}

}

# 6. Conclusions

Three significant domains of Bayesian network (BN) are inference mechanism, parameter learning and structure learning. The first domain tells the usability of BN and the others indicates how to build up BN. The ideology of BN is to apply a mathematical inference tool (namely Bayesian rule) into a graph with expectation of extending and enhancing ability of such tool so as to solve realistic problems, especially diagnosis domain.

However, in the process of developing BN, there are many problems involving in real number (continuous case) and nodes dependence. This report focuses on discrete case when the probability of each node is discrete CPT, not continuous PDF. The first-order Markov condition has important role in BN study when there is an assumption “nodes are dependent on only their direct parents”. If the first-order Markov condition isn’t satisfied, many inference and learning algorithms go wrong. I think that BN will get more potential and enjoyable if first-order (Markov) condition is replaced by *n-*order condition.

Moreover, the parameter and structure learning become difficult when training data is missing (not complete). Missing data problem is introduced in section 3 but its detail goes beyond this report. I hope that I have a chance to research it.

Finally, BN discussed here is “static” BN because the temporal relationships among nodes aren’t concerned. The “static” BN is represented at only one time point. Otherwise dynamic Bayesian network (DBN) aims to model the temporal relationships among nodes. The process of inference is concerned in time series; in some realistic case this is necessary. However, the cost of inference and learning in DBN is much higher than BN because the size of DBN gets huge for long-time process. Because of the limitation of this report, the algorithm that keeps the size of DBN intact (not changed) isn’t introduced here. In general, the essence of such algorithm is to take advantage of both Markov condition and knowledge (inference) accumulation. Due to the complexity of DBN, we should consider choosing which one (BN or DBN) to apply into concrete domain. It depends on what your domain is and what your purpose is.
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