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**Abstract**

Rating the dataset for recommendation applications is not a complicated task and thus, storing it has not been difficult. However, the complexity is increased if recommendation applications need much more additional information such as customer profiles, item profiles, and the context information which go beyond the common rating information. Therefore, in this paper, we propose the Hudup dataset which aims to achieve two purposes: 1. Hudup dataset is organized in a standardized structure in order to simplify the complex of extended rating dataset. 2. Programming objects in abstract level will provide researchers the required facilities to access and process the dataset. A good number of experiments have been made on Hudup dataset by testing the similarity measures built in the nearest neighbors (NN) algorithm under the umbrella of the collaborative filtering in recommendation systems research. Experimental design with splitting dataset and calculating sparse ratio are now becoming easy and simple with standardized Hudup dataset.
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**Specifications table**

|  |  |
| --- | --- |
| Subject | Data Science |
| Specific subject area | Data Science |
| Type of data | Recommendation rating dataset |
| How data were acquired | We model and standardize available raw rating publicly available data such as Movielens and Film Trust. |
| Data format | Our standardized data format is called Hudup dataset format. |
| Parameters for data collection | Rating data has very few parameters. Two important parameters are the minimum rating value and the maximum rating value which express the un-favorite and favorite opinions of users. |
| Description of data collection | Standardized Hudup dataset receives information from raw data, which is composed of ten units such as “*hdp\_config*”, “*hdp\_account*”, “*hdp\_attribute\_map*”, “*hdp\_nominal*”, “*hdp\_user*”, “*hdp\_item*”, “*hdp\_rating*”, “*hdp\_context\_template*”, “*hdp\_context*”, and “*hdp\_sample*”. Each unit has particular functions, which is described in the section of data description. Structure of standardized Hudup dataset is built in Hudup framework available at http://www.locnguyen.net/st/products/sim |
| Data source location | Hudup dataset is meta-data which models any raw data with abstract level. The default raw data which is sources of Hudup dataset in this research includes Movielens and Film Trust. It is possible to consider that Hudup dataset is secondary data whereas Movielens and Film Trust are primary data. The raw rating data Movielens (GroupLens, 1998) 100K has 100,000 ratings from 943 users on 1682 movies (items), which is available at https://files.grouplens.org/datasets/movielens/ml-100k.zip. Its version of 1M has 1,000,209 ratings from 6,040 users on 3,900 movies (items), which is available at https://files.grouplens.org/datasets/movielens/ml-1m.zip. The alternative sources for both are https://bit.ly/2NivXpO and https://bit.ly/3a7IchW. The raw rating data Film Trust has 35,497 ratings from 1,508 users on 2,071 films (items), which is available at https://guoguibing.github.io/librec/datasets/filmtrust.zip. |
| Data accessibility | Hudup dataset is the meta-data which is secondary data. It is hosted on public repository available at https://drive.google.com/drive/folders/1lz3-eVjAf-IZ5auIJSK4dX81Wt2\_OFz3 |
| Related research article | “Enhancing Recommendation Systems Performance Using Highly-Effective Similarity Measures” in Knowledge-Based Systems Journal |

**Value of the data**

* Hudup dataset can be considered as meta-data which models raw rating data. It aims to standardize current raw data in the well-organized structure.
* Hudup framework which manages Hudup dataset provides programming objects as facilities for scientists and developers who concern recommendation systems to process rating data in fast and easy manner. Moreover, well-organized structure of Hudup dataset helps scientists to develop recommendation algorithm more effectively and faster.
* Especially, it is easier for applications to make experiments on standardized dataset like Hudup dataset. Testers who test recommendation systems or recommendation algorithms can modify and configure raw data easily via higher abstract level of Hudup dataset.

**Data description**

In the recommendation systems applications, the rating information is simple and can be easily perceived [1-2]. For instance, the rating value is the degree of interest that a user assigns to an item. Rating information is modeled by a foursome (user identifier, item identifier, rating value, date-to-rate). Thus, it is easy to store collection of rating foursomes as rating matrix which makes it easier to be modeled and stored in a rating dataset. However, a good rating dataset needs more additional information beyond the rating foursomes such as user profiles, item profiles, and context information along with different storage systems such as file system, FTP system, and database management system (DBMS). In general, there are two requirements for a good rating dataset:

1. It requires the data standardization in which all rating information and additional data (user profiles, item profiles, context information) along with different data types are organized in logical and solid structure.
2. It requires to model the rating dataset by the programming objects. These objects provide users and programmers facilitated properties and methods to access and process the dataset.

Therefore, the rating dataset in our research, called Hudup dataset, is composed of ten units and is organized into two abstract levels and one physical level. The aim is to satisfy the drawn-above two requirements. There are many collected rating datasets which are popular in research communities, for example, Movielens, Film Trust, Book Crossing, and Jester Joke. These datasets are raw datasets which will be converted into Hudup dataset before making experiments on them. In other words, Hudup framework will convert these datasets into Hudup dataset, and then the experiments are set to be made on Hudup dataset instead of the raw datasets. Another strong point of Hudup dataset represented in its simple structure. Indeed, system administrators can modify easily and directly Hudup dataset without support of Hudup framework.

Shortly, the structure of Hudup dataset has 10 main units such as “*hdp\_config*”, “*hdp\_account*”, “*hdp\_attribute\_map*”, “*hdp\_nominal*”, “*hdp\_user*”, “*hdp\_item*”, “*hdp\_rating*”, “*hdp\_context\_template*”, “*hdp\_context*”, and “*hdp\_sample*”. In other words, Hudup dataset is composed of such ten units. For each unit name, the prefix “hdp” is abbreviation of Hudup. Each unit owns attributes known as properties or fields. Unit “hdp\_config” establishes basic configurations over entire dataset in the form of key-value pairs. Unit “hdp\_account” contains user-access information including account name (username), password, and privileges of user. Hudup dataset can interact with external databases via mapping mechanism. For instance, unit “hdp\_attribute\_map” maps an attribute of a special unit to a field of an external database table. Mapping mechanism improves adaptability of Hudup framework. When processing many data types, we often cope with the nominal type which is names. Unit “hdp\_nominal” helps us to store such nominals or names as integers, which facilitate data processing. Units “hdp\_user” and “hdp\_item” contain information about user and item. It is worth indicating that the user is different from account here. In recommendation, users here as customers and items are goods. Attributes (fields) of “hdp\_user” and “hdp\_item” are not fixed, which are dependent on applications. Unit “hdp\_rating” contains ratings of users (customers) on items. It includes four important attributes such as user identifier, item identifier, the rating value and date.

In recommendation context, when a user gives rating on an item, there is contextual information connected with the rating event [3-4]. For example, customers often go shopping on Saturday, and so Saturday is contextual information. Units “hdp\_context\_template” and “hdp\_context” are used to model the context-aware recommendation. Context stored in unit “hdp\_context” can be categorized into three main types in order to answer three questions “when, where and who” as follows. Time type indicates the time when user makes a purchase, for example: date, day of week, month, year. Location type indicates the place where user makes a purchase, for example: shop, market, theater, coffee house. Companion type indicates the persons with whom user makes a purchase, for example: alone, friends, girlfriend/boyfriend, family, co-workers. Actually, these context types are stored in unit “hdp\_context\_template”. The last unit is “sample” which stored any information different from recommendation applications. Actually, the unit “sample” is similar to common tables in databases; especially, in statistical applications, it contains sample information. It allows Hudup framework to cover more applications beyond the recommendation process. In general, Hudup dataset and its units have the top-most abstract level, which are realized into the lower abstract level with programming objects which are, in turn, stored physically as database table, CSV files, Excel files, etc. So, Hudup dataset has two abstract levels and one physical level, as given in Figure 1. These levels are described in detail later.
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Figure 1. Hudup Dataset Architecture

Recall that Hudup dataset is indeed an abstract object, which is instantiated into two forms such as programming object and physical storage. As a programming object, Hudup dataset is modeled as *Dataset* which is retrieved and accessed by programmers [5]. As physical storage, Hudup dataset is stored as directory in file system or database in database management system (DBMS). Of course, there is always interaction between *Dataset* and physical storage, which is dependent on applications and the purposes of Hudup framework. Thus, it is possible to identify Hudup dataset with the programming object *Dataset*. For programming language Java, *Dataset* is an interface which is implemented by realized objects. Similarly, each unit is an abstract object too, which is also instantiated into two forms such as programming object and physical storage. Regarding the physical storage, each unit is stored as CSV file, Excel file, or table for DBMS. However, programming objects for units are more plentiful. For example, “hdp\_config” is modeled as a map or dictionary including key-value pairs whereas “hdp\_attribute\_map” is modeled by both objects *InternalRecord* and *ExternalRecord*. Units “hdp\_account”, “hdp\_user”, and “hdp\_item” are modeled as *Profile* along with *Attribute*. Unit “hdp\_nominal” is modeled as *Nominal* object. Unit “hdp\_rating” is modeled as collections of *RatingVector*. The object *RatingVector* is collection of ratings which are given by a user. Units “hdp\_context\_template” and “hdp\_context” are modeled as *ContextTemplate* and *Contex*t, respectively. Recall that objects *Dataset*, *InternalRecord*, *ExternalRecord*, *Profile*, *Attribute*, *Nominal*, *RatingVector*, *ContextTemplate*, and *Context* are programming objects which provide properties and facilitated methods for programmers to process and access units. Obviously, each unit can be accessed by some specified objects in powerful manner, but *Profile* object can model all objects. In other words, all units can be accessed by *Profile* object which is the most flexible object [5]. In its turn, any *Dataset* has many methods to retrieve all other objects. In general, these objects are also abstract. Nevertheless, Hudup dataset and units has the top-most abstract level.

In the physical storage system, units are stored as CSV files, Excel files or database tables in the form of tables whose columns are fields or attributes. Programming objects provides properties and method to access and process these files and tables. Table 1 lists the fields for each unit.

Table 1. Physical Storage System Unites Description

|  |  |
| --- | --- |
| **Table** | **Fields** |
| “hdp\_config” | attribute, attribute\_value |
| “hdp\_account” | account\_name, account\_password, account\_privs |
| “hdp\_attribute\_map” | internal\_unit, internal\_attribute\_name, internal\_attribute\_value,  external\_unit, external\_attribute\_name, external\_attribute\_value |
| “hdp\_nominal” | nominal\_ref\_unit, attribute, nominal\_index, nominal\_value, nominal\_parent\_index |
| “hdp\_user” | userid, user\_type, field1, field2, etc. |
| “hdp\_item” | itemid, item\_type, field1, field2, etc. |
| “hdp\_rating” | userid, itemid, rating, rating\_date |
| “hdp\_context\_template” | ctx\_templateid, ctx\_name, ctx\_type, ctx\_parent |
| “hdp\_context” | userid, itemid, ctx\_templateid, ctx\_value, rating\_date |
| “hdp\_sample” | sample\_field1, sample\_field2, sample\_field3, etc. |

Thus, each unit is called table in the storage system [6-7]. Following is the description of tables 2-3 “hdp\_config”, “hdp\_account” which stores configuration information, account information respectively.

Table 2. Description of “hdp\_config” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| attribute | Text | Yes | No | Name of configured property. |
| attribute\_value | Text | No | No | Value of configured property. |

Table 3. Description of “hdp\_account” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| account\_name | Text | Yes | No | Account name also known as username. |
| account\_password | Encrypted  text | No | No | Account password. |
| account\_privs | Integer | No | No | An integer specifying account privileges. |

Tbale 4 holds the description of table “hdp\_attribute\_map” which maps an attribute of an internal unit to a field of an external database table.

Table 4. Description of “hdp\_attribute\_map” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| internal\_unit | String | Yes | No | Name of internal unit. |
| internal\_attribute\_name | String | Yes | No | Name of attribute of such internal unit. |
| internal\_attribute\_value | String | Yes | No | Value of such internal attribute. |
| external\_unit | String | No | No | Name of external table (or CSV file, Excel file). |
| external\_attribute\_name | String | No | No | Name of field of such external table. |
| external\_attribute\_value | String | No | No | Value of such external field. |

Following is the description of table “hdp\_nominal” which stores nominals or names as integers.

Table 5. Description of “hdp\_nominal” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| nominal\_ref\_unit | String | Yes | No | Name of unit which contains the attribute whose value is nominal. |
| attribute | String | Yes | No | Name of the attribute whose value is nominal. |
| nominal\_index | Integer | Yes | No | Index of the nominal. |
| nominal\_value | String | No | No | Nominal (value in text) of the attribute. |
| nominal\_parent\_index | Integer | No | Yes | Parent index of the nominal. |

As a result, the unit (specified by “nominal\_ref\_unit”) which contains the attribute (specified by “attribute”) whose nominal specified by “nominal\_value” stores the integer “nominal\_index” instead of storing the text “nominal\_value”. Nominals can be structured in hierarchy, which is modeled by the attribute “nominal\_parent\_index”.

Followings are descriptions of tables “hdp\_user” and “hdp\_item” which stores user information and item information respectively. In recommendation, users are customers and items are goods. Fields (attributes) of “hdp\_user” and “hdp\_item” are not fixed as they are dependent on applications. For instance, there can be field3, field4,…, field*n* in “hdp\_user” and “hdp\_item”.

Table 6. Description of “hdp\_user” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| userid | Integer | Yes | No | User (customer) identifier. |
| user\_type | Integer | No | No | User type. |
| field1 | Any type | No | Yes | Field 1. |
| field2 | Any type | No | Yes | Field 2. |
| … | Any type | No | Yes | … |
| field*n* | Any type | No | Yes | Field *n*. |

Table 7. Description of “hdp\_item” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| itemid | Integer | Yes | No | Item identifier. |
| item\_type | Integer | No | No | Item type. |
| field1 | Any type | No | Yes | Field 1. |
| field2 | Any type | No | Yes | Field 2. |
| … | Any type | No | Yes | … |
| field*n* | Any type | No | Yes | Field *n*. |

Following is description of table “hdp\_rating” which contains ratings of users (customers) on items (goods).

Table 8. Description of “hdp\_ rating” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| userid | Integer | Yes | No | User (customer) identifier which points to “userid” in table “hdp\_user”. |
| itemid | Integer | Yes | No | Item identifier which points to “itemid” in table “hdp\_item”. |
| rating | Real | No | No | Rating value that the user specified by “userid” gave on the item specified by “itemid”. |
| rating\_date | Date | Yes | No | Rating date that the user specified by “userid” rated on the item specified by “itemid”. |

Following is description of table “hdp\_context template” which stores the context templates known as context types (time, location, accompany). In current version, context templates are structured in hierarchy specified by the attribute “ctx\_parent”.

Table 9. Description of “hdp\_ context template” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| ctx\_templateid | Integer | Yes | No | Context template identifier. |
| ctx\_name | String | No | No | Context name. |
| ctx\_type | Integer | No | No | Context type (time, location, accompany). Actually, it is encrypted as integer. |
| ctx\_parent | Integer | No | Yes | Identifier of parent context template of current template, which points to another “ctx\_templateid”. |

Every context template describes a context itself as data type. In recommendation applications, the event that a customer (user) rates on an items (goods) in a concrete context *c* implies that the context template named *C* (“ctx\_name” = *C*) which is assigned with a concrete value *c*. Therefore, context-aware rating information is stored in table “hdp\_context” as follows:

Table 10. Description of “hdp\_ context” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| userid | Integer | Yes | No | User identifier (customer identifier) which points to “userid” in table “hdp\_rating”. |
| itemid | Integer | Yes | No | Item identifier which points to “itemid” in table “hdp\_rating”. |
| ctx\_templateid | Integer | Yes | No | Context template identifier which points to “ctx\_templateid” in table “hdp\_context\_template”. |
| ctx\_value | Integer | No | No | Value of context template identifier. |
| rating\_date | Date | Yes | No | Rating date which points to “rating\_date” in table “hdp\_rating”. |

The table “hdp\_context” is always associated with the table “hdp\_rating”, which can be considered as the second “hdp\_rating” because it stores contextual information when the user specified by “userid” rates on the item specified by “itemid” instead of storing rating value (a real number) as the table “hdp\_rating” does. Finally, the description of table “hdp\_sample”, which is normal table, is given in Table 11.

Table 11. Description of “hdp\_ sample” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| sample\_field1 | Any type |  |  | Field 1. |
| sample\_field2 | Any type |  |  | Field 2. |
| sample\_field3 | Any type |  |  | Field 3. |
| … | Any type |  |  | … |
| sample\_field*n* | Any type |  |  | Field *n*. |

Now ten main tables 2-11 correspond ten main units are described. Recall that, in the table “hdp\_context”, a context is composed of a context template and a value of such template. In other words, a context is an instance of a context template. Every context template specified by “ctx\_templateid” can have one or more values. Therefore, for each context template *k* (“ctx\_templateid” = *k*) there is an extra table named “*hdp\_context\_template\_k\_profile*” which is indeed the profile of context template *k*. Following is description of table “hdp\_context\_template\_k\_profile”.

Table 12. Description of “hdp\_ context\_template\_k\_profile” Table

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Field | Data  type | Is  key | Allow  null | Description |
| ctx\_value | Integer | Yes | No | A value of context template *k*. |
| field1 | Any type | No | Yes | Field 1. |
| field2 | Any type | No | Yes | Field 2. |
| … | Any type | No | Yes | … |
| field*n* | Any type | No | Yes | Field *n*. |

It is worth referring that the custom fields (field1, field2,…, field*n*) of table “hdp\_context\_template\_k\_profile” are not fixed, which is dependent on applications. Note, table “hdp\_context\_template\_k\_profile” is not important because it can be inexistent. However, if it is inexistent, an additional information about the values of context template are considered missing.

**Experimental design, materials, and methods**

In our research, Hudup dataset is used to test similarity measures which were built in nearest neighbors (NN) algorithm with regard to the collaborative filtering in recommendation applications. The testing process is divided into two sub-processes such as estimation sub-process and recommendation sub-process with metrics such as absolute average error (MAE), precision, and recall. Here we focus on how to make experimental design on Hudup dataset. In this research, the raw dataset (base dataset) of Hudup dataset is Movielens (100k and 1M) and Film Trust [7].

The problem in recommendation is how to determine the number of recommended items denoted *C* which is the length of recommended vector. As a convention, *C* is called the recommendation count. The count *C* cannot be too small or too large. If it is too small, evaluation is inaccurate. Otherwise, if it is too large, evaluation task will run slowly. Some researches set fixed number whereas other researches changed such number over some values such as 10, 20, and 100. We proposed a method to determine *C* based on the dataset with purpose that *N* will be more accurate and objective. The proposed method is dynamic and takes advantages of the so-called sparse-relevant ratio. This ratio is the ratio of the count of relevant ratings to the count of cells with note that the count of cells is product of user number and item number, which is size of rating matrix. Recall that a relevant rating is larger than the average rating and the count of cells is sum of the count of rating values and the count of missing values. Following is the equation specifies sparse-relevant ratio denoted *sr*.

*sr* = the-count-of-relevant-ratings / (|***U***| \* |***V***|)

Note, |***U***| is the number of users and |***V***| is the number of items. We calculate the recommendation count *C* dynamically according to both the considered dataset and each rating vector *ui*. Let *C*(*ui*) be the recommendation count for user *i*, which means that NN algorithms will recommend at least *C*(*ui*) items to user *i*. Following equation specifies *C*(*ui*).

Where *T* is the number of items noting that every item included in *T* is rated by at least one user. Of course, *T* is smaller than or equal to the number of users |***U***|. Note, |*Ii*| is the number of items rated by user *i*. The quantity |*Ii*| is not a redundant factor because the real recommendation systems always recommend a user items that she/he do not either know or rate yet. If |*Ii*| is too much smaller than *T* (|*Ii*| << T), *C*(*ui*) can be calculated as follows:

Recall that in our experiments, Hudup dataset (both Movielens and Film Trust datasets) is divided into 5 folders and each folder has one training set and one testing set. For each folder, *T* and sparse-relevant ratio *sr* are calculated on training set but |*Ii*| is determined on testing set, of course. For example, suppose one among 5 folders divided from Movielens has training set *d*1 and testing set *t*1. The number of users in *d*1 is 943 and the number of items in *d*1 is 1,584. Because every item in *d*1 is rated by at least one user, we have *T* = 1,584. Training set *d*1 has 50,000 rating values but only 27,712 rating values are relevant. So sparse-relevant ratio is *sr* = 27,712 / (943\*1584) ≈ 1.86%. Suppose it is necessary to make recommendation on user rating vector *u*12 (in testing set *t*1) which has 23 rating values. Hence, the recommendation count for user 12 is *C*(*u*12) = 1.86% \* (1,584 – 23) ≈ 29.
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