Data Science Cheat Sheet

A reference guide to common tasks
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# About This Document

I began creating this document with the intent to use it as a reference to common programming tasks knowing early on that I’d want to re-use bits and pieces of code. Thus far I’ve found package documentation to be exceptional but inefficiently slow. Hence, the scope of this document isn’t to replace documentation, but rather provide structure to approaches for solving common problems.

# General Python

[Python 3.9.1 Documentation (python.org)](https://docs.python.org/3/)

Line Continuation

# Use of \ at the end of a line allows code to continue on the next line

List Comprehension

Used to build lists using an iterator in a condensed format

New\_list = [ x \*\* 2 for x in range(10)]

Dictionary Comprehension

Used to build dictionaries with an iterator in a condensed format

# building a dictionary from two lists of the same length using dict comprehension

New\_dictionary = {key\_list[i] : value\_list[i] for i in range(len(key\_list))}

-- [end of section] --

# Numpy

[NumPy v1.19 Documentation (numpy.org)](https://numpy.org/doc/stable/index.html)

-- [end of section] --

# Pandas

[Pandas 1.2.0 Documentation (pydata.org)](https://pandas.pydata.org/docs/reference/index.html)

## Selection

Checking for null in multiple columns

# Note the use of ~ as the not operator

returned\_dataframe = data[(~data['column'].isna()) & (~data['column'].isna())]

Filtering & column selection

# Returns a values within a column that match the filtering criteria

returned\_dataframe = data[data[‘column’] == ‘value’, [‘column’]]

## Cleaning

## Filtering

Counting values by category

returned\_dataframe = data['column'].sort\_values(ascending=False).value\_counts()

## Analysis

Grouping and applying custom functions to individual columns

# This code is frequently used to create plots by category

data.groupby('column').agg({'column':'median', 'column1':'count'}))

## Joining
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Inner Join

Returns only rows with overlap on the join columns for both datasets

# Merged data set will use suffixes to indicate the original dataset if there is overlap

# Use of the suffixes = (‘\_suffix1’, ‘\_suffix2’) can override the x/y default suffixes

returned\_dataframe = data.merge(data2, on=[’column1’, ‘column2’])
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Outer Join

Outer joins return rows from both tables regardless of a match. If there is no match for a row a new row is added with the corresponding data from the table to be merged.

# Non-matching row data will be filled in with null values

returned\_dataframe = data.merge(data2, on=’column’, how=’outer’, suffixes=(‘\_data’, ‘\_data2’))
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Left Join

Returns all rows from the left data set and overlapping data from the right set join criteria. Number of rows will always be equal to the number in the left table. This type of join is typically used to add data to a dataset.

returned\_dataframe = data.merge(data2, on=[’column1’, ‘column2’], how=’left’)

![](data:image/png;base64,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)

Right Join

The opposite of the left join. Included is some additional arguments that apply to the merge function for specifying columns to merge on with different names in each data set.

returned\_dataframe = data.merge(data2, how=’right’, left\_on=’left\_column \

right\_on=’right\_column’)

Self Join

Used to merge a table with itself to add columns for hierarchical or sequential data. To self join use the same data set for both the left and right tables. Setting the merge method can produce filtering effects as well.

returned\_dataframe = data.merge(data, on=’column’, suffixes=(‘\_level1’, ‘\_level2’))

-- [end of section] --

# Matplotlib

[Matplotlib 3.3.3 Documentation](https://matplotlib.org/contents.html) (matplotlib.org)

-- [end of section] --

# Seaborn

[Seaborn 0.11.1 Documentation (pydata.org)](http://seaborn.pydata.org/api.html)

-- [end of section] --

# Appendix A