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# Raisonnement par programmation dynamique

## Première étape

* j peut varier de 0 à M-1
* T(j,l) signifie que l’on peut placer les sous-séquence 0 à l de la ligne i dans les j premières case de cette ligne.

(Q1)  Pour savoir s’il est possible de colorier la ligne li en entier avec la séquence entière il faut que j=M-1 de sorte que les j premières cases à colorier correspondent à l’ensemble de la ligne li et que l=k pour que l correspond à l’ensemble des sous-séquences de la ligne li.

Il faut donc que dans la liste des T(j,l)  calculé pour la ligne li , il y est T(M-1,k) vrai.

(Q2)

1. Cas l=0 : T(j,0) signifie qu’il n’y a pas de séquence à placer donc **T(j,l) est vrai**.
2. Cas l>=1 :
   1. j < sl -1 : Le nombre j + 1 de cases disponibles est inférieur au nombre de cases nécessaires pour placer le bloc sl donc T(j,l) est **faux**.
   2. j = sl -1 :
      * Si l = 1 : On observe le premier bloc de la séquence, il n’est pas nécessaire de laisser une case blanche au début de la ligne donc on peut placer notre bloc de taille sl dans j+1 cases. On en déduit que T(j,l) est **vrai.**
      * Si l > 1 : Dans la séquence observée si l strictement supérieur à 1 alors il existe un bloc sl-1 >=1 donc les j+1 cases disponibles ne suffisent plus pour placer les l premiers blocs. en effet j est strictement inférieur à sl+sl-1 . On en déduit que T(j,l) est **faux**.

(Q3)

On considère la variable globale « s » qui contient une séquence de blocs. Puis la variable passée en paramètre « l » qui signifie que l’on veut placer le l-ième bloc de la séquence s, et « j » l’indice de la position courante dans la ligne.

Dans le cas 2c) on  fait un appel récursif : T(j-s[l-1]-1, l-1).

(Q4)

La fonction T(j,l) est codée dans le fichier projet.py, elle se nomme T\_old(j,L).

## Généralisation

(Q5)

Dans un premier temps on change la signature de la méthode, on ajoute la ligne visitée (“li”) et la séquence ( “s”) de blocs que l’on veut insérer dans la ligne. La définition de la fonction devient donc : T(j,l,li,s). Voici l’algorithme obtenu :

* Si l=0 : on parcourt la ligne li de la case 0 à la case j, si l’une des cases est noire on retourne faux sinon on retourne vrai.
* Sinon:
  + Si j<s[l-1]-1: on retourne faux.
  + Si j=s[l-1]-1:
    - si l=1, alors on veut placer le dernier bloc, dans ce cas si les cases précédents j ne sont pas blanches on renvoie vrai sinon faux.
    - sinon on retourne faux.
  + Sinon:
    - Si la case d’indice j est blanche on retourne  T(j-1, l,li,s).
    - Si la case d’indice j est noire :
      * Si une case parmi li[j-s[l-1]+1:j] est blanche, cela signifie qu’il n’y a pas assez de place pour insérer le l-ième bloc de s donc on retourne faux.
      * Si l=1, alors on veut placer le dernier bloc. S’il y a une case noire parmi d’indice compris entre 0 et j-s[l-1]+1, alors on retourne faux, sinon on renvoie vrai.
      * Si la case d’indice j-s[l-1] est noire, cela signifie que la case séparant deux blocs n’est pas blanche donc on retourne faux.
      * Sinon on retourne T(j-s[l-1]-1, l-1,li,s).
    - Si la case n’est pas encore coloriée:
      * Si une des cases parmi li[j-s[l-1] :j] est blanche, on vérifie qu’il n’y a pas de cases noire entre la case visitée (li[j]) et la case blanche trouvée. S’il y a une case noire on retourne faux sinon on retourne T(j-c-1, l,li,s), avec c l’indice de la case blanche trouvée.
      * Si la case  d’indice j-s[l-1] est noire, cela signifie que la case séparant deux blocs n’est pas blanche, comme notre bloc n’est pas obligé de commencer à la case d’indice j, on essaye de le faire commencer une case avant. On retourne donc T(j-1, l,li,s).
      * Sinon on teste si on peut placer un bloc à partir de la case d’indice j ou s’il est préférable de le placer à partir de la case d’indice j-1, en retournant T(j-s[l-1]-1, l-1,li,s) or T(j-1, l,li,s).

(Q6)

Notre algorithme est codé dans le fichier projet.py.

## Propagation

(Q7)

L’algorithme demandé est codé dans le fichier projet.py, nous avons écrit deux fonctions, une première nommée propagation() qui prend le nom d’un fichier en paramètre. Cette fonction lit le fichier et le converti en deux séquences de blocs, une pour les lignes et une pour les colonne, puis appelle la fonction coloration(). Cette dernière prend en paramètre une grille vierge ainsi que les deux séquences de blocs précédemment créés. Elle retourne la grille remplie en fonction des séquences de blocs.

## Tests

(Q8)

**Tous les tests ont été réalisés sur un ordinateur personnel, l’exécution est donc légèrement plus longue.**

Tableau 1 : Tableau d’exécution avec le raisonnement par programmation dynamique

|  |  |  |
| --- | --- | --- |
| Instance | Temps d’exécution en seconde | Résultat obtenu |
| 1 | 0.1888579692196161 |  |
| 2 | 0.20082878977813357 |  |
| 3 | 0.14214027880563657 |  |
| 4 | 0.21496730150579213 |  |
| 5 | 0.23633686245487917 |  |
| 6 | 1.095474316956397 |  |
| 7 | 0.3531392064762655 |  |
| 8 | 0.8258488015586534 |  |
| 9 | 163.77994139946534 |  |
| 10 | 14.72011901345698 |  |

(Q9)

Lorsque nous appliquons notre algorithme à l’instance 11, nous remarquons qu’il la colore totalement en blanc.

# La PLNE à la rescousse

Dans les réponses qui vont suivrent, sl correspondra à un tableau à deux dimensions représentant les séquences de blocs désirés par ligne, donc sl[i][t] représentera la longueur du t-ième blocs de la i-ième ligne. Et sc correspondra à un tableau à deux dimensions représentant les séquences de blocs désirés par colonne, donc sl[j][t] représentera la longueur du t-ième blocs de la j-ième colonne.

## Modélisation

(Q10)

Voici la contrainte qui exprime le fait que si le t-ième bloc de la ligne i commence à la case (i, j), alors les cases (i, j) à (i, j +sl[i][t] − 1) sont noires. Pour chaque ligne i :

(xik)<= sl[i][t] \* yijt

Remarque: si  j+sl[i][t]-1 est supérieur au nombre de colonnes de la ligne i on fait varier k de j au nombre de colonnes.

La contrainte qui exprime le fait que si le t-ième bloc de la colonne j commence à la case (i, j), alors les cases (i, j) à (i+sc[j][t]-1,j) sont noires s’écrit comme suit, pour chaque colonne j :

(xkj) <= sc[j][t] \* zijt

Remarque: si i+sc[j][t]-1 est supérieur au nombre de lignes de la colonne j on fait varier k de i au nombre de lignes.

(Q11)

La contrainte suivante exprime le fait que si le t-ième bloc de la ligne i commence à la case (i, j), alors le (t + 1)ième ne peut pas commencer avant la case (i, j + sl[i][t] + 1). Pour chaque ligne on a :

Yijt + yikt+1 <= 1

La contrainte suivante exprime le fait que si le t-ième bloc de la colonne j commence à la case (i, j), alors le (t + 1)ième ne peut pas commencer avant la case (i+sc[j][t]+1, j). Pour chaque colonne on a :

zijt + kjt+1 <= 1

Remarque: Comme pour les contraintes précédentes, si j+sl[i][t]+1(respectivement i+sc[j][t]+1) est supérieur au nombres de colonnes (respectivement lignes) de la ligne i (respectivement de la colonne j), alors k varie de j (resp. i)  au nombre de lignes(resp. colonnes).

(Q12)

Pour formuler notre problème sous la forme d’un PLNE nous avons rajouté plusieurs contraintes.

Le t-ième bloc d’une ligne d’indice i ne peut commencer que sur une seule case:

yikt = 1 avec M le nombre de colonnes dans la ligne i

Le t-ième bloc d’une colonne d’indice j ne peut commencer que sur une seule case:

kjt = 1 avec N le nombre de lignes dans la colonne j

Le nombre de cases coloriées en noires dans une ligne d’indice i correspond à la sommes de tous les blocs de cette même ligne:

xik = sl[i][t]

avec M le nombres de colonnes dans la ligne i et l le nombre de blocs dans la séquence correspondant à la ligne i.

Le nombre de cases coloriées en noires dans une colonne d’indice j correspond à la sommes de tous les blocs de cette même colonne:

xkj = sl[i][t]

avec N le nombres de colonnes dans la ligne i et l le nombre de blocs dans la séquence correspondant à la colonne j.

On en déduit le programme linéaire suivant. Avec N le nombre de lignes et M le nombre de colonnes et l le nombre de blocs dans une séquence.

Max xij

sc: Pour i variant de 0 à N-1,  j variant de 0 à M-1 et t variant de 0 à l :

(xik) >= sl[i][t] \* yijt

Yijt + yikt+1 <= 1

Pour j variant de 0 à M-1, i variant de 0 à N, et t variant de 0 à l:

(xkj) >= sc[j][t] \* zijt

Zijt + zkjt+1 <= 1

Pour i variant de 0 à N-1:

xik = sl[i][t]

avec l le nombre de blocs dans la séquence correspondant à i.

Pour j variant de 0 à M-1:

xkj = sl[j][t]

avec l le nombre de blocs dans la séquence correspondant à j.

Pour i variant de 0 à N-1, et et t variant de 0 à l:

yikt = 1

Pour j variant de 0 à M-1, et t variant de 0 à l:

zkjt = 1

Pour i variant de 0 à N-1, j variant de 0 à M et t variant de 0 à l:

xij, yij t,zijt ∈ {0,1}

## Implantation et tests

(Q13)

Pour une ligne li l’intervalle hors duquel le l-ième bloc ne peut commencer est:

li[ somme(sl[ 0 : l]) + l : M-( somme(sl[l : k]) - k+ l +1 ) ]

avec M le nombre de colonne dans la ligne i et k le nombre de blocs de la ligne i.

(Q14)

Pour l’instance 11 nous obtenons le coloriage suivant:

![https://lh3.googleusercontent.com/RpK0TwSVOlbBU_3xNsOTA1WfbZJhUa4Vi1zzDuQpIC6TR3UvN61wYsZF9ikAcKTqVJ8rA9UJL-yj37w9Y52SENWMLYuR5RIMtukgImhB8jtgHSDZ3w62R3MyYHpGB4vlqoDOQOa48ONyQN3mAg](data:image/png;base64,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)

(Q15)

Tableau 2 : Tableau d’exécution avec le raisonnement par Programmation Linéaire en Nombres Entiers

|  |  |  |
| --- | --- | --- |
| instance | Temps d’exécution en seconde | Résultat |
| 1 | 0.0682594281916902 |  |
| 2 | 12.273912189817402 |  |
| 3 | 0.3894537916660372 |  |
| 4 | 25.56986527918322 |  |
| 5 | 9.309254882119284 |  |
| 6 | 89.00597446043709 |  |
| 7 | 1.4811296461313077 |  |
| 8 | 5.59395606470224 |  |
| 9 | ∞ \* |  |
| 10 | 18.981692241470455 |  |
| 11 | 0.03800803491867555 |  |
| 12 | 196.92217116491213 |  |
| 13 | 3.5946757336395194 |  |
| 14 | 1.877564528552739 |  |
| 15 | 443.3773806467203 |  |
| 16 | 297.13178323843476 |  |

\*Nous avons arrêté le programme en cours de route car il prenait trop de temps.

Lorsque nous appliquons notre algorithme sur les instances 12 à 16.txt, nous observons que notre algorithme ne se termine jamais. Cela est surement dû au fait que notre algorithme ne parvient pas à colorier certaines cases des  grilles. Il doit probablement hésiter continuellement entre les colorier en blanc ou en noir et donc réexaminer ces cases indéfiniment. Pour résoudre ce problème nous avons décidé d’ajouter un compteur à notre fonction pour ne pas qu’elle essaye de colorier les cases plus de 33 fois. Nous avons choisi 33 car c’est le nombre d’itérations nécessaires à notre algorithme pour réaliser l’instance 9.

Tableau 3 : Tableau d’exécution avec le raisonnement par Programmation Linéaire en Nombres Entiers comparé au raisonnement par Programmation dynamique

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| instance | Raisonnement PD | Résultat | PLNE | Résultat |
| 12 | 0.48550542961140764 |  | 196.92217116491213 |  |
| 13 | 1.1730101493709526 |  | 3.5946757336395194 |  |
| 14 | 0.36827943997229795 |  | 1.877564528552739 |  |
| 15 | 0.8725634713265435 |  | 443.3773806467203 |  |
| 16 | 5057.989557626375 |  | 297.13178323843476 |  |