**新流程  
（注意：红色字体为Linux命令，黑色字体为对应的文件内容）**

前期准备  
a.特定模型总原子个数及元素筛选  
#!/usr/bin/env python

# coding: utf-8

# In[13]:

import os

input\_dir = r'D:\dsgdb9nsd.xyz\dsgdb9nsd.xyz'  # 输入目录

output\_dir = r'D:\dsgdb9nsd\_new.xyz'  # 输出目录

# 创建输出目录

if not os.path.exists(output\_dir):

    os.makedirs(output\_dir)

atom\_counts = {'C': 0, 'H': 0, 'O': 0, 'N': 0}  # 统计元素出现次数的字典

def process\_file(file\_path):

    with open(file\_path, 'r') as file:

        # 读取第一行数据

        first\_line = file.readline().strip()

        # 提取数值

        values = [float(x) for x in first\_line.split() if x.isdigit()]

        # 判断数值是否在20到30之间

        if len(values) > 0 and 20 <= values[0] <= 30:

            output\_file\_path = os.path.join(output\_dir, os.path.basename(file\_path))

            with open(output\_file\_path, 'w') as output\_file:

                output\_file.write(first\_line + '\n')

                for line in file:

                    output\_file.write(line)

                print(f'文件 {output\_file\_path} 保存完成')

            for line in open(output\_file\_path, 'r'):

                line = line.strip().split()

                if len(line) > 0 and line[0] in atom\_counts:

                    atom\_counts[line[0]] += 1

# 遍历输入目录下的所有.xyz文件

for file\_name in os.listdir(input\_dir):

    if file\_name.endswith('.xyz'):

        file\_path = os.path.join(input\_dir, file\_name)

        process\_file(file\_path)

# 生成输出文件路径

output\_count\_file\_path = os.path.join(output\_dir, 'atom\_counts.txt')

# 保存统计结果到输出文件

with open(output\_count\_file\_path, 'w') as output\_count\_file:

    for atom, count in atom\_counts.items():

        output\_count\_file.write(f'{atom}: {count}\n')

print('处理完成！')

# In[17]:

import os

import random

import shutil

input\_dir = r'D:\dsgdb9nsd\_new.xyz'  # 输入目录

output\_dir = r'D:\dsgdb9nsd\_1000.xyz'  # 输出目录

# 创建输出目录

if not os.path.exists(output\_dir):

    os.makedirs(output\_dir)

file\_list = [file for file in os.listdir(input\_dir) if file.endswith('.xyz')]

random\_files = random.sample(file\_list, 1000)  # 从文件列表中随机选择 1000 个文件

for file\_name in random\_files:

    file\_path = os.path.join(input\_dir, file\_name)

    output\_file\_path = os.path.join(output\_dir, file\_name)

    shutil.copyfile(file\_path, output\_file\_path)

    print(f'文件 {output\_file\_path} 保存完成')

print('处理完成！')

# In[40]:

import os

import random

import shutil

def count\_atoms(filepath):

    """读取文件并统计关键字出现的次数之和"""

    total\_count = 0

    with open(filepath) as f:

        for line in f:

            atom = line.split()[0]

            if atom in ['C', 'H', 'O', 'N']:

                total\_count += 1

    return total\_count

if \_\_name\_\_ == '\_\_main\_\_':

    directory = r'D:\dsgdb9nsd.xyz'

    output\_directory = r'D:\1000.xyz'

    # 创建保存结果的目录

    os.makedirs(output\_directory, exist\_ok=True)

    # 遍历目录下所有的 .xyz 文件

    files = [f for f in os.listdir(directory) if f.endswith('.xyz')]

    selected\_files = []

    for filename in files:

        # 读取文件

        filepath = os.path.join(directory, filename)

        total\_count = count\_atoms(filepath)

        # 检查出现次数之和是否在20到30之间

        if 20 <= total\_count <= 30:

            selected\_files.append(filepath)

    # 如果筛选的文件数量超过1000个，随机选择1000个文件

    if len(selected\_files) > 1000:

        selected\_files = random.sample(selected\_files, 1000)

    # 将符合条件的文件复制到输出目录

    for i, filepath in enumerate(selected\_files):

        output\_filepath = os.path.join(output\_directory, f'{i+1}.xyz')

        shutil.copy(filepath, output\_filepath)

    print('筛选完成！')

# In[41]:

import os

import random

import shutil

def count\_atoms(filepath):

    """读取文件并统计关键字出现的次数之和"""

    total\_count = 0

    with open(filepath) as f:

        for line in f:

            atom = line.split()[0]

            if atom in ['C', 'H', 'O', 'N']:

                total\_count += 1

    return total\_count

if \_\_name\_\_ == '\_\_main\_\_':

    directory = r'D:\dsgdb9nsd.xyz'

    output\_directory = r'D:\1000\_new.xyz'

    # 创建保存结果的目录

    os.makedirs(output\_directory, exist\_ok=True)

    # 遍历目录下所有的 .xyz 文件

    files = [f for f in os.listdir(directory) if f.endswith('.xyz')]

    selected\_files = []

    for filename in files:

        # 读取文件

        filepath = os.path.join(directory, filename)

        total\_count = count\_atoms(filepath)

        # 检查出现次数之和是否在20到30之间

        if 20 <= total\_count <= 30:

            selected\_files.append(filepath)

    # 如果筛选的文件数量超过1000个，随机选择1000个文件

    if len(selected\_files) > 1000:

        selected\_files = random.sample(selected\_files, 1000)

    # 将符合条件的文件复制到输出目录（保持原有文件名不变）

    for filepath in selected\_files:

        output\_filepath = os.path.join(output\_directory, os.path.basename(filepath))

        shutil.copy(filepath, output\_filepath)

print('筛选完成！')

b.文件格式转换（非标准.xyz>.xyz>.pdb）  
#单个.xyz转成标准的.xyz

def convert\_to\_xyz(input\_file\_path, output\_file\_path):

    with open(input\_file\_path, 'r') as input\_file:

        lines = input\_file.readlines()

# 保存第二行内容

    second\_line = lines[1].strip()

    # 删除第一行

    lines = lines[1:]

    # 提取原子坐标信息，跳过包含数字的行

    atom\_coords = []

    for line in lines:

        line = line.strip().split('\t')

        if len(line) >= 4 and not any(char.isdigit() for char in line[0]):

            atom\_coords.append([line[0]] + [float(coord) for coord in line[1:4]])

    with open(output\_file\_path, 'w') as output\_file:

        # 写入原子数

        num\_atoms = len(atom\_coords)

        output\_file.write(str(num\_atoms) + '\n')

 # 写入第二行内容

        output\_file.write(second\_line + '\n')

        # 写入原子标识符和坐标

        for atom in atom\_coords:

            output\_file.write(f'{atom[0]:2s}\t{atom[1]:14.10f}\t{atom[2]:14.10f}\t{atom[3]:14.10f}\n')

    print(f'Successfully converted {input\_file\_path} to {output\_file\_path}.')

input\_file\_path = r"E:\protein\mole\1000\1000.xyz\916.xyz"

output\_file\_path = r"E:\protein\mole\1000\new.xyz\916.xyz"

convert\_to\_xyz(input\_file\_path, output\_file\_path)

#目录下的所有.xyz转成标准的.xyz

import os

def process\_xyz\_files(input\_dir, output\_dir):

    # 获取输入目录下的所有.xyz文件

    file\_list = [file\_name for file\_name in os.listdir(input\_dir) if file\_name.endswith(".xyz")]

    for file\_name in file\_list:

        input\_file\_path = os.path.join(input\_dir, file\_name)

        output\_file\_path = os.path.join(output\_dir, file\_name)

        convert\_to\_xyz(input\_file\_path, output\_file\_path)

input\_dir = r"E:\protein\mole\1000\1000.xyz"

output\_dir = r"E:\protein\mole\1000\new.xyz"

process\_xyz\_files(input\_dir, output\_dir)

#目录下的所有.xyz转成标准的.xyz

import os

def process\_xyz\_files(input\_dir, output\_dir):

    # 获取输入目录下的所有.xyz文件

    file\_list = [file\_name for file\_name in os.listdir(input\_dir) if file\_name.endswith(".xyz")]

    for file\_name in file\_list:

        input\_file\_path = os.path.join(input\_dir, file\_name)

        output\_file\_path = os.path.join(output\_dir, file\_name)

        convert\_to\_xyz(input\_file\_path, output\_file\_path)

input\_dir = r"E:\protein\mole\1000\1000.xyz"

output\_dir = r"E:\protein\mole\1000\new.xyz"

process\_xyz\_files(input\_dir, output\_dir)

#目录下所有.xyz文件转化为.pdb文件

import os

from openbabel import openbabel as ob

def convert\_xyz\_to\_pdb(xyz\_file, pdb\_file):

    conv = ob.OBConversion()

    conv.SetInFormat('xyz')

    conv.SetOutFormat('pdb')

    mol = ob.OBMol()

    conv.ReadFile(mol, xyz\_file)

    conv.WriteFile(mol, pdb\_file)

def convert\_all\_xyz\_to\_pdb(input\_dir, output\_dir):

    # 确保输出目录存在

    if not os.path.exists(output\_dir):

        os.makedirs(output\_dir)

    # 处理输入目录下的所有.xyz文件

    for root, dirs, files in os.walk(input\_dir):

        for file in files:

            if file.endswith('.xyz'):

                xyz\_file = os.path.join(root, file)

                pdb\_file = os.path.join(output\_dir, f"{os.path.splitext(file)[0]}.pdb")

                convert\_xyz\_to\_pdb(xyz\_file, pdb\_file)

# 调用示例

input\_dir = r"E:\protein\mole\1000\1000.xyz"

output\_dir = r"E:\protein\mole\1000\new\_pbd"

convert\_all\_xyz\_to\_pdb(input\_dir, output\_dir)

c.生成模型文件夹将需要的如下文件放到对应目录中

![图形用户界面, 文本, 应用程序

描述已自动生成](data:image/png;base64,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)  
import os

import shutil

source\_dir = r'E:\protein\mole\1000\me'

target\_dir = r'E:\protein\mole\1000\me1'

# 遍历源目录中的所有文件和文件夹

for item in os.listdir(source\_dir):

    item\_path = os.path.join(source\_dir, item)

    if os.path.isfile(item\_path):

        if item.endswith('.pdb'):

            # 如果是 .pdb 文件，创建与文件名相同的目录并将文件复制到目录中

            pdb\_dir = os.path.join(target\_dir, item[:-4])

            os.makedirs(pdb\_dir, exist\_ok=True)

            shutil.copy2(item\_path, pdb\_dir)

        else:

            # 如果非 .pdb 文件，递归地将文件复制到所有子目录中

            for pdb\_dir in os.listdir(target\_dir):

                pdb\_dir\_path = os.path.join(target\_dir, pdb\_dir)

                if os.path.isdir(pdb\_dir\_path):

                    shutil.copy2(item\_path, pdb\_dir\_path)

print("操作完成!")

计算流程

1）cd /home/taotao/free\_energy/335#进入自己的目录

script.pl#修改334.pdb为对应目录的名称

#!/usr/bin/perl

use strict;

use warnings;

# 获取要替换的文件名

my $replacement = shift;

# 在文件名末尾添加.pdb扩展名如果没有提供

$replacement .= '.pdb' unless $replacement =~ /\.pdb$/;

# 读取job1.sh文件

my @lines;

{

    open(my $fh, '<', 'job1.sh') or die "无法打开 job1.sh 文件: $!";

    @lines = <$fh>;

    close($fh);

}

# 替换文件名

foreach my $line (@lines) {

    # 只替换以"334.pdb"结尾的行的文件名

    if ($line =~ /^(.\*?334\.pdb)\b/) {

        $line =~ s/334\.pdb/$replacement/g;

    }

}

# 将修改后的脚本写回job1.sh文件

{

    open(my $fh, '>', 'job1.sh') or die "无法写入 job1.sh 文件: $!";

    print $fh @lines;

    close($fh);

}

# 输出替换完成的消息

print ".pdb 替换为 $replacement\n";

2) perl script.pl

job1.sh#运行如下命令

#!/bin/bash

GMX=/usr/local/gromacs/bin

$GMX/gmx editconf -f 335.pdb -o box.gro -bt dodecahedron -d 1.2 -box 5 5 5

$GMX/gmx solvate -cp box.gro -cs spc216.gro -o solvated.gro -p topol.top -maxsol 600

$GMX/gmx grompp -f em.mdp -c solvated.gro -p topol.top -o em.tpr

$GMX/gmx mdrun -v -deffnm em >& em.txt &

$GMX/gmx grompp -f equil.mdp -c em.gro -p topol.top -o equil.tpr

$GMX/gmx mdrun -deffnm equil >& equil.txt &

3) perl job1.sh

4) python3 /home/taotao/free\_energy/334/lambda.py -d 335

lambda.py#生成lambda目录、复制原目录的top、gro、mdp(mdout和run)文件，并更改run.mdp文件（-d 335为output\_files = '/home/taotao/free\_energy'的补充，补充后为：output\_files = '/home/taotao/free\_energy/335'

）

import os

import shutil

import sys

run\_mdp\_template = "run\_mdp.mdp"

output\_files = '/home/taotao/free\_energy'

def write\_mdp(mdp\_content, mdp\_filename, output\_directory):

    with open(os.path.join(output\_directory, mdp\_filename), 'w') as f:

        f.write(mdp\_content)

# 读取模板文件内容

with open(run\_mdp\_template, 'r') as f:

    mdp\_template\_content = f.read()

#lambda\_value = [0.0, 0.2, 0.4, 0.6, 0.8, 0.9, 1.0]

lambda\_values = [0,1,2,3,4,5,6]

if len(sys.argv) > 1 and sys.argv[1] == '-d':

    if len(sys.argv) > 2:

        output\_files = os.path.join(output\_files, sys.argv[2])

for lambda\_value in lambda\_values:

    lambda\_number = str(lambda\_value)  # 将小数点替换为下划线

    lambda\_directory = os.path.join(output\_files, f'lambda\_0{lambda\_number}')

    if not os.path.exists(lambda\_directory):

        os.mkdir(lambda\_directory)

    gro\_file = os.path.join(output\_files, 'equil.gro')

    top\_file = os.path.join(output\_files, 'topol.top')

    shutil.copy(gro\_file, os.path.join(lambda\_directory, 'equil.gro'))

    shutil.copy(top\_file, lambda\_directory)

    mdp\_content = mdp\_template\_content.format(lambda\_value)

    # 写入替换后的内容到新的mdp文件中

    write\_mdp(mdp\_content, 'run.mdp', lambda\_directory)

5) job.sh#自动进入lambda文件运行如下命令

#!/bin/bash

# Change to the location of your GROMACS-2018 installation

GMX=/usr/local/gromacs/bin

for (( i=0; i<7; i++ ))

do

    LAMBDA=$i

    # A new directory will be created for each value of lambda and

    # at each step in the workflow for maximum organization.

    cd lambda\_0$LAMBDA

    ##############################

    # ENERGY MINIMIZATION STEEP  #

    ##############################

    echo "Starting minimization for lambda = $LAMBDA..."

       $GMX/gmx grompp -f run.mdp -c equil.gro -r equil.gro -p topol.top

       $gmx mdrun >& log.txt &

        cd ../

       cd lambda\_0$LAMBDA

done

exit;

6）gmx bar -b 100 -f lambda\_0?/dhdl.xvg处理数据得到自由能