## **Getting Started**

Create a git repository on GitHub, called "ruby\_fundamentals1" or something similar. Clone it onto your own computer. This assignment will walk you through creating several Ruby programs which you should add to your git repository. Don't forget to commit after each exercise!

## **Disclaimer**

This assignment is about walking you through the fundamental features of the Ruby language using short, simplified code examples. If you find yourself wondering "why would I ever write this code?" or "ok, but what is this thing *for*?", try not to panic! Today's assignment is about discovering what is possible in Ruby, not why those features are useful. However, if you can start to envision how you might use these features in more complicated programming scenarios, that's great!

Moreover, if you finish a section but felt like you didn't quite understand, it's very helpful to experiment and explore on your own.

## **Programming Languages**

Ruby is a programming language, and like every other programming language, you can use it to command your computer. A very wide range of programming languages exists and many are tailored to work best in specific domains.

Perhaps you've heard of some other popular programming languages, such as Java, C++, Python, Objective-C, or JavaScript?

Every programming language has its own unique syntax, rules, pros, and cons.

## **Running Ruby Programs**

When writing Ruby programs, programmers work text editors and save their code in files. The file extension used to indicate that a file is a Ruby program is .rb

Imagine we have a file called first.rb. To "run" or "execute" the program, run this in your terminal:

ruby first.rb

This will run the program, output any results and return to the command prompt when it's done.
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If there are any errors, the output will look something like this
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## **Exercise 1**

Create a file called exercise1.rb and open it in your text editor. Write this code:

2 + 3

and save the file. Now, let's run the file by typing in your terminal:

ruby exercise1.rb

Nothing happened, right?

Ruby won't print out anything unless we explicitly tell it to. Let's edit our file and change it to:

puts 2 + 3

and run ruby exercise1.rb again.

Did it print 5?

puts is for displaying messages. Lets add some more lines at the beginning of our program so it looks like the following, and then go ahead and run it:

puts 2  
puts 3  
puts 2 + 3

We have just created and run our first multi-line Ruby program. As you can see, we have written each Ruby statement on its own line. Try writing everything on the same line and running it again, like so:

puts 2 puts 3 puts 2 + 3

Oh no!

exercise1.rb:1: syntax error, unexpected tIDENTIFIER, expecting $end  
puts(2) puts(3) puts(2 + 3)  
 ^

We got an error, but there's no need to panic. Error messages are Ruby's way of telling us what's wrong. In this case Ruby couldn't understand our program with every statement on the same line. We can simply put it back the way it was: with one "statement" per line. Run it again to confirm that it's fixed.

Now that you have written a working program in Ruby, make sure to commit it to git. Remember to check the output of git status after every git command to verify that everything is as it should be. Feel free to review the [Github cheat sheet](https://github.com/bitmakerlabs/resources/blob/master/submitting_your_work.md) at any time.

## **irb**

Irb (which stands for "interactive Ruby") is a program that allows you to run Ruby statements within the terminal instead of writing them in a file.

Run the command irb to start it within your terminal:

![!irb from the terminal](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASoAAAAnCAIAAAA3sZISAAAG+ElEQVR42u2cz2vbVhzA/Vf0nIPwYayH8hbTQXiG0lVsLa22No0yKFq2el0jytC6RummJHgHD3zRQYwK5oEOYoiqRW1NVRAo6CB4sMsuu+ywwxiFjFIoHUlz3HuS7PiXnNj54VC+H0JJnqQn19aH7/f7pK8LnucVAACYCKAfAEyMx48fw5sAAJOh2WzCmwAAkHwCACSfOUw/Wzi9ODWp18lJdceQh+8jKqqEudzNWJAEDJ84cIy4f/9+z8iUd2d+ey37+e/OdDkdLl3ZXrsal0ea/IRx/fLzG/tXVq7bMUkIGvkCYZsQV+NzN2su8arwiQPHiCdPnvSMFNeX57fvnqK//Hhtjhq4cW3syaee3Z3fXi7u8yUKdULChtWMPF2SRG7cabDqRK4GnzhwrGu/4rPltjMzG2vzr64XvdssEr5ZveSVWhHytripXny+wsa3lk8nQfHMX1oaM+f+XmDz/DJ/YYPusPLR+sK5+HorcUWGT4hvoBHSToPp12iGtpqrlmzGJI6i0JDb0RGbTbem1ppJ3GwoGKt26NSrjSb9M/Yb43sMAIcY/RL9mCuLLPrN/XG+IJZOGez32fVyax81Ee/O6SRCzsblJGaufmicnDJu0E1X1sszfy7Pv2E2iv+tiJsrF349meqne1HUHEE/ekjNCZlDTT0380RYEBWPEEdtJ5/YSg4yFanmxV6Vx4qVTGJKkhYMTVMBYGJLL5la6c/LW63KrXS5Sz8qmzad/H7u1SqtCc++XJt/sZBuPfOCxUxW+3l0KnVI7ff+Z//eXNq6ufRq9tJi4Z2nX377z8mcPaW6y+SJPTlXXGzF3frFxK0KLHtVqoqIaPQjsSMk21SHboNEFJg0Dx48GBT9vi9/Vy6KncNs6aVbvyxBPfuyrV9WJZY3Mv2K68Nrv8XPlzY/PX/33BephFtf3XqaG95o6uiZdkgCo5K79NKlH29HoYa6az8nTV85MyLNugifPnD8ot/68iBnWPS7+tsHefpN/04LP22G6lkWrqYpK8X4mtZ+M/Q6L5fezWo/TjFsW++/hTD3HpobLJ6k6VpFqrmR79C6LQ1oedGvYyvTr4q79UtWPkWNZqFxTYDiD5g0jx496hmZYsnnAP0+2UrS0TdqMdNPbes3y25IlC6+bqWsr5XW4eWPN7PBK+uldowixN574YWkekgyfKuWXzTiRpDsFFp4oH5p7ZeksJYGoQ84lvrthxNiqbjYW75NLZaK4k4ByGFBwCNHHiQbrinv+wVyHEIQ9YC3Uz8AAEbg4cOH8CYAwGSAhqP9Q/qA9wSA6Af6AcebvH6/8bsHOCxrWoUfYYFj+Lk4vqJp8l4WazAvCDwePrIXRj0K9APGJKffb8zuAUFrJAv7QV3a+1Nlu5wLSTU/eW5z6N0CVHej9NKP3DoaPMKeDXUC9gApHmEe0A84NPqfetmTMYO6Bzixzu7oVQ/llpqoUUmJLg0OgrzqEOKz59EEnb0Gje8fKSCVihWGVCwrT78BR4F+wFEmn+N2DyAzJLHTdhLpnu85Hr3YzWo9aXJgD4vhSt1Poksch6aM+8+FZDPwLT2ZmQR2p26qHZGg/ax2V+eEYsdx8kBZzWUvMbLU/hF2wxEXONmiWnXoN3ye1appyLsl0qAfcHDJ53jdA0ih9lV3ogVuMM38BmtWCG3bpykfwmrIDlIxrrjp/H3nymYOGpKgUAWdzviDtZhEGm7r3e6cQEZAfF3kKjT19fSGT4J793pHMsHYg9fd+g2d56cf6L/0P+AaQ6pT0A844Npv5O4Bltq13WjNoOBKI6QTIXZB20v06g5Nrnf+rnNhherhpfmr5oZdNWHvKXY2mEHs1DSaONoKFnWm38+9Iy39lB79hs+THIVE3WbR2Lf1Co9AP+DAyHnqZfTugSQ0qahrBlvGMs1SVcTJ7KKvOnFsK+kajbsT8brOxfSIMz1Up1+/eJB+BcXKGgLbCWT/SGF3/Qp5RyFRS7LhyKpVQD/gKKLfiN0DzKiOQwbo9w0tsyJb4FDVZomppeD+c3Xq0aMfz8KS11rY6eqc4FlKSUyJDstBkrL2j7BjsklY3Oa4Pc2DJRqDk6e06wqC5BM4Gv3G6B6Q9Ga2bJhKFRFLRrIVJPpZdEfMa356jNcw3dDLOu66zpVEP6ut307tx1XYEole6dS7o3Ni54ZB7Olo4AhSgw5DWl9dMXweWvTGrq4gWHoBjjD53Av93QOICUgis6bwuRcshzEa7TyIV6omi0DdX1HR3znBC6Io8MNHBr2g3eeBlU/gUOj/rpd9UtEMP4oayoF9oyaSzSjyzWrl2DYKgX7A0Uc/APQDDqX2AwAAoh8AvMVAvx8ATAzo9wMASD4BAJJPAAAg+gHA2w/ceACASfE/HHsBpfshwlIAAAAASUVORK5CYII=)

Now you can type in some code and irb will automatically output the result. As a simple example, type in 1 + 1 and press enter. irb will respond by printing 2.

You can type exit at any time to return back to your original terminal.

### Try out irb

Start irb and try running each of these commands, one at a time. Make sure you type them out yourself rather than copying and pasting. You'll learn much more that way.

5 + 1

5+1

5+ 1

1

5

As you can see, Ruby can do math. Also, Ruby (generally) doesn't care that much about spaces. Whitespace refers to spaces, tabs, and blank lines, and in most cases they don't make a difference to Ruby. Try out some more commands:

3 + 7 + 1

5 \* 3 # multiplication uses the asterisk (\*) operator, not the letter x

What's happening in that last line of code? If you write a pound/number sign (#) Ruby ignores everything that comes after it until the end of the line. So you can (and should) use it to write useful comments throughout your code. Comments make it easier for you to understand your code when you come back to it in future and no longer remember how it works. They also serve the same purpose for other people who might be trying to read your code.

Using irb to experiment with bits of Ruby code as you work on future assignments and projects is an excellent habit to get into!

# **Basic Data Types**

Data types allow us to represent different kinds of information. Let's look at some basic Ruby data types.

## **Numbers**

Numbers without decimal points (eg. 1, 250, 99999) are called integers, and numbers with decimal points (eg. 1.5, 150.3985, 50.0) are usually called floating-point numbers or, more simply, floats.

Doing operations with numbers is simple. Fire up irb in your terminal and try out the following:

# Basic arithmetic -----

5 + 3

5 - 3

5 \* 3

5 / 3

5 / 3.0

5 % 3 (modulo/remainder)

# Comparisons -----

5 > 3

5 < 3

5 > 5

5 >= 5

2 == 2 # note: two equals symbols, not one

2 == 3

2 != 3

Ruby has arithmetic operators such as +, -, \*, /, %, and comparison operators such as >, <, >=, <=, == and != (not equal). You must *always* use *two* equals signs when doing a comparison. The [list of Ruby operators](http://www.tutorialspoint.com/ruby/ruby_operators.htm) is extensive. Feel free to try some other ones out in irb.

## **Strings**

Strings are sequences of characters between quotation marks. This is the data type that allows you to incorporate words and sentences in your programs.

Remember puts from [exercise 1](https://alexa.bitmakerlabs.com/cohorts/42/assignments/1084#exercise-1)? "Puts" is short for "put string".

To create a string, type some characters between single or double quotes. Below is an example of how to print strings using either single or double quotes and puts:

puts 'Hello world'  
puts "Hello world"

So what difference is there between single quotes and double quotes in Ruby? In the above example, there's no difference. However, consider the following code:

puts "Betty's pie shop"  
puts 'Betty\'s pie shop'

Because the word "Betty's" contains an apostrophe, which is the same character as the single quote, in the second line we need to use a backslash to escape the apostrophe so that Ruby understands that the apostrophe is part of the string and not marking the end of the string. The combination of the backslash followed by the single quote is called an escape sequence.

Using double quotes for this string allows us to avoid having to use an escape sequence.

### Single Quotes

Single quotes only support two escape sequences.

\' single quote

\\ single backslash

Except for these two escape sequences, all other characters between single quotes are treated literally.

### Double Quotes

Double quotes allow for many more escape sequences than single quotes. They also allow you to embed Ruby code inside of a string – this is commonly referred to as interpolation.

### String Interpolation

String interpolation is a means of embedding Ruby code into a string by wrapping it in special characters like so: #{code goes here}. Try out the example below:

puts "Ada Lovelace lived for #{1852 - 1815} years."  
  
# Ada Lovelace lived for 37 years.

### Escape Sequences

Below are some of the more common escape sequences that can appear inside of double quotes:

\" double quote

\\ single backslash

\a bell/alert

\b backspace

\r carriage return

\n newline

\s space

\t tab

Try out this example code to better understand escape sequences:

puts "Hello\t\tworld"  
puts "Hello\b\b\b\b\bGoodbye world"  
puts "Hello\rStart over world"  
puts "1. Hello\n2. World"

Strings can also work with some arithmetic operators (+, -, \*, etc) and comparison operators (>, <=, ==, etc). Try a few in irb to see what works and what doesn't.

## **Symbols**

Symbols are similar to strings, but come with more limited behaviour in exchange for performance benefits. They are represented by a word with a colon in front it, such as:

:code

If you're interested there are [many](http://www.gaurishsharma.com/2013/04/understanding-differences-between-symbols-strings-in-ruby.html) [articles](http://www.reactive.io/tips/2009/01/11/the-difference-between-ruby-symbols-and-strings/) online that go further into the topic. For now it's not important that you understand all the nuances of the difference between symbols and strings in Ruby, but you need to be aware of both data types.

## **Booleans**

In Ruby, boolean data types allow us to represent the concepts of true and false. Boolean expressions are very common in programming and allow computers to evaluate statements as being either true or false.

Boolean expressions work with logical operators:

&& and

|| or

! not

Exercise: Try the following examples for yourself in irb.

![](data:image/png;base64,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)

You can also try combining comparison and logical operators like so:

(1 < 3) && (3 < 5)  
# true  
  
(1 > 1) && (2 > 2)  
# false  
  
(1 == 2) || (2 < 3)  
# true  
  
(1 != 2) || (2 < 3)  
# true  
  
(1 == 2) || (2 == 3)  
#false

The purpose of boolean logic will become clearer later on when we talk about [control structures](https://alexa.bitmaker.co/wdi/october-2018/assignments/4721#control-structures).

## **Exercise 2**

Create a file called exercise2.rb and in it enter the solution for the four problems below, then commit. Try annotating your code by leaving comments (using the # symbol) in the file before each of your answers to the following questions:

* How would you calculate a good tip for a 55 dollar meal? Use puts to print the answer.
* Try adding a string and an integer with the + operator. What happens? Find a way to convert the integer into a string first and use puts to print the result.
* Try outputting the result of 45628 multiplied by 7839 in a sentence by using [string interpolation](https://alexa.bitmaker.co/wdi/october-2018/assignments/4721#string-interpolation).
* What's the value of the expression (10 < 20 && 30 < 20) || !(10 == 11)? Try figuring it out on your own before typing it in.

# **Variables**

To store a number or a string in your computer's memory for use later in your program, you need to assign it to a variable, like so:

my\_variable = 'my\_variable now contains this string'

We can now refer to that variable whenever we want to access that string. Try the following in irb:

name = "Sandra"  
greeting = "Hello #{name}! It's good to see you again."  
mission = "Your mission, should you choose to accept it..."  
  
puts "#{greeting} #{mission}"

### Variables and Boolean Logic (together at last)

my\_number = 12  
my\_number > 10  
# true  
  
my\_number < 10  
# false  
  
your\_number = 1  
  
my\_number == your\_number  
# false  
  
my\_number != you\_number  
# true

Exercise: Try out the following example in irb to get more familiar with how Ruby deals with assignment:

amount = 20  
new\_amount = amount  
new\_amount # 20  
  
amount = "twenty"  
  
amount # "twenty"  
new\_amount # 20

In the above example, we set amount to the value 20.

We then set new\_amount to 20 (because amount -> 20).

We then decide to change amount to contain the value "twenty" instead, but we haven't changed new\_amount.

Try some more examples:

animal = "cats"  
number = 20  
location = "the yard"  
  
"There are #{number} #{animals} in #{location}!"

who = "Mrs. Peacock"  
where = "the library"  
what = "rope"  
  
accusation = "It was #{who} in #{where} with the #{what}."  
  
accusation

## **Operator and Assignment Shorthand**

We can do calculations with variables without changing their values:

counter = 25  
counter + 1  
counter # counter is still 25

We are not actually assigning a new value to counter. We're simply calculating the sum of 1 and the value in counter.

Alternatively we can reassign counter to the result of that calculation:

counter = counter + 1  
counter # counter is now 26

Programmers are obsessed with efficiency, even when it comes to typing, which means most programming languages contain a lot of typing short cuts. Combining operators and variable reassignment is a commonly used shortcut. For example:

counter += 1

is the same as counter = counter + 1.

but takes nine fewer characters(!!!) to type. Try this out in irb to see the value of counter change. Then try it with different variables and different amounts.

### += and -=

+= is the combination of the addition and assignment operator. It adds the value on the right-hand side to the current value of the variable on the left-hand side and assigns the result to that variable. For example:

amount = 1  
amount += 10  
amount # 11

-= is the combination of the subtraction and assignment operator. It subtracts the value on the right-hand side from the current value of the variable on the left-hand side and assigns the result to that variable. For example:

amount = 30  
amount -= 5  
amount # 25

## **Exercise 3**

Let's make a Ruby program that greets someone by name. Let's call it exercise3.rb.

Start with displaying a question:

puts "What is your name?"

Run your program to verify that it works so far. If it works, commit what you've got to git with a meaningful commit message.

### Getting User Input

The next step is to get input from your hypothetical user (which for now is just you). We can do that with gets (which stands for "get string"). gets will pause the execution of your program and give your user the chance to type something into their terminal. When the user finishes typing and hits "enter", the value that they typed in is returned by gets and your program resumes normal execution. Try assigning gets to a variable in order to save your user's input.

puts "What is your name?"  
user\_name = gets  
puts "Hello, #{user\_name}"

Having that string in a variable allows us to display it back to the user later on.

### gets vs gets.chomp

You may have also seen gets.chomp in other Ruby tutorials. chomp removes the unwanted line break (AKA new line AKA enter) character from the end of your user's input. In irb, try using both gets on its own as well as gets.chomp and look for the difference between the values that they return.

Don't forget to commit your work again!

Now try asking your user how old they are and have your program output what year they were born in.

PROTIP: Keep an eye out to ensure you have the proper data type. You might need to convert the string returned by gets to ensure you have a number you can perform math operations on by using [to\_i](http://ruby-doc.org/core/String.html#method-i-to_i).

# **Control Structures**

## **if**

if statements can be used to manage a program's "control flow", allowing you to either execute or skip a block of code based on a condition that evaluates to true or false (remember boolean values?). The syntax looks like this:

if my\_number > 1  
 puts "The number is greater than 1"  
end

## **if/else**

If you want to provide two different blocks of code for your if statement to choose between — ie. "do this thing or else do this other thing" — you can tack an an else statement on to the end of your if statement, like so:

number = gets.to\_i # the user types in a number  
  
if number > 0  
 puts "#{number} is positive" # this line executes if the user enters a positive number  
else  
 puts "#{number} is negative" # this line executes if the user enters a negative number  
end

## **elsif**

You can add additional options to your if/else statement using elsif:

x = gets.to\_i  
y = gets.to\_i  
  
if x > y  
 puts "x is greater than y!"  
elsif x < y  
 puts "x is less than y!"   
else  
 puts "x equals y!"  
end

## **unless**

You may find yourself expecting a boolean expression to be false rather than true. Instead of writing:

if x != 10  
 puts "I get printed!"  
end

You can instead use unless, which is equivalent to "if not":

unless x == 10  
 puts "I get printed!"  
end

It accomplishes the same thing, but now it reads more like English!

## **User Input and Conditionals (together at last)**

### Exercise 4

Create new .rb files for each of the following challenges:

* Ask the user to enter a number. Use an if statement to print "that's a big number!" if the number is 100 or more, or "why not dream a little bigger?" otherwise.
* Ask the user to enter their age, and then display a message telling them how many years apart in age you are from them. If they enter a number larger than 105, print "I'm not sure I believe you".
* Save your name as a string into a variable, then ask the user to enter their name. If the two names match, print "We have the same name!".
* Ask the user to enter their name. If their name is longer than 10 letters, print "hi, " and then their name. If their name is less than 10 letters, print "hello, " and then their name. If their name is exactly 10 letters, print "hey, " and then their name.
* Pick a number and save it in a variable called secret\_number. Ask the user to enter a number. If they enter the secret number, print "You win!". If they are off by 1, print "So close!". Otherwise, print "Try again".

# **Loops**

Ruby includes a while loop that will execute a block of code over and over until its condition is no longer true.

## **while**

while true  
 puts "I'm an infinite loop!"  
end  
  
# this program will never finish running because the condition given to the while loop will never stop being true

counter = 1  
  
while counter < 4  
 puts "counter currently at #{counter}."  
 counter += 1 # increase the value of counter by 1  
end  
  
#counter currently at 1.  
#counter currently at 2.  
#counter currently at 3.

## **until**

You may also want to have a loop execute as long as the given condition is false. In this case you can use an until loop, which is equivalent to "while not":

until false  
 puts "I'm an infinite loop!"  
end  
  
# this program will never finish running because the condition given to the while loop will never stop being false

counter = 3  
  
until counter == 0  
 puts "counter currently at #{counter}."  
 counter -= 1  
end  
  
#counter currently at 3.  
#counter currently at 2.  
#counter currently at 1.

## **Exercise 5**

You decide to get some exercise and fresh air, but you want to keep track of how far from home you are.

Ask the user for input on what action to take - walk or run. If they walk, the total distance should go up by one, and you should update the user on their total distance traveled as follows:

"Distance from home is 6 km."

If they run, their total distance should go up by 5. Your program should keep asking for input - you don't know where you're going until you get there! Each time, you should print the total distance traveled.

Would you like to walk or run?  
$ walk  
Distance from home is 1km.  
Would you like to walk or run?  
$ walk  
Distance from home is 2km.  
Would you like to walk or run?  
$ run  
Distance from home is 7km.  
Would you like to walk or run?  
$ run  
Distance from home is 12km.

Suggestions:

* Break this problem down into smaller pieces. What do you know how to do? Start with that!
* Read the problem very carefully. If the question uses the word 'if', you almost certainly need an if statement!
* You can press CTRL-C to end your program if it keeps asking you for input.

### Exercise 6.1

Allow the user to go home when they are done exercising. The program should stop asking for input if the user enters 'go home'.

See if you can also make the program tell the user when they have entered a command that does not exist.

### Exercise 6.2

You started the day with energy, but you are going to get tired as you travel! Keep track of your energy.

If you walk, your energy should increase. If you run, it should decrease. Moreover, you should not be able to run if your energy is zero.

...then, go crazy with it! Allow the user to rest and eat. Do whatever you think might be interesting.

Congrats for making it this far! You're done for today. :)

### Submitting

When you're done the exercises and have pushed your work to Github