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# Summary

This report documents the functionality, theoretical predictions, and experimental results of a simple binary searching algorithm. The algorithm was implements using a Java Integrated Development Environment which was used to record the number of basic operations performed by the algorithm and its execution time. Once this was achieved the program was then used to create a graph displaying the data in an easy to view format.
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# Technical Description

A technical description of your program architecture, drawing reference to object-oriented design concepts such as polymorphism and abstraction. You may want to use a diagram to illustrate your type hierarchies and interaction between classes.

# 1.1 Program Architecture

The most important basic operation in the binary search seen in figure 1 is the while loop that is used to check if the current value is equal to the search value. This means the best way to calculate the basic operations is a test that would require a variable that counts the number of loops required by the algorithm to complete the search. The algorithm works by splitting the sorted array down the middle meaning that the difference in number of basic operations is insignificant even for large arrays.

# 1.2 Type Hierarchies

The best-case efficiency scenario for this algorithm is when the current index matches the search value on the first iteration. This means that either the list is empty or the search value was found on the first iteration. In either of these cases the algorithm only requires one loop of the outermost while loop to complete its search. This can be expressed as .

# 1.3 Class Interaction

The worst-case efficiency scenario for this algorithm is when the array does not contain the search value. This causes the algorithm to execute the maximum number of basic operations for the array size until the left-most value is higher than the right-most value meaning that the search value is not in the array causing the algorithm to exit. This can be expressed as .

# 3. Graphics User Interface (GUI) Test Report

This section summarises the development environment used for this report to test the algorithm.

# Image result for image placeholder 3.1 Home Page

The algorithm and experiments were implements using a Java IDE called IntelliJ. IntelliJ Community is a free and open-source IDE.

# Image result for image placeholder3.2 Item List

- The experiments were performed on a custom-built desktop pc running windows 10.

- A built in random number generator was used to fill the datasets with variables.

- System.nanoTime() was used to calculate the execution times.

# Image result for image placeholder 3.3 Sales Logs

Graphs displaying the data were produced using a free and opensource Java library called JFreeChart. This library worked via storing all the results from the experiments in a dataset which is used by the library to plot the data.

# Image result for image placeholder 3.3 Cargo Manifest

Graphs displaying the data were produced using a free and opensource Java library called JFreeChart. This library worked via storing all the results from the experiments in a dataset which is used by the library to plot the data.
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