# C

## 关键字和一些零散知识点

### 静态库

**静态库的特点**

1、编译阶段加入程序，所以程序可以单独使用，不需要库文件

2、编译阶段加入程序，所以每个程序使用单独的静态库文件，浪费资源

3、 编译阶段加入程序，所以更新静态库需要重新编译程序

**windows下使用vs生成静态库**

1、编写库文件

2、设置项目为静态库项目（找不到入口，是没有选择所以配置）

3、生成静态库

4、找到 .lib文件使用，.h文件可以不使用

**windows下使用静态库**

1、库文件使用 #pragma comment(lib,"./静态库.lib")

2、如果需要使用头文件的话，也需要包含一下头文件

**linux下静态库的生成**

1、编写库文件

2、通过gcc -c 编译源文件获得 .o 二进制文件

3、使用 ar 把 .o 文件打包，生成 .a 库文件

示例：ar rcs libcalc.a add.o div.o mult.o sub.o

ar：命令

rcs：参数

libcalc.a：生成的库文件

**linux下静态库的使用**

1、指定头文件位置，-I (大写i) 指定头文件位置

2、指定库文件位置， -L 指定库文件位置

3、指定库文件名称，-l (小写L)指定库文件名称，不要lib前缀和.a后缀

### 动态库

**动态库的特点**

1、运行阶段加入程序，所以程序运行需要动态库文件

2、多个程序可以使用一份动态库，节省空间

3、运行阶段加入程序，所以更新动态库不需要重新编译程序

**windows下使用vs生成动态库**

1、编写库文件，.h文件里面每个函数的声明前面需要添加\_\_declspec(dllexport)

2、项目设置为动态库

3、生成动态库文件

4、找到.lib文件和.dll文件放到当前目录下使用，.h文件可以不使用

**windows下使用动态库**

1、关联库文件#pragma comment(lib,"./动态库.lib")

2、确保.dll文件在当前目录下，或者在环境变量中

3、如果要使用头文件的话，也包含以下头文件

**linux下动态库的生成**

1、编写库文件

2、使用gcc -c -fpic编译源文件，生成和位置无关 .o文件

示例·：gcc -c sub.c add.c div.c mult.c -fpic

3、使用gcc-shared得到 .so动态库文件

示例：gcc -shared add.o sub.o div.o mult.o -o libcalc.so

**linux下动态库的使用**

1、指定头文件位置，-I (大写i) 指定头文件位置

2、指定库文件位置， -L 指定库文件位置

3、指定库文件名称，-l (小写L)指定库文件名称，不要lib前缀和.so后缀

**linux程序运行时找不到动态库的解决方法**

1、ldd 程序名，查看程序的库连接情况

2、解决方法一，动态库的绝对路径添加到LD\_LIBRARY\_PATH：

i、临时生效执行下面命令

ii、下面命令添加到 .bashrc 文件尾部

iii、下面命令添加到 /etc/下的profile 配置文件中

命令：export LD\_LIBRARY\_PATH=$LD\_LIBRARY\_PATH:动态库的绝对路径加名称 ，名称去掉前后缀

2、 解决方法二：在 /etc/ld.so.cache 添加动态库的路径

i、无法直接修改 /etc/ld.so.cache 需要间接修改

ii、在 /etc/ld.so.conf 配置文件中添加动态库所在的示例，不要名称

iii、执行命令使配置生效：sudo ldconfig

3、解决方法三：

i、库文件放入 /use/lib/ 或者 /lib/目录中

### C程序编译步骤

1、预处理 -E

- 生成 .i 文件

- 头文件展开

- 宏替换

- 注释删除

2、编译 -S

生成 .s 汇编代码

3、汇编 -c

生成 .o 二进制文件

4、链接

链接 .o 文件生成可执行程序

### gcc常用参数

-E : 预处理指定的源文件，不进行编译

-S：编译指定源文件，但不进行汇编

-c：编译、汇编指定源文件，但不进行链接

-o：指定连接后，可执行程序的名称

-I（大写i）：指定头文件搜索目录

-g：编译时生成调试信息，可以被调试器调试

-D：编译时指定一个宏

-w：不生成任何警告信息

-Wall：生成所有警告信息

-On：n的取值范围0~3。编译器的优化级别，-O0 没有优化，-O1默认优化级别

-l（小写l）:编译时指定使用的 库名称

-L：编译时指定搜索库的路径

-fpic：生成和位置无关的代码

-shared：生成共享目标文件，生成动态库

-std：指定C 版本，如-std=c99

### printf打印格式

%d 十进制有符号整数(int)

%u 十进制无符号整数

%o 无符号以八进制表示的整数

%x 无符号以十六进制表示的整数

%f 浮点数

%lf double

%s 字符串

%c 单个字符(char)

%p 指针的值

%e 指数形式的浮点数

%g 自动选择合适的表示法

%ld long

%02X 十六进制打印不足两位的补0

### 运算符优先级

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **优先级** | **运算符** | **名称或含义** | **使用形式** | **结合方向** | **说明** |
| **1** | **[]** | 数组下标 | 数组名[常量表达式] | 左到右 | -- |
| **()** | 圆括号 | (表达式）/函数名(形参表) | -- |
| **.** | 成员选择（对象） | 对象.成员名 | -- |
| **->** | 成员选择（指针） | 对象指针->成员名 | -- |
|  | | | | | |
| **2** | **-** | 负号运算符 | -表达式 | **右到左** | 单目运算符 |
| **~** | 按位取反运算符 | ~表达式 |
| **++** | 自增运算符 | ++变量名/变量名++ |
| **--** | 自减运算符 | --变量名/变量名-- |
| **\*** | 取值运算符 | \*指针变量 |
| **&** | 取地址运算符 | &变量名 |
| **!** | 逻辑非运算符 | !表达式 |
| **(类型)** | 强制类型转换 | (数据类型)表达式 | -- |
| **sizeof** | 长度运算符 | sizeof(表达式) | -- |
|  | | | | | |
| **3** | **/** | 除 | 表达式/表达式 | 左到右 | 双目运算符 |
| **\*** | 乘 | 表达式\*表达式 |
| **%** | 余数（取模） | 整型表达式%整型表达式 |
| **4** | **+** | 加 | 表达式+表达式 | 左到右 | 双目运算符 |
| **-** | 减 | 表达式-表达式 |
| **5** | **<<** | 左移 | 变量<<表达式 | 左到右 | 双目运算符 |
| **>>** | 右移 | 变量>>表达式 |
| **6** | **>** | 大于 | 表达式>表达式 | 左到右 | 双目运算符 |
| **>=** | 大于等于 | 表达式>=表达式 |
| **<** | 小于 | 表达式<表达式 |
| **<=** | 小于等于 | 表达式<=表达式 |
| **7** | **==** | 等于 | 表达式==表达式 | 左到右 | 双目运算符 |
| **!=** | 不等于 | 表达式!= 表达式 |
|  | | | | | |
| **8** | **&** | 按位与 | 表达式&表达式 | 左到右 | 双目运算符 |
| **9** | **^** | 按位异或 | 表达式^表达式 | 左到右 | 双目运算符 |
| **10** | **|** | 按位或 | 表达式|表达式 | 左到右 | 双目运算符 |
| **11** | **&&** | 逻辑与 | 表达式&&表达式 | 左到右 | 双目运算符 |
| **12** | **||** | 逻辑或 | 表达式||表达式 | 左到右 | 双目运算符 |
|  | | | | | |
| **13** | **?:** | 条件运算符 | 表达式1?  表达式2: 表达式3 | **右到左** | 三目运算符 |
| **14** | **=** | 赋值运算符 | 变量=表达式 | **右到左** | -- |
| **/=** | 除后赋值 | 变量/=表达式 | -- |
| **\*=** | 乘后赋值 | 变量\*=表达式 | -- |
| **%=** | 取模后赋值 | 变量%=表达式 | -- |
| **+=** | 加后赋值 | 变量+=表达式 | -- |
| **-=** | 减后赋值 | 变量-=表达式 | -- |
| **<<=** | 左移后赋值 | 变量<<=表达式 | -- |
| **>>=** | 右移后赋值 | 变量>>=表达式 | -- |
| **&=** | 按位与后赋值 | 变量&=表达式 | -- |
| **^=** | 按位异或后赋值 | 变量^=表达式 | -- |
| **|=** | 按位或后赋值 | 变量|=表达式 | -- |
|  | | | | | |
| **15** | **，** | 逗号运算符 | 表达式,表达式,… | 左到右 | -- |

### typedef

格式：

typedef 数据类型 需要的别名

优点：

1、简化结构体变量的创建，可以省略struct关键字

2、提高可移植性

### sizeof

1、返回的是unsingned int

2、用于指针时只能获取指针的大小，取\*也只能获取指针的类型大小

### static

1、运行前分配内存

2、程序运行期间一直存活

3、只有第一次初始化有效

4、只能在当前文件使用

### const

1、放在全局的const 变量，无法通过指针修改

### extern

声明某个变量，方法已经存在，让编译器通过编译

### #define 宏

1、预处理阶段展开

2、 宏函数

a、MYADD(x,y) ((x)+(y))

b、多个括号是防止运算优先级出错

3、用的多的东西可以使用宏，方便管理

4、条件编译

### 位运算，左右移

~：按位取反

一个数的取反结果是：0变1，1变0

&：按位与

1、一个数 与 外一个数：同1为1，其他为0

2、将某几位置0

|：按位或

1、一个数 或 另外一个数：同0位0，其他为

^：按位异或

1、一个数 异或 另外一个数：相同为0，不同为1

左移

格式：数据 << N

数据：需要左移的数据

<<：左移运算符

N：表示左移几位

注意：

1、左移后，左侧头部数据被挤出，后面补0

2、位运算符，不会改变数据原有的值

3、多次位移，分开操作

### 内存对齐

内存对齐的大小，看结构体里面的“最大的数据类型”和“对齐模数”，谁小用谁

* 1. #pragma pack(show) #pragma pack(1)，查看默认对齐模数、设置对齐模数
  2. 每一次对齐都是看“最大的数据类型”和“对齐模数”
  3. 即使结构体结束，末尾的地方也要对齐
  4. 数组，结构体，展开单个数据来看，不做整体看

## 内存、字符串操作

头文件#include <string.h>

一般来说字符串操作函数遇到’\0’都会结束

### memset()

void \*memset(void \*s, int c, size\_t n);

参数：

s：需要替换的起始地址

c：需要替换的内容，直接给字符或者ascii都行

n：替换多少个字节

返回值：指向s的指针 (基本不用不太清楚)

注意：

1. 完全使用内存操作系列函数组包时，如果写入txt可能导致乱码，用其他软件打开解决，如notepad++,vs,qt,写字板等等，原因不明

### memcmy()比较

int memcmp(const void \*s1, const void \*s2, size\_t n);

参数：

s1：比较数据1

* s2：比较数据2
* n：比较长度（字节）

返回值：

相同返回：0

不同返回：非0值

注意：

1．不同情况下返回的非0值根据字符串大小决定，字符串大小根据ASCII表决定

### memcpy()拷贝

void \*memcpy(void \*dest, const void \*src, size\_t n);

参数：

dest：拷贝目标地址

src：存有数据的地址

n：拷贝几个字节

返回值：指向dest的指针

注意：src的dest所指的内存区域不能重叠

### 分割字符串strtok()

char \*strtok(char \*str, const char \*delim);

参数：

str：需要分割的字符串

delim：分割符，可以是字符串，只要匹配到其中任何一个字符都会分割

返回值：

还能继续分割返回：分割出来的字符串

分割完成返回：NULL

注意：

1. 函数内部会自动保存剩下需要分割的字符串，所以第一次以后传NULL即可
2. 会改变参数str字符串，字符串中每个找到的分割符，都会被替换成’\0’

示例代码：

void lrStrtok()

{

char p[] = "192.1,6,8.1.1";

char pp[] = ".,";

char \*ppp;

printf("%s\n", strtok(p, pp));

while ((ppp = strtok(NULL, pp))!=NULL)

{

printf("%s\n", ppp);

}

}

运行结果：

![](data:image/png;base64,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)

### 查找指定字符串strstr()

char \*strstr(const char \*haystack, const char \*needle)

参数：

haystack：被查找字符串(数据)

needle：需要查找的字符（串）（务必使用字符串，不要使用字符，\0关系）

返回值：

找到返回：needle第一次出现的位置

没找到返回：NULL

注意：

1．查找指定字符第一次出现的位置：char \*strchr(const char \*s, int c);

2．查找指定字符最后一次出现的位置：char \*strrchr(const char \*s, int c);

### 拼接字符串strcat()

char \*strcat(char \*dest, const char \*src);

参数：

dest：被追加字符串

src：追加字符串

返回值：dest字符串的首地址

注意：

1. dest需要有足够的空间来存储src的数据
2. char \*strncat(char \*dest, const char \*src, size\_t n);
   1. 可以指定src的长度

### 拷贝字符串strcpy()

char \*strcpy(char \*dest, const char \*src);

参数：

dest：目标字符串

src：有数据的字符串

返回值：dest字符串起始地址

注意：

1. 如果dest所指空间内存不够，会造成缓冲溢出(buffer Overflow)错误。
2. char \*strncpy(char \*dest, const char \*src, size\_t n);
   1. 可以指定src的拷贝长度

### 字符串比较strcmp()

int strcmp(const char \*s1, const char \*s2);

参数:

s1：比较参数1

s2：比较参数2

返回值：

相同返回：0

不同返回：非0值

注意：

1. 不同情况下返回的非0值根据字符串大小决定，字符串大小根据ASCII表决定
2. int strncmp(const char \*s1, const char \*s2, size\_t n);
   1. 可以指定比较前几个字节
3. int strcasecmp(const char \*s1, const char \*s2);
4. int strncasecmp(const char \*s1, const char \*s2, size\_t n);
   1. 3.4条函数比较时可以忽略大小写

## fopen()文件操作

### fopen()

#include <stdio.h>

FILE \* fopen(const char \* filename, const char \* mode);

功能：打开文件

参数：

filename：需要打开的文件名，根据需要加上路径

mode：打开文件的模式设置

“r”： 以只读方式打开一个文本文件（不创建文件，若文件不存在则报错）

“w”：以写方式打开文件(如果文件存在则清空文件，文件不存在则创建一个文件)

“a”：以追加方式打开文件，在末尾添加内容，若文件不存在则创建文件

“r+”：以可读、可写的方式打开文件(不创建新文件)

“w+”：以可读、可写的方式打开文件(如果文件存在则清空文件，文件不存在则创建一个文件)

“a+”：以添加方式打开文件，打开文件并在末尾更改文件,若文件不存在则创建文件

返回值：

成功：文件指针

失败：NULL

注意：

1. 第二个参数每种打开模式都可以加b表示二进制方式打开，只在windows下有效
2. windows的磁盘文本文件使用\r\n（占用两个字节）的方式换行，不加b读写时都会自动转换

### fclose()

#include <stdio.h>

int fclose(FILE \* stream);

功能：关闭先前fopen()打开的文件。此动作让缓冲区的数据写入文件中，并释放系统所提供的文件资源。

参数：

stream：文件指针

返回值：

成功：0

失败：-1

### fputc()单个字符写

#include <stdio.h>

int fputc(int ch, FILE \* stream);

功能：将ch转换为unsigned char后写入stream指定的文件中

参数：

ch：需要写入文件的字符

stream：文件指针

返回值：

成功：成功写入文件的字符

失败：返回-1

### fgetc()单个字符读

#include <stdio.h>

int fgetc(FILE \* stream);

功能：从stream指定的文件中读取一个字符

参数：

stream：文件指针

返回值：

成功：返回读取到的字符

失败：-1

### fputs()写一个字符串

#include <stdio.h>

int fputs(const char \* str, FILE \* stream);

功能：将str所指定的字符串写入到stream指定的文件中。

参数：

str：需要写的数据

stream：文件指针

返回值：

成功：0

失败：-1

注意：

1. 写字符串，遇\0结束，遇到\n不会结束

### fgets()读一行字符串

#include <stdio.h>

char \* fgets(char \* str, int size, FILE \* stream);

功能：从stream指定的文件内读入字符，保存到str所指定的内存空间，直到出现换行字符、读到文件结尾或是已读了size - 1个字符为止，最后会自动加上字符 '\0' 作为字符串结束。

参数：

str：读取到的数据存放的地方

size：指定最大读取字符串的长度（size - 1）

stream：文件指针

返回值：

成功：成功读取的字符串

读到文件尾或出错： NULL

注意：

1. 遇到\n结束

### fwrite()块写

#include <stdio.h>

size\_t fwrite(const void \*ptr, size\_t size, size\_t nmemb, FILE \*stream);

功能：以数据块的方式给文件写入内容

参数：

ptr：准备写入文件数据的地址

size： size\_t 为 unsigned int类型，此参数指定写入文件内容的块数据大小

nmemb：写入文件的块数，写入文件数据总大小为：size \* nmemb

stream：已经打开的文件指针

返回值：

成功：实际成功写入文件数据的块数目，此值和 nmemb 相等

失败：0

### fread()块读

#include <stdio.h>

size\_t fread(void \*ptr, size\_t size, size\_t nmemb, FILE \*stream);

功能：以数据块的方式从文件中读取内容

参数：

ptr：存放读取出来数据的内存空间

size： size\_t 为 unsigned int类型，此参数指定读取文件内容的块数据大小

nmemb：读取文件的块数，读取文件数据总大小为：size \* nmemb

stream：已经打开的文件指针

返回值：

成功：实际成功读取到内容的块数，如果此值比nmemb小，但大于0，说明读到文件的结尾。

失败：0

### fprintf()格式化写

#include <stdio.h>

int fprintf(FILE \* stream, const char \* format, ...);

功能：根据参数format字符串来转换并格式化数据，然后将结果输出到stream指定的文件中，指定出现字符串结束符 '\0' 为止。

参数：

stream：已经打开的文件

format：字符串格式，用法和printf()一样

返回值：

成功：实际写入文件的字符个数

失败：-1

注意：

1. 示例 fprintf(fp, "%d %d %d\n", 1, 2, 3);

### fscanf()格式化读

#include <stdio.h>

int fscanf(FILE \* stream, const char \* format, ...);

功能：从stream指定的文件读取字符串，并根据参数format字符串来转换并格式化数据。

参数：

stream：已经打开的文件

format：字符串格式，用法和scanf()一样

返回值：

成功：参数数目，成功转换的值的个数

失败： - 1

注意：

1. 示例
   1. int a = 0;
   2. int b = 0;
   3. int c = 0;
   4. fscanf(fp, "%d %d %d\n", &a, &b, &c);
   5. printf("a = %d, b = %d, c = %d\n", a, b, c);

### feof()是否读到文件尾

#include <stdio.h>

int feof(FILE \* stream);

功能：检测是否读取到了文件结尾。判断的是最后一次“读操作的内容”，不是当前位置内容(上一个内容)。

参数：

stream：文件指针

返回值：

非0值：已经到文件结尾

0：没有到文件结尾

### stat()获取文件状态

#include <sys/types.h>

#include <sys/stat.h>

int stat(const char \*path, struct stat \*buf);

功能：获取文件状态信息

参数：

path：文件名

buf：传入参数，保存文件信息的结构体

返回值：

成功：0

失败-1

注意：

1. 使用到的结构体

struct stat {

dev\_t st\_dev; //文件的设备编号

ino\_t st\_ino; //节点

mode\_t st\_mode; //文件的类型和存取的权限

nlink\_t st\_nlink; //连到该文件的硬连接数目，刚建立的文件值为1

uid\_t st\_uid; //用户ID

gid\_t st\_gid; //组ID

dev\_t st\_rdev; //(设备类型)若此文件为设备文件，则为其设备编号

off\_t st\_size; //文件字节数(文件大小)

unsigned long st\_blksize; //块大小(文件系统的I/O 缓冲区大小)

unsigned long st\_blocks; //块数

time\_t st\_atime; //最后一次访问时间

time\_t st\_mtime; //最后一次修改时间

time\_t st\_ctime; //最后一次改变时间(指属性)

};

### 删除、重命名文件

#include <stdio.h>

int remove(const char \*pathname);

功能：删除文件

参数：

pathname：文件名

返回值：

成功：0

失败：-1

#include <stdio.h>

int rename(const char \*oldpath, const char \*newpath);

功能：把oldpath的文件名改为newpath

参数：

oldpath：旧文件名

newpath：新文件名

返回值：

成功：0

失败： - 1

### fflush()强制刷新缓冲区

#include <stdio.h>

int fflush(FILE \*stream);

功能：更新缓冲区，让缓冲区的数据立马写到文件中。

参数：

stream：文件指针

返回值：

成功：0

失败：-1

### fopen()缓冲区的刷新机制

1. 满刷新
2. 关闭刷新
3. 强制刷新

注意：

1. 没有行刷新
2. 程序崩溃，没有正常结束不会触发关闭刷新