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# 实验目的

词法分析的输入和输出，二元式的表示，二元式作为语法分析程序的输入，语法分析程序的输出，理解编译程序的整体概念，理解编译器前端的概念。

# 实验内容

## 实验项目

将词法分析程序（专题1）和语法分析程序（在专题2、3、4中选择一个）形成一个程序，即程序的输入为符号串源程序（算术表达式），输出为判断结果（该符号串是否为正确的算术表达式）。

## 设计说明

终结符号 i 为用户定义的简单变量，即标识符的定义。

## 设计要求

1. 词法分析器的输入为符号串（算术表达式），词法分析器的输出为二元式形式的中间文件
2. 语法分析器读取二元式形式的中间文件并判断符号串是否为正确的算术表达式；
3. 设计两个测试用例（尽可能完备），并给出程序执行结果。

## 任务分析

重点解决编译程序总体结构理解问题；词法分析的输出为语法分析的输入。

# 实现过程

本实验将专题一和专题二粘合在一起构成编译器的前端。词法分析器和语法分析器分别拷到本专题下lexer和parse文件夹下，每个文件夹下有各自的makefile。最终在test文件夹下通过C语言程序调用两个文件夹的函数完成功能衔接，通过makefile将所有程序最终粘合成一个程序。

## 衔接程序：

1. #include "main.h"
2. int main( int argc, char \*\*argv ) {
3. bool flag;
4. flag = lexer( argv[1] );
5. if( flag ) flag = parse();
6. if( flag ) puts( "Program OK!" );
7. else puts( "Syntax Error!" );
8. return 0;
9. }

## 总makefile：

1. compiler: subdir main.o
2. g++ -std=c++11 -O2 -o $@ ../lexer/\*.o ../parse/\*.o main.o
3. main.o: main.cpp main.h
4. g++ -std=c++11 -O2 -c $<
5. subdir:
6. $(MAKE) -C ../lexer
7. $(MAKE) -C ../parse
8. .PHONY : clean
9. clean:
10. $(MAKE) -C ../lexer clean
11. $(MAKE) -C ../parse clean
12. del \*.o

## 注意事项

在将各工程拷贝至相应目录后需要将各自的main函数改为对外接口，并且新生成一个头文件将该该接口提供给外部程序。因为词法分析器和语法分析器的编程标准是相同的，所以在头文件的定义上有许多相同之处，因此在总编译时会出现重定义现象。所以需要将两个工程中相同的部分提取出来作为公共头文件。

所有函数注释详见附录中代码。

# 程序验证

## 实验截图：

|  |  |
| --- | --- |
| 正确例子： |  |
|  |  |
| 错误例子： |  |
|  |  |

\* 实验样例见附录。

# 实验心得

通过此次试验，我完整的完成了一个编译器的前端部分。词法分析器和语法分析器是分开的两个部分，但是通过中间文件的粘连可以使他们很顺畅的结合在一起。由于递归下降文法可以准确的定位错误的原因，所以我选择了递归下降分析法作为语法分析器的算法。

在整合两个程序时出现了一些不曾想到的问题。由于两个程序的代码标准是一样的，所以在整合编译的时候出现了许多的重复定义的错误，还有函数接口未对外公开导致衔接程序无法正常工作，分项目中的makefile中生成可执行文件部分在拷贝过来后未删除导致程序生成冗余文件，中间文件路径设置错误导致无法找到等一系列问题。当这一切细节都解决后，一个完整的编译器前端就完成了。

此专题虽然是将两个以前的专题衔接就可以完成的，但是我依旧做了半天的时间，我重新调整代码规范化了注释修复各类细节bug，使得我对词法分析器和递归下降文法有了更为深刻的理解，对递归下降文法FIRST集合FOLLOW集以及报错方式等有了更为深刻的认识。这同时也锻炼了我工程能力，使我更加熟练的掌握了makefile的编写技巧，更熟练的掌握了此C/C++跨平台开发技术。

# 附录：

1. include文件夹下为公共头文件及同一定义文件
2. lexer文件夹下为词法分析器
3. parse文件夹下为词法分析器
4. test文件夹下为衔接程序和测试文件
5. test1.txt和test2.txt分别为正确样例和错误样例，tmp.lexer为二元式中间文件
6. compiler.exe为最终生成程序