如果不能在内存中完成排序，而必须在磁盘上进行，称为外部排序。

插入排序：时间复杂度![](data:image/x-wmf;base64,183GmgAAAAAAAMAEwAIBCQAAAAAQWAEACQAAA8wBAAACAJIAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAsAECwAAACYGDwAMAE1hdGhUeXBlAACAABIAAAAmBg8AGgD/////AAAQAAAAwP///7T///+ABAAAdAIAAAUAAAAJAgAAAAIFAAAAFALwAXIBHAAAAPsCov3jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN05IY6Hv7///84JwrmAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKAAAAAUAAAAUAvABBQQcAAAA+wKi/eMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3Tkhjoe/v///9omCiUAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkAAAAFAAAAFAIUAVcDHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///84JwrnAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAyALwBBQAAABQCwAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////2iYKJgAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAT070AQADkgAAACYGDwAaAUFwcHNNRkNDAQDzAAAA8wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDTwADAAEDAAEAAgCDTgADABwAAAsBAQEAAgCIMgAAAAAKAgCWKAACAJYpAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAEEvAIoAAAAKAMgmZkEvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

例：程序sort\_test1

// 插入排序

template<typename Comparable>

void InsertionSort(vector<Comparable>& array)

{

int j;

for (int i = 1; i < array.size(); ++i)

{

Comparable temp = array[i];

// 第i个元素与之前的0-i - 1进行比较

for (j = i; j > 0 && temp < array[j - 1]; --j)

{

// 移动数组

// 如果temp<array[j - 1]，将array[j - 1]向后移动

// 以便插入temp

array[j] = array[j - 1];

}

array[j] = temp;

}

}

希尔排序：缩减增量排序

希尔排序使用一组增量序列![](data:image/x-wmf;base64,183GmgAAAAAAAGAGQAIACQAAAAAxWgEACQAAAxUCAAACAKUAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAmAGCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gBgAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAc8AHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9BCwr4AAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAAMTLAAbwBBQAAABQCgAFSARwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////vRoKtQAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAALCzRAQADBQAAABQC4wHNBRwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////QQsK+QAACgAAAAAABAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAdCy8AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///70aCrYAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAMAAAAMgoAAAAAAwAAAGhoaACoAUUDAAMFAAAAFAKAAYkDHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQTVQgRXh0cmEA2FN05Closf7///9BCwr6AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABMLAADpQAAACYGDwA/AUFwcHNNRkNDAQAYAQAAGAEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDaAADABsAAAsBAAIAiDEAAAEBAAoCAIIsAAIAg2gAAwAbAAALAQACAIgyAAABAQAKAgCCLAACBIvvIkwCAINoAAMAGwAACwEAAgCDdAAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0A2i8AigAAAAoAjSRm2i8AigABAAAAgNMZAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)，并且![](data:image/x-wmf;base64,183GmgAAAAAAAIADQAIBCQAAAADQXwEACQAAA8UBAAACAIwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoADCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9AAwAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAc8AHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////6CgqUAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMQC8AQUAAAAUAoABrgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///2MbCqsAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAADEAAAMFAAAAFAKAAToAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////6CgqVAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABoAAADBQAAABQCgAGsARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdOQpaLH+////YxsKrAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAPQAAA4wAAAAmBg8ADQFBcHBzTUZDQwEA5gAAAOYAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg2gAAwAbAAALAQACAIgxAAABAQAKAgSGPQA9AgCIMQAAAGgKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQA8LwCKAAAACgCUImY8LwCKAAAAAACA0xkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)。使用增量![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAIBCQAAAADwXQEACQAAA1sBAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAecAHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////qJwosAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAax28AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///5YRCg4AAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAGgnAAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINoAAMAGwAACwEAAgCDawAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AfS8AigAAAAoADx1mfS8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)的一趟排序后，使得![](data:image/x-wmf;base64,183GmgAAAAAAAMAIQAIACQAAAACRVAEACQAAA+QBAAACAKAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAsAICwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+ACAAA5gEAAAUAAAAJAgAAAAIFAAAAFAKAAe4AHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///91GgpEAAAKAAAAAAAEAAAALQEAAA0AAAAyCgAAAAAEAAAAW11bXfYAoAKaAwADBQAAABQC4wF9BxwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////lSQKPgAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAawC8AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///3UaCkUAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAPAAAAMgoAAAAABQAAAGFpYWloADIBZAIyAc4BAAMFAAAAFAKAAaQCHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN05Closf7///+VJAo/AAAKAAAAAAAEAAAALQEBAAQAAADwAQAACgAAADIKAAAAAAIAAACjKxIDAAOgAAAAJgYPADYBQXBwc01GQ0MBAA8BAAAPAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINhAAIAglsAAgCDaQACAIJdAAIEhmQiowIAg2EAAgCCWwACAINpAAIEhisAKwIAg2gAAwAbAAALAQACAINrAAABAQAKAgCCXQAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHEvAIoAAAAKAA0aZnEvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)。

例：程序sort\_test1

// 希尔排序

template<typename Comparable>

void ShellSort(vector<Comparable>& array)

{

// 增量序列

vector<int> gap\_array;

gap\_array.push\_back(6);

gap\_array.push\_back(3);

gap\_array.push\_back(1);

for (int k = 0; k < gap\_array.size(); ++k)

{

// gap为增量

int gap = gap\_array[k];

for (int i = gap; i < array.size(); ++i)

{

Comparable temp = array[i];

int j = i;

// array[i]与array[i - gap]比较

for (; j >= gap && temp < array[j - gap]; j -= gap)

{

// 移动数组

array[j] = array[j - gap];

}

array[j] = temp;

}

cout << "gap = " << gap << endl;

for (int i = 0; i < array.size(); ++i)

{

cout << array[i] << " ";

}

cout << endl;

}

}

gap为5,3,1得到的排序结果为：

gap = 5

35 17 11 28 12 41 75 15 96 58 81 94 95

gap = 3

28 12 11 35 15 41 58 17 94 75 81 96 95

gap = 1

11 12 15 17 28 35 41 58 75 81 94 95 96

gap为6,3,1

gap = 6

15 94 11 58 12 35 17 95 28 96 41 75 81

gap = 3

15 12 11 17 41 28 58 94 35 81 95 75 96

gap = 1

11 12 15 17 28 35 41 58 75 81 94 95 96

不同的增量序列，中间的排序过程并不相同。

希尔增量：![](data:image/x-wmf;base64,183GmgAAAAAAAAAGQAIACQAAAABRWgEACQAAA8wBAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAgAGCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////ABQAA5gEAAAUAAAAJAgAAAAIFAAAAFAKAAVcEHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+cEgpBAAAKAAAAAAAEAAAALQEAAAoAAAAyCgAAAAACAAAALzK6AAADBQAAABQC4wHgABwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////vRoKQAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAdDK8AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///5wSCkIAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAGhOrwIAAwUAAAAUAoABqwEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TkKWix/v///70aCkEAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAD1OAAORAAAAJgYPABcBQXBwc01GQ0MBAPAAAADwAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINoAAMAGwAACwEAAgCDdAAAAQEACgIEhj0APQIAg04AAgCCLwACAIgyAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAMcvAIoAAAAKAMQZZscvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，![](data:image/x-wmf;base64,183GmgAAAAAAACAHQAIBCQAAAABwWwEACQAAAz8CAAACAJ8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAiAHCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gBgAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAacEHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8xBgo8AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMXm8AQUAAAAUAoABcgUcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///6MbCpoAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAC8yugAAAwUAAAAUAuMB5wAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///zEGCj0AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAGtrzgK8AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///6MbCpsAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAGhozgIAAwUAAAAUAuMBNQQcAAAA+wIi/wAAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TkKWix/v///zEGCj4AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAACtovAEFAAAAFAKAAdwBHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN05Closf7///+jGwqcAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAA9aAADnwAAACYGDwA0AUFwcHNNRkNDAQANAQAADQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDaAADABsAAAsBAAIAg2sAAAEBAAoCBIY9AD0CAINoAAMAGwAACwEAAgCDawACBIYrACsCAIgxAAABAQAKAgCCLwACAIgyAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Ary8AigAAAAoAThFmry8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

最坏时间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAAMAEwAIBCQAAAAAQWAEACQAAA/4BAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAsAECwAAACYGDwAMAE1hdGhUeXBlAACAABIAAAAmBg8AGgD/////AAAQAAAAwP///7T///+ABAAAdAIAAAUAAAAJAgAAAAIFAAAAFALwAXgBHAAAAPsCov3jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN05Closf7///+dKAo8AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKCMAAAUAAAAUAvABCwQcAAAA+wKi/eMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TkKWix/v///3ApCk0AAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkAAAAFAAAAFAIUAV0DHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+dKAo9AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAyebwBBQAAABQCwAEoAhwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////cCkKTgAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAATnkAAwUAAAAUAsABNAAcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TkKWix/v///50oCj4AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAFF5AAOTAAAAJgYPABsBQXBwc01GQ0MBAPQAAAD0AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACBIWYA1EDAAEDAAEAAgCDTgADABwAAAsBAQEAAgCIMgAAAAAKAgCWKAACAJYpAAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAcLwCKAAAACgDDBWYcLwCKAAEAAACA0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

Hibbard增量，排序趟数为![](data:image/x-wmf;base64,183GmgAAAAAAAGAHgAIBCQAAAADwWwEACQAAAz4CAAACAJ0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmAHCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gBwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8Ae0CHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0XJqDhv7///+/JQqfAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBrAYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3RcmoOG/v///ygLCpcAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAIDAi8CHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+/JQqgAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAyebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////KAsKmAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAbG9nMWYAwACcBAADBQAAABQCoAGeAxwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////vyUKoQAACgAAAAAABAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAATnkAAwUAAAAUAqABBgUcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3RcmoOG/v///ygLCpkAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACt5AAOdAAAAJgYPAC8BQXBwc01GQ0MBAAgBAAAIAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAoJsAAIAgm8AAgCCZwADABsAAAsBAAIAiDIAAAEBAAoDAAEDAAEAAgCDTgACBIYrACsCAIgxAAACAJYoAAIAlikAAAAAHAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAK0vAIoAAAAKAIQcZq0vAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)的整数部分：![](data:image/x-wmf;base64,183GmgAAAAAAAIAHQAIBCQAAAADQWwEACQAAAxECAAACAJ0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoAHCwAAACYGDwAMAE1hdGhUeXBlAABQABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9ABwAA9QEAAAUAAAAJAgAAAAIFAAAAFAL0AOQGHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8bCgrZAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMSC8AQUAAAAUAqABEAAcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///6cHCuwAAAoAAAAAAAQAAAAtAQEABAAAAPABAAASAAAAMgoAAAAABwAAADEsMyw3LDL/nACEAK4AigDAAAQCAAMFAAAAFAL0APUFHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8bCgraAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABrILwBBQAAABQC9AB1BhwAAAD7AiL/AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdOQpaLH+////pwcK7QAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAALQC8AQUAAAAUAqABjgMcAAAA+wKA/gAAAAAAAJABAAAAAQACABBNVCBFeHRyYQDYU3TkKWix/v///xsKCtsAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAEwkAAOdAAAAJgYPADABQXBwc01GQ0MBAAkBAAAJAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAIgxAAIAgiwAAgCIMwACAIIsAAIAiDcAAgCCLAACBIvvIkwCAIgyAAMAHAAACwEBAQACAINrAAIEhhIiLQIAiDEAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtADEvAIoAAAAKAJsbZjEvAIoAAQAAAIDTGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

最坏时间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAAIAFwAIACQAAAABRWQEACQAAAykCAAAEAJsAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAoAFCwAAACYGDwAMAE1hdGhUeXBlAACAABIAAAAmBg8AGgD/////AAAQAAAAwP///7T///9ABQAAdAIAAAgAAAD6AgAACQAAAAAAAAIEAAAALQEAAAUAAAAUAmsA/wMFAAAAEwJIAbkDBQAAAAkCAAAAAgUAAAAUAvABeAEcAAAA+wKi/eMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TkKWix/v////8ZCg0AAAoAAAAAAAQAAAAtAQEACQAAADIKAAAAAAEAAAAoeQAABQAAABQC8AHABBwAAAD7AqL94wAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdOQpaLH+////IicKmgAACgAAAAAABAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAAKTIAAAUAAAAUAhQBVgMcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v////8ZCg4AAAoAAAAAAAQAAAAtAQEABAAAAPABAgAKAAAAMgoAAAAAAgAAADMyvAC8AQUAAAAUAsABKAIcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///yInCpsAAAoAAAAAAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAE55AAMFAAAAFALAATQAHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN05Closf7/////GQoPAAAKAAAAAAAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABRMgADmwAAACYGDwAsAUFwcHNNRkNDAQAFAQAABQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgSFmANRAwABAwABAAIAg04AAwAcAAALAQEBAAMACwYAAQACAIgzAAABAAIAiDIAAAAAAAAKAgCWKAACAJYpAAAAAAoAAAAmBg8ACgD/////AQAAAAAACAAAAPoCAAAAAAAAAAAAAAQAAAAtAQIAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAvAIoAAAAKAA8eZkMvAIoA/////4DTGQAEAAAALQEDAAQAAADwAQEAAwAAAAAA)

例：程序sort\_test1

堆排序：优先队列，平均时间复杂度：![](data:image/x-wmf;base64,183GmgAAAAAAAKAHgAIBCQAAAAAwWwEACQAAA9IBAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAHCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gBwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0uMdiJP7////TGgpEAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKBoAAAUAAAAUArwB7QYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3S4x2Ik/v///5QaCgcAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkAAAAFAAAAFAKgAXkDHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////TGgpFAAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2dEZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////lBoKCAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAT05ORPUBigMAA5MAAAAmBg8AHAFBcHBzTUZDQwEA9QAAAPUAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg08AAwABAwABAAIAg04AAgKCbAACAIJvAAIAgmcAAgCDTgAAAgCWKAACAJYpAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtADwvAIoAAAAKAHgaZjwvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

// 堆排序

// 左儿子的索引值

// 与二叉堆不同的是其0位置有元素

// 二叉堆的0位置没有元素

inline int LefChild(int i)

{

return 2 \* i + 1;

}

// 下滤

template<typename Comparable>

void PercolateDown(vector<Comparable>& array, int i, int n)

{

int child;

Comparable temp;

for (temp = array[i]; LefChild(i) < n; i = child)

{

child = LefChild(i);

// 最大堆，小值下滤

if (child != n - 1 && array[child] < array[child + 1])

{

++child;

}

if (temp < array[child])

{

array[i] = array[child];

} else

break;

}

array[i] = temp;

}

template<typename Comparable>

void HeapSort(vector<Comparable>& array)

{

// 建立堆序

for (int i = array.size() / 2; i >= 0; --i)

{

PercolateDown(array, i, array.size());

}

// 排序

for (int j = array.size() - 1; j > 0; --j)

{

// array[0]肯定是数组的最大值

// 排序开始，将array[0]与array[array.size() - 1]交换

// 这样最大值就换到了数组末，然后执行下滤操作

// 注意是前array.size() - 1项的下滤，最后一项不参考

// 这样把前array.size() - 1项的最大值移动到了array[0]位置

swap(array[0], array[j]);

PercolateDown(array, 0, j);

}

// 打印

for (int k = 0; k < array.size(); ++k)

{

cout << array[k] << " ";

}

cout << endl;

}

归并排序：最坏时间复杂度![](data:image/x-wmf;base64,183GmgAAAAAAAKAHgAIBCQAAAAAwWwEACQAAA9IBAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAHCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gBwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN07ckoS/7///+bIAq1AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwB7QYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3TtyShL/v///9klClcAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAXkDHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+bIAq2AAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2czZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////2SUKWAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAT05OtvUBigMAA5MAAAAmBg8AHAFBcHBzTUZDQwEA9QAAAPUAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg08AAwABAwABAAIAg04AAgKCbAACAIJvAAIAgmcAAgCDTgAAAgCWKAACAJYpAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAOcvAIoAAAAKAO4kZucvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

归并排序采用递归策略，是一种分治的递归策略，有点类似快速排序。

例：程序sort\_test2

快速排序：平均时间复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAKAHgAIBCQAAAAAwWwEACQAAA9IBAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAHCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gBwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7///9UHwoWAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwB7QYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3QZJuFd/v///5kfCggAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAXkDHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9UHwoXAAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2cAZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////mR8KCQAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAT05OCPUBigMAA5MAAAAmBg8AHAFBcHBzTUZDQwEA9QAAAPUAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg08AAwABAwABAAIAg04AAgKCbAACAIJvAAIAgmcAAgCDTgAAAgCWKAACAJYpAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtALIvAIoAAAAKAMYaZrIvAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

数组![](data:image/x-wmf;base64,183GmgAAAAAAAGABwAECCQAAAACzXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAWABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gAQAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8PHwp8AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAU3kAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg1MAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgCjIGYsLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)的快速排序：

1. 如果![](data:image/x-wmf;base64,183GmgAAAAAAAGABwAECCQAAAACzXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAWABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gAQAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8PHwqCAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAU3kAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg1MAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgD+GmaoLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)中的元素为0或1，则返回。
2. 取![](data:image/x-wmf;base64,183GmgAAAAAAAGABwAECCQAAAACzXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAWABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gAQAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////bIArLAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAU3kAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg1MAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgCiIGaLLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)中的任一元素![](data:image/x-wmf;base64,183GmgAAAAAAACABYAECCQAAAABTXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgASABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAADgAAAAhgEAAAUAAAAJAgAAAAIFAAAAFAIAATQAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////UIAqfAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAdgAAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg3YAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgDeIGacLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，称之为枢纽元(pivot)。
3. 将![](data:image/x-wmf;base64,183GmgAAAAAAAKAEgAIBCQAAAAAwWAEACQAAA8YBAAACAIwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAECwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gBAAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AVYCHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7////ZIAqkAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAewAAAAUAAAAUArwBpQMcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3QZJuFd/v///7QgCkUAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAH0gAAAFAAAAFAKgAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////ZIAqlAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAABTdscCAAMFAAAAFAKgAWABHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7///+0IApGAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAAtdgADjAAAACYGDwAOAUFwcHNNRkNDAQDnAAAA5wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDUwACBIYSIi0DAAIDAAEAAgCDdgAAAgCWewACAJZ9AAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAF8vAIoAAAAKAA4fZl8vAIoAAAAAAIDTGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)（![](data:image/x-wmf;base64,183GmgAAAAAAAGABwAECCQAAAACzXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAWABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gAQAAhgEAAAUAAAAJAgAAAAIFAAAAFAJgAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+0IAqsAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAUwAAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg1MAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgCLHWbzLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)中的其余元素）划分为两个不相交的集合：![](data:image/x-wmf;base64,183GmgAAAAAAAIAOgAIACQAAAAARUgEACQAAA8ACAAACALQAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAoAOCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///8D///9ADgAAQAIAAAUAAAAJAgAAAAIFAAAAFAK8AeUHHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7////eIAp9AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAewAAAAUAAAAUArwBNAkcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3QZJuFd/v///9YgCmIAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAH0AAAAFAAAAFALIAd8CHAAAAPsCyf3jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7////eIAp+AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB7eQAABQAAABQCyAGTDRwAAAD7Asn94wAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdBkm4V3+////1iAKYwAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAfXkAAAUAAAAUAgMC9AAcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///94gCn8AAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAADEAvAEFAAAAFAKgAR8KHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////WIApkAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAB8AAADBQAAABQCoAFAABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////3iAKgAAACgAAAAAABAAAAC0BAAAEAAAA8AEBABAAAAAyCgAAAAAGAAAAU3hTdnh2ZwMoAscCMQIoAgADBQAAABQCoAHRARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdBkm4V3+////1iAKZQAACgAAAAAABAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAPc4to7QCagLaBAADtAAAACYGDwBeAUFwcHNNRkNDAQA3AQAANwEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDUwADABsAAAsBAAIAiDEAAAEBAAoCBIY9AD0DAAIDAAEAAgCDeAACBIYIIs4CAINTAAIEhhIiLQMAAgMAAQACAIN2AAACAJZ7AAIAln0AAAIAgnwAAgCDeAACBIZkIqMCAIN2AAACAJZ7AAIAln0AAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0APi8AigAAAAoAZiBmPi8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)和![](data:image/x-wmf;base64,183GmgAAAAAAAKAOgAIBCQAAAAAwUgEACQAAA8ACAAACALQAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAOCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///8D///9gDgAAQAIAAAUAAAAJAgAAAAIFAAAAFAK8AQ4IHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7///9mIAp3AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAexIAAAUAAAAUArwBXQkcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYU3QZJuFd/v///6EfClwAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAH0AAAAFAAAAFALIAQgDHAAAAPsCyf3jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2FN0GSbhXf7///9mIAp4AAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAB7EgAABQAAABQCyAHCDRwAAAD7Asn94wAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdBkm4V3+////oR8KXQAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAfQAAAAUAAAAUAgMCDAEcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///2YgCnkAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAADISvAEFAAAAFAKgAUgKHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+hHwpeAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAAB8EgADBQAAABQCoAFAABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////ZiAKegAACgAAAAAABAAAAC0BAAAEAAAA8AEBABAAAAAyCgAAAAAGAAAAU3hTdnh2kAMoAscCMQIuAgADBQAAABQCoAH6ARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAINhTdBkm4V3+////oR8KXwAACgAAAAAABAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAPc4tPrQCagLgBAADtAAAACYGDwBeAUFwcHNNRkNDAQA3AQAANwEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDUwADABsAAAsBAAIAiDIAAAEBAAoCBIY9AD0DAAIDAAEAAgCDeAACBIYIIs4CAINTAAIEhhIiLQMAAgMAAQACAIN2AAACAJZ7AAIAln0AAAIAgnwAAgCDeAACBIY+AD4CAIN2AAACAJZ7AAIAln0AAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Ady8AigAAAAoA0hJmdy8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)
4. 返回{quickSort(![](data:image/x-wmf;base64,183GmgAAAAAAAKABQAIBCQAAAADwXQEACQAAA1sBAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAfQAHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////SIAoaAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMQS8AQUAAAAUAoABQAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v////IgClsAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFMAAAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINTAAMAGwAACwEAAgCIMQAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AmS8AigAAAAoAwSBmmS8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=))，后跟![](data:image/x-wmf;base64,183GmgAAAAAAACABYAECCQAAAABTXgEACQAAAyABAAACAH0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgASABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAADgAAAAhgEAAAUAAAAJAgAAAAIFAAAAFAIAATQAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9SGwp+AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAdhsAA30AAAAmBg8A8ABBcHBzTUZDQwEAyQAAAMkAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAIAg3YAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAALwCKAAAACgCVFGbuLwCKAP////+A0xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)，继而quickSort(![](data:image/x-wmf;base64,183GmgAAAAAAAMABQAICCQAAAACTXQEACQAAA1sBAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAsABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+AAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAQwBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////BIAo3AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAMhS8AQUAAAAUAoABQAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///+QgCvUAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAFMgAAOGAAAAJgYPAAEBQXBwc01GQ0MBANoAAADaAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINTAAMAGwAACwEAAgCIMgAAAQEAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AwS8AigAAAAoACxRmwS8AigAAAAAAgNMZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=))}。

快速排序中枢纽元的选择很重要，最合适的情况是选择数组的中值，不过实际上难以获取，常用的是采用三数中值分割法来获取枢纽元。

例：程序sort\_test3

// 插入排序

// 数组长度比较小时使用插入排序

// 只排数组的一部分

template<typename Comparable>

void InsertionSort(vector<Comparable>& array, int left, int right)

{

int j;

for (int i = left + 1; i <= right; ++i)

{

Comparable temp = array[i];

// 第i个元素与之前的0-i - 1进行比较

for (j = i; j > 0 && temp < array[j - 1]; --j)

{

// 移动数组

// 如果temp<array[j - 1]，将array[j - 1]向后移动

// 以便插入temp

array[j] = array[j - 1];

}

array[j] = temp;

}

}

// 三数中值分割法

template<typename Comparable>

const Comparable& Median3(vector<Comparable>& array, int left, int right)

{

int center = (left + right) / 2;

if (array[center] < array[left])

{

swap(array[left], array[center]);

}

if (array[right] < array[left])

{

swap(array[left] , array[right]);

}

if (array[right] < array[center])

{

swap(array[right], array[center]);

}

// array[left] < array[center] < array[right]

// array[center]为枢纽元

// 交换array[center]与array[right - 1]，是因为

// array[right] > array[center]，将枢纽元放置在right - 1位置

// 这样后续的比较可以少比较一次

swap(array[center], array[right - 1]);

return array[right - 1];

}

template<typename Comparable>

void QuickSort(vector<Comparable>& array, int left, int right)

{

if (left + 10 <= right)

{

// 枢纽元

Comparable pivot = Median3(array, left, right);

int i = left;

int j = right - 1; // right位置的元素肯定比pivot大

for (; ;)

{

// 左边小于枢纽元

while (array[++i] < pivot)

{

}

// 右边大于枢纽元

while (pivot < array[--j])

{

}

if (i < j)

{

swap(array[i] , array[j]);

} else

break;

}

// 退出上面的for循环

// 说明array[i] >= array[right - 1]

// 交换它们进行排序

// array[i]存储的就是pivot

swap(array[i], array[right - 1]);

// left到i - 1肯定小于pivot

QuickSort(array, left, i - 1);

// i + 1到right肯定大于pivot

QuickSort(array, i + 1, right);

} else {

// 如果left与right之间的差距小于10

// 则执行插入排序

cout << "执行插入排序" << " left = "

<< left << " right = " << right << endl;

InsertionSort(array, left, right);

}

}

template<typename Comparable>

void QuickSort(vector<Comparable>& array)

{

QuickSort(array, 0, array.size() - 1);

for (int i = 0; i < array.size(); ++i)

{

cout << array[i] << " ";

}

cout << endl;

}

使用1000万个随机元素的文件，找出第500万个最大值，例：程序sort\_test4

解决下面的问题：

http://blog.csdn.net/gzlaiyonghao/article/details/3547776

例：程序sort\_test5