AVL树：带有平衡条件的二叉查找树。平衡主要是保证二叉查找树的操作（某些可能的插入操作除外，当插入操作破坏了平衡条件）的时间为![](data:image/x-wmf;base64,183GmgAAAAAAAEAGgAIBCQAAAADQWgEACQAAA84BAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAkAGCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8ABgAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAg2CZ1mIlOxf7///8kHgp3AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKCAAAAUAAAAUArwBfwUcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAACDYJnWYiU7F/v///0YRCp0AAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkdAAAFAAAAFAKgAQsCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8kHgp4AAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2d3ZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////RhEKngAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAT04RBAADkQAAACYGDwAXAUFwcHNNRkNDAQDwAAAA8AAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDTwADAAEDAAEAAgKCbAACAIJvAAIAgmcAAgCDTgAAAgCWKAACAJYpAAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQA1LwCKAAAACgAjHWY1LwCKAAAAAACA0xkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)。

AVL树的平衡条件：每个结点的左子树和右子树的高度最多差1.

树的高度：根结点到一片树叶的最长路径的长。

空树（没有任何结点，包括根结点的树）的高度定义为-1。主要是为了方便计算只有一个根结点的树的高度为0。
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结点的左子树高度：从结点的左子树计算的结点的高度。

结点的右子树高度：从结点的右子树计算的结点的高度。
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结点A的左子树高度为3，右子树高度为2。

结点B的左子树高度为2，右子树高度为1.

结点G的左子树高度为0，右子树高度为0.

结点E的左子树高度为0，右子树高度为1.

树的旋转：AVL树执行了插入操作后，有可能会破坏平衡条件，这时需要对树进行修正，以使其能够重新满足平衡条件。

AVL树插入某个结点导致树的平衡性被破坏，只有插入结点到根结点的路径上的结点的平衡条件可能会被破坏。应该在第1个需要重新平衡的结点（最深的结点，可以理解为离根结点最远的结点）处来平衡AVL树，将这个结点记为α结点，α结点的左右子树的高度差肯定为2。α结点的不平衡总共有以下4种可能引起：

1. 对α的左儿子的左子树进行了一次插入（右单旋转重新平衡）。
2. 对α的右儿子的右子树进行了一次插入（左单旋转重新平衡）。
3. 对α的左儿子的右子树进行了一次插入（先左旋后右旋重新平衡）。
4. 对α的右儿子的左子树进行了一次插入（先右旋后左旋重新平衡）。

例：程序avl\_tree\_test1

// Copyright 2018.刘珅珅

// author：刘珅珅

// AVL自平衡二叉树

#include <algorithm>

#include <iostream>

//#include <functional>

using namespace std;

template<typename T, typename Comparator = less<T>>

class AVLTree

{

public:

AVLTree() : root\_(nullptr)

{

}

~AVLTree()

{

Destroy(root\_);

}

public:

int Height() const // 树的高度

{

return Height(root\_);

}

bool Contains(T value) const

{

return Contains(value, root\_);

}

void Insert(T value)

{

Insert(value, root\_);

}

void Remove(T value)

{

Remove(value, root\_);

}

void PrintTree() const

{

PrintTree(root\_);

}

void PrePrintTree() const

{

PrePrintTree(root\_);

}

void PostPrintTree() const

{

PostPrintTree(root\_);

}

private:

struct AVLTreeNode

{

AVLTreeNode(T value, AVLTreeNode\* left, AVLTreeNode\* right)

: value\_(value), left\_child\_(left), right\_child\_(right)

{

}

T value\_;

int height\_; // 节点高度

AVLTreeNode\* left\_child\_;

AVLTreeNode\* right\_child\_;

};

// 结点的高度

int Height(AVLTreeNode\* node)

{

if (node != nullptr)

{

return node->height\_;

}

return -1; // 空树的高度为-1

}

// 左旋转

// root为最小失衡子树的根结点

// 即导致AVL失衡的插入结点与根结点

// 路径上第1个失衡的结点

// 返回旋转后的子树的根结点

AVLTreeNode\* LeftRotation(AVLTreeNode\* root)

{

cout << "向左旋转" << endl;

// 左旋转

// 将失衡子树的根结点的右孩子作为新的根结点

// 原根结点作为新根结点的左孩子

// 类似于将整个失衡子树向左旋转了一格

AVLTreeNode\* right\_child = root->right\_child\_;

// 新根结点的左孩子为原根结点的右孩子

// 新根结点的左孩子的值肯定比原根结点的值大

root->right\_child\_ = right\_child->left\_child\_;

right\_child->left\_child\_ = root;

// 参考C++算法学习8-AVL树.docx中结点的高度计算

root->height\_ = max(Height(root->left\_child\_), Height(root->right\_child\_)) + 1;

right\_child->height\_ = max(Height(right\_child->left\_child\_), Height(right\_child->right\_child\_)) + 1;

return right\_child;

}

// 右旋转

// root为最小失衡子树的根结点

// 返回旋转后的子树的根结点

AVLTreeNode\* RightRotation(AVLTreeNode\* root)

{

cout << "向右旋转" << endl;

// 右旋转

// 将失衡子树的根结点的左孩子作为新的根结点

// 原根结点作为新根结点的右孩子

// 类似于将整个失衡子树向右旋转了一格

AVLTreeNode\* left\_child = root->left\_child\_;

// 新根结点的右孩子的值肯定比原根结点的值小

root->left\_child\_ = left\_child->right\_child\_;

left\_child->right\_child\_ = root;

root->height\_ = max(Height(root->left\_child\_), Height(root->right\_child\_)) + 1;

left\_child->height\_ = max(Height(left\_child->left\_child\_), Height(left\_child->right\_child\_)) + 1;

return left\_child;

}

// 先左旋后右旋

AVLTreeNode\* LeftRightRotation(AVLTreeNode\* root)

{

cout << "先左旋后右旋" << endl;

// 先左旋后右旋是为了解决

// 左子树插入右孩子导致的失衡

// root为失衡子树的根结点

// 先对root的左子树进行左旋，

// 是为了将root子树变成左子树插入左孩子的问题

root->left\_child\_ = LeftRotation(root->left\_child\_);

return RightRotation(root);

}

// 先右旋后左旋

// root为失衡子树的根结点

// 在右子树上插入了左孩子导致失衡

AVLTreeNode\* RightLeftRotation(AVLTreeNode\* root)

{

cout << "先右旋后左旋" << endl;

// 先将失衡子树的根结点的右子树进行右旋转

// 将整个失衡子树变成类似右子树插入右孩子导致失衡的情形

// 然后再用左旋转解决失衡问题

root->right\_child\_ = RightRotation(root->right\_child\_);

return LeftRotation(root);

}

bool Contains(T value, AVLTreeNode\* node) const

{

while (node != nullptr)

{

if (node->value\_ == value)

{

return true;

}

else if (node->value\_ < value)

{

node = node->right\_child\_;

}

else

{

node = node->left\_child\_;

}

}

return false;

}

// 插入指定的元素

AVLTreeNode\* Insert(T value, AVLTreeNode\*& node)

{

if (!Contains(value, node))

{

if (node == nullptr)

{

node = new AVLTreeNode(value, nullptr, nullptr);

}

else if (IsLessThan(node->value\_, value)) // 插入右子树

{

node->right\_child\_ = Insert(value, node->right\_child\_);

// AVL树失衡

if (Height(node->right\_child\_) - Height(node->left\_child\_) == 2)

{

// 右子树插入右孩子

if (IsLessThan(node->right\_child\_->value\_, value))

{

node = LeftRotation(node);

}

else if (IsLessThan(value, node->right\_child\_->value\_))

{

// 右子树插入左孩子

node = RightLeftRotation(node);

}

}

}

else if (IsLessThan(value, node->value\_)) // 插入左子树

{

node->left\_child\_ = Insert(value, node->left\_child\_);

// AVL树失衡

if (Height(node->left\_child\_) - Height(node->right\_child\_) == 2)

{

// 左子树插入左孩子

if (IsLessThan(value, node->left\_child\_->value\_))

{

node = RightRotation(node);

}

else if (IsLessThan(node->left\_child\_->value\_, value))

{

// 左子树插入右孩子

node = LeftRightRotation(node);

}

}

}

// 更新结点的高度

node->height\_ = max(Height(node->left\_child\_), Height(node->right\_child\_)) + 1;

return node;

}

return nullptr;

}

// 删除指定的元素

AVLTreeNode\* Remove(T value, AVLTreeNode\*& node)

{

if (node != nullptr)

{

if (node->value\_ == value) // 找到删除结点

{

// AVL树是二叉查找树

// 左右结点均不为空

if (node->right\_child\_ != nullptr && node->left\_child\_ != nullptr)

{

if (Height(node->left\_child\_) > Height(node->right\_child\_))

{

// 左子树比右子树高

// 查找左子树的最大结点

// 用其值代替node根结点的值

// 然后删除左子树的最大结点

AVLTreeNode\* left\_max\_node = FindMax(node->left\_child\_);

node->value\_ = left\_max\_node->value\_;

node->left\_child\_ = Remove(left\_max\_node->value\_, node->left\_child\_);

}

else

{

// 用右子树的最小结点值代替根结点的值

// 然后删除右子树的最小结点

AVLTreeNode\* right\_min\_node = FindMin(node->right\_child\_);

node->value\_ = right\_min\_node->value\_;

node->right\_child\_ = Remove(value, node->right\_child\_);

}

}

else

{

AVLTreeNode\* temp = node;

if (node->left\_child\_ != nullptr)

{

node = node->left\_child\_;

}

else if (node->right\_child\_ != nullptr)

{

node = node->right\_child\_;

}

delete temp;

return nullptr;

}

}

else if (node->value\_ < value)

{

// 要删除的结点比当前结点大

// 在右子树进行删除

node->right\_child\_ = Remove(value, node->right\_child\_);

// 删除右子树结点导致不平衡

// 左子树的高度大于右子树的高度

if (Height(node->left\_child\_) - Height(node->right\_child\_) == 2)

{

// 相当于在左子树上插入右孩子

// node左孩子的右子树高度大于左子树

if (Height(node->left\_child\_->right\_child\_) >

Height(node->left\_child\_->left\_child\_))

{

node = LeftRightRotation(node);

}

else

{

// 相当于在左子树上插入左孩子

node = RightRotation(node);

}

}

}

else if (node->value\_ > value)

{

// 要删除的结点比当前结点小

node->left\_child\_ = Remove(value, node->left\_child\_);

// 删除左子树导致的不平衡

// 右子树的高度大于左子树

if (Height(node->right\_child\_) - Height(node->left\_child\_) == 2)

{

// node右孩子的左子树的高度大于右子树的高度

// 相当于node右子树上插入左孩子

if (Height(node->right\_child\_->left\_child\_) >

Height(node->right\_child\_->right\_child\_))

{

node = RightLeftRotation(node);

}

else

{

// 相当于node右子树上插入右孩子

node = LeftRotation(node);

}

}

}

return node;

}

return nullptr;

}

AVLTreeNode\* FindMin(AVLTreeNode\* node) const

{

if (node != nullptr)

{

while (node->left\_child\_ != nullptr)

{

node = node->left\_child\_;

}

return node;

}

return nullptr;

}

AVLTreeNode\* FindMax(AVLTreeNode\* node) const

{

if (node != nullptr)

{

while (node->right\_child\_ != nullptr)

{

node = node->right\_child\_;

}

return node;

}

return nullptr;

}

// 销毁AVL树

void Destroy(AVLTreeNode\* node)

{

if (node != nullptr)

{

Destroy(node->left\_child\_);

Destroy(node->right\_child\_);

delete node;

node = nullptr;

}

}

// 中序遍历

void PrintTree(AVLTreeNode\* node) const

{

if (node == nullptr)

{

return;

}

PrintTree(node->left\_child\_);

cout << node->value\_ << ' ';

PrintTree(node->right\_child\_);

}

// 前序遍历

void PrePrintTree(AVLTreeNode\* node) const

{

if (node != nullptr)

{

cout << node->value\_ << ' ';

PrePrintTree(node->left\_child\_);

PrePrintTree(node->right\_child\_);

}

}

// 后序遍历

void PostPrintTree(AVLTreeNode\* node) const

{

if (node == nullptr)

{

return;

}

PostPrintTree(node->left\_child\_);

PostPrintTree(node->right\_child\_);

cout << node->value\_ << ' ';

}

private:

AVLTreeNode\* root\_;

Comparator IsLessThan;

};

int main(int argc, char\* argv[])

{

AVLTree<int> avl\_tree;

avl\_tree.Insert(5);

avl\_tree.Insert(3);

avl\_tree.Insert(7);

avl\_tree.Insert(2);

avl\_tree.Insert(4);

avl\_tree.Insert(6);

avl\_tree.Insert(8);

avl\_tree.Insert(0);

avl\_tree.Insert(1);

avl\_tree.Remove(2);

avl\_tree.PrintTree();

cout << endl;

avl\_tree.PrePrintTree();

cout << endl;

avl\_tree.PostPrintTree();

cout << endl;

return 0;

}