C++快速排序

例：程序huawei\_test1

反馈结果：不是纯粹的快速排序

例：程序huawei\_test2

// 分区

int Partition(*vector*<int>& array, int left, int right)

{

int pivot = array[left];

int pivot\_position = left;

for (int i = left + 1; i <= right; ++i)

{

// 如果array[i]<pivot，则首先++pivot\_position

// pivot\_position初始在最左边(默认没有元素小于pivot)，当array[i]<pivot时

// 由于pivot\_position需要满足:pivot\_position左边元素比pivot小，右边比pivot大

// 所以++pivot\_position

if (array[i] < pivot)

{

++pivot\_position;

// ++pivot\_position之后，如果i!=pivot\_position，则array[pivot\_position]>=pivot

// 否则i肯定等于pivot\_position

// 交换array[i]和array[pivot\_position]，这样是为了将所有小于pivot的元素连续放置

// 在循环结束后，只需交换array[left]和array[pivot\_position]，pivot\_position左边的元素

// 肯定小于pivot，右边的大于等于pivot

if (i != pivot\_position)

{

*swap*(array[i], array[pivot\_position]);

}

}

}

if (left != pivot\_position)

{

// 执行一次交换，枢纽元pivot原始在left位置

// 根据上面for的比较规则，array[pivot\_position]肯定小于pivot

// 执行交换后，array[pivot\_position]就是pivot

*swap*(array[left], array[pivot\_position]);

}

return pivot\_position;

}

void QuickSort(*vector*<int>& array, int left, int right)

{

if (left >= right)

{

return;

}

// 找出一个分隔位置，left-pivot\_position-1中的

// 元素肯定比array[pivot\_position]小，pivot\_position+1-right

// 肯定比array[pivot\_position]大

int pivot\_position = Partition(array, left, right);

QuickSort(array, left, pivot\_position - 1);

QuickSort(array, pivot\_position + 1, right);

}

模板实现快速排序

例：程序huawei\_test3

template<typename T, typename Comparator>

int Partition(*vector*<T>& array, int left, int right, Comparator compare)

{

T pivot = array[left];

int pivot\_position = left;

for (int i = left + 1; i <= right; ++i)

{

if (compare(array[i], pivot))

{

++pivot\_position;

// ++pivot\_position之后，如果i!=pivot\_position，则array[pivot\_position]>=pivot

// 否则i肯定等于pivot\_position

// 交换array[i]和array[pivot\_position]，这样是为了将所有小于pivot的元素连续放置

// 在循环结束后，只需交换array[left]和array[pivot\_position]，pivot\_position左边的元素

// 肯定小于pivot，右边的大于等于pivot

if (i != pivot\_position)

{

*swap*(array[i], array[pivot\_position]);

}

}

}

if (left != pivot\_position)

{

// 执行一次交换，枢纽元pivot原始在left位置

// 根据上面for的比较规则，array[pivot\_position]肯定小于pivot

// 执行交换后，array[pivot\_position]就是pivot

*swap*(array[left], array[pivot\_position]);

}

return pivot\_position;

}

// 参考std::sort的实现方式

template<typename T, typename Comparator>

void QuickSort(*vector*<T>& array, int left, int right, Comparator compare)

{

if (left >= right)

{

return;

}

int pivot\_position = Partition(array, left, right, compare);

QuickSort(array, left, pivot\_position - 1, compare);

QuickSort(array, pivot\_position + 1, right, compare);

}

// 比较函数是默认的

template<typename T>

void QuickSort(*vector*<T>& array, int left, int right)

{

QuickSort(array, left, right, *less*<T>());

}

class Test

{

public:

Test()

{

number\_ = 0;

}

Test(int number):number\_(number)

{}

bool operator()(const Test& lhs, const Test& rhs) const

{

return lhs.number\_ < rhs.number\_;

}

public:

int number\_;

};

int main(int argc, char\* argv[])

{

*vector*<int> array1{ 1, 6, 7, 8, 2, 9, 10, 12, 23, 5, 89, 24, 25, 26, 27, 34, 56 };

*vector*<int> array{ 100, 8, 4, 12, 13, 1, 6, 7, 8, 2, 9, 10, 12, 23, 5, 89, 24, 25, 26, 27, 34, 56 };

*cout* << "原始数组：" << *endl*;

for (int i = 0; i < array.*size*(); ++i)

{

*cout* << array[i] << ",";

}

*cout* << *endl*;

QuickSort(array, 0, array.*size*() - 1);

*cout* << "排序后的数组：" << *endl*;

for (int i = 0; i < array.*size*(); ++i)

{

*cout* << array[i] << ",";

}

*cout* << *endl*;

*cout* << *endl*;

// 排序对象为类对象

*vector*<Test> test\_vec;

test\_vec.*push\_back*(Test(1));

test\_vec.*push\_back*(Test(8));

test\_vec.*push\_back*(Test(4));

test\_vec.*push\_back*(Test(12));

test\_vec.*push\_back*(Test(2));

test\_vec.*push\_back*(Test(29));

*cout* << "原始数组：" << *endl*;

for (int i = 0; i < test\_vec.*size*(); ++i)

{

*cout* << test\_vec[i].number\_ << ",";

}

*cout* << *endl*;

// 自定义的排序规则

QuickSort(test\_vec, 0, test\_vec.*size*() - 1, Test());

*cout* << "排序后的数组：" << *endl*;

for (int i = 0; i < test\_vec.*size*(); ++i)

{

*cout* << test\_vec[i].number\_ << ",";

}

return 0;

}

输出为：

原始数组：

100,8,4,12,13,1,6,7,8,2,9,10,12,23,5,89,24,25,26,27,34,56,

排序后的数组：

1,2,4,5,6,7,8,8,9,10,12,12,13,23,24,25,26,27,34,56,89,100,

原始数组：

1,8,4,12,2,29,

排序后的数组：

1,2,4,8,12,29,

快速排序的时间复杂度和空间复杂度

平均时间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAAKAHgAIBCQAAAAAwWwEACQAAA98BAAACAKAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAHCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///9gBwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAABwonx2q58U2v7///+5WQpDAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwB7QYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAAHCifHarnxTa/v///yFUCugAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAXkDHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+5WQpEAAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2dNZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////IVQK6QAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAT05OAPUBigMAA6AAAAAmBg8ANQFBcHBzTUZDQwEADgEAAA4BAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGB0RTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAINOAAICgmwAAgCCbwACAIJnAAIAg04AAAIAligAAgCWKQAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Adi4AigEAAAoABgAAAC4AigEAAAAAUNYZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

最坏时间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAAMAEwAIBCQAAAAAQWAEACQAAA9kBAAACAJ8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAAsAECwAAACYGDwAMAE1hdGhUeXBlAACAABIAAAAmBg8AGgD/////AAAQAAAAwP///7T///+ABAAAdAIAAAUAAAAJAgAAAAIFAAAAFALwAXIBHAAAAPsCov3jAAAAAACQAQAAAAEAAgAQU3ltYm9sAABwonx2q58U2v7///+FUwqiAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKAAAAAUAAAAUAvABBQQcAAAA+wKi/eMAAAAAAJABAAAAAQACABBTeW1ib2wAAHCifHarnxTa/v////ZcCpMAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkAAAAFAAAAFAIUAVcDHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+FUwqjAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAyTrwBBQAAABQCwAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////9lwKlAAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAT070AQADnwAAACYGDwAzAUFwcHNNRkNDAQAMAQAADAEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYHRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg08AAwABAwABAAIAg04AAwAcAAALAQEBAAIAiDIAAAAACgIAligAAgCWKQAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0Adi4AigEAAAoABgAAAC4AigEAAAAAUNYZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

空间复杂度：使用就地排序的快速排序的空间复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAGADgAIBCQAAAADwXwEACQAAA88BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAmADCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAABwonx2q58U2v7///8yVQrrAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKEcAAAUAAAAUArwBnQIcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAAHCifHarnxTa/v///wRdCuoAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAKgAecBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///8yVQrsAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAxeQADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////BF0K6wAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAATyAAA5YAAAAmBg8AIQFBcHBzTUZDQwEA+gAAAPoAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGB0RTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINPAAMAAQMAAQACAIgxAAACAJYoAAIAlikAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHYuAIoBAAAKAAYAAAAuAIoBAAAAAFDWGQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，但由于有递归调用：

平均空间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAAEAGgAIBCQAAAADQWgEACQAAA9oBAAACAJ0AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAkAGCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///8ABgAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAABwonx2q58U2v7////RUwo+AAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKAAAAAUAAAAUArwBfwUcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAAHCifHarnxTa/v///1FZCtYAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAClcAAAFAAAAFAKgAQsCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////RUwo/AAAKAAAAAAAEAAAALQEAAAQAAADwAQEADAAAADIKAAAAAAMAAABsb2cdZgDAAAADBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////UVkK1wAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAT04RBAADnQAAACYGDwAwAUFwcHNNRkNDAQAJAQAACQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYHRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg08AAwABAwABAAICgmwAAgCCbwACAIJnAAIAg04AAAIAligAAgCWKQAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQB2LgCKAQAACgAGAAAALgCKAQAAAABQ1hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

最坏空间复杂度为：![](data:image/x-wmf;base64,183GmgAAAAAAACAEgAIBCQAAAACwWAEACQAAA54BAAACAJYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAiAECwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P////gAwAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AXIBHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAABwonx2q58U2v7////HVwrrAAAKAAAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKAAAAAUAAAAUArwBYwMcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAAHCifHarnxTa/v///yxcCt4AAAoAAAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAClcAAAFAAAAFAKgAS4AHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7////HVwrsAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAABPTvUBAAOWAAAAJgYPACEBQXBwc01GQ0MBAPoAAAD6AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgdEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDTwADAAEDAAEAAgCDTgAAAgCWKAACAJYpAAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQB2LgCKAQAACgAGAAAALgCKAQEAAABQ1hkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)