类

例：程序class\_test/class\_test1.py

class Dog:  
 def \_\_init\_\_(self, name, age):  
 *"""初始化"""* # 类中定义了两个属性，类似C++中的成员变量  
 # name是public，前面加\_\_是private  
 # 类中所有的属性必须提供初始值  
 self.name = name  
 self.\_\_age = age  
  
 # 函数第一个参数永远是self  
 def sit(self):  
 print(self.name.title() + " is now sitting")  
  
  
my\_dog = Dog("willie", 6)  
your\_dog = Dog("Tom", 7)  
my\_dog.sit()  
your\_dog.sit()  
print(my\_dog.name)  
# print(my\_dog.\_\_age) # Error  
  
# 可以给类的实例绑定属性  
# 但只有该实例可用  
my\_dog.weight = 9  
print(my\_dog.weight)  
print()  
# print(your\_dog.weight) # Error，没有weight属性  
  
  
class Car:  
 def \_\_init\_\_(self, make, model, year):  
 self.make = make  
 self.model = model  
 self.year = year  
 self.odometer\_reading = 0 # 默认值  
  
 def get\_descriptive\_name(self):  
 full = str(self.year) + ' ' + self.make + ' ' + self.model  
 return full.title()  
  
 def read\_odometer(self):  
 print("This car has " + str(self.odometer\_reading) + " miles on it.")  
  
 def update\_odometer(self, mileage):  
 if mileage > self.odometer\_reading:  
 self.odometer\_reading = mileage  
 else:  
 print("You can`t roll back an odometer!")  
  
  
my\_new\_car = Car('audi', 'a4', 2016)  
print(my\_new\_car.get\_descriptive\_name())  
my\_new\_car.update\_odometer(23)  
my\_new\_car.read\_odometer()

输出为：

Willie is now sitting

Tom is now sitting

willie

9

2016 Audi A4

This car has 23 miles on it.

类的继承：

例：程序class\_test/class\_test2.py

# 基类  
class Car:  
 def \_\_init\_\_(self, make, model, year):  
 self.make = make  
 self.model = model  
 self.year = year  
 self.odometer\_reading = 0 # 默认值  
  
 def get\_descriptive\_name(self):  
 full = str(self.year) + ' ' + self.make + ' ' + self.model  
 return full.title()  
  
 def read\_odometer(self):  
 print("This car has " + str(self.odometer\_reading) + " miles on it.")  
  
 def update\_odometer(self, mileage):  
 if mileage > self.odometer\_reading:  
 self.odometer\_reading = mileage  
 else:  
 print("You can`t roll back an odometer!")  
  
  
# 子类  
# 基类\_\_init\_\_的参数，子类  
# 最好也有，否则有可能出现错误  
class ElectricCar(Car):  
 def \_\_init\_\_(self, make, model, year):  
 super().\_\_init\_\_(make, model, year)  
 self.battery\_size = 70  
 print("init electric car")  
  
 def describe\_battery(self):  
 print("This car has a" + str(self.battery\_size) + "-kWh battery")  
  
  
my\_tesla = ElectricCar('tesla', 'model s', 2016)  
my\_tesla.read\_odometer()  
my\_tesla.describe\_battery()

输出为：

init electric car

This car has 0 miles on it.

This car has a70-kWh battery

重写父类的方法：

例：程序class\_test/class\_test3.py

# 父类  
class Car:  
 def fill\_gas\_tank(self):  
 print("This car has fill gas")  
  
  
# 子类重写了父类的方法  
# 如果通过子类对象调用方法  
# 就会调用子类的方法  
class ElectricCar(Car):  
 def fill\_gas\_tank(self):  
 print("This car doesn't need gas")  
  
  
my\_car = Car()  
my\_car.fill\_gas\_tank()  
  
my\_tesla = ElectricCar()  
my\_tesla.fill\_gas\_tank()

输出为：

This car has fill gas

This car doesn't need gas

Python中的类函数的重载：

Python中一个类不允许出现相同的函数名，子类在继承了父类后，子类的实例调用某个方法时，会首先从子类本身查找，如果找到就用，如果没找到就去父类中查找，如果是多继承，会根据继承的顺序查找到第一个包含该方法的父类并调用该父类的方法，这个查找顺序叫MRO(Method Resoluiton Order)，通过类的mro()或\_\_mro\_\_可以查看，这就是为何子类的同名函数会覆盖父类的函数。

MRO的例子：

例：程序class\_test/class\_test6.ipynb

class Animal:

def speak(self):

print("I'm animal")

class Plant:

def speak(self):

print("I'm plant")

class Dog(Animal):

def barking(self):

print("Dog barking!")

class LittleDog(Dog, Plant):

def \_\_init\_\_(self):

self.name = "little dog"

类LittleDog继承了Dog和Plant，Dog在前，Plant在后，MRO的搜索顺序就是：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA4QAAABHCAIAAADQuB7rAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAACzZJREFUeF7t3T123LoVAOAohf28BbVpvIA02Ux2kVVkF95MmhSuXNmttuBjNQodKDgISALgL2aGn847PjIN4ue7l+Adzkjv6e3t7U++CBAgQIAAAQIECPQQ+HOPQY1JgAABAgQIECBA4LfAU3gy+vr6+uPHj1+/flEhQIAAAQIECBAgcJrAezH67du35+fnjx8/Pj09HTf2y8vLMMpx/euZAAECBAgQIEDgvgTe36Yfnoz+8ccfh1ai9+VitgQIECBAgAABAicI+MzoCciGIECAAAECBAgQmBZQjMoMAgQIECBAgACBbgKK0W70BiZAgAABAgQIEFCMygECBAgQIECAAIFuAorRbvQGJkCAAAECBAgQuGgx+unTJ7GvCnz6119Dm/hNegrDKqAGBAgQIECAQFVgt2L0y5cv1cF2afDpn3/Z2M9QRf38+bPayepiazgxfFWHuOUGQwH682//DjMcvhnXo4Phva/xlv3NjQABAgQIXERgh2J0KENPq0T3jcpBVeNQpTUWuwdNYF8lvREgQIAAAQIEjhPYoRj9+3+/jpti1vPPf/xoHGvyGWr6WDSUjHOF4+TxyWeB6x4QxtFv8BFj+ljUw9HGfNOMAAECBAgQWCGwQzG6YlSn5BW2t7zlBAECBAgQIHBJgc7F6PDwMv0vhCAeid+Pj6dHsmbpX0NXSyM7+e55/Bho+nnQyYNzw7W/KV+YQPnTqPHE8STD49vs9PYpLTXUngABAgQIECDQItC5GA3vuQ9/hv9C4Ri+DzVl/D49HheWNYt1ZzwrPb2FI7SZ/NBnPJj+6+TByYHCxwPCV/lt/cmW8WCY3txa0g8exIHiJNNOQmHaOKV2Oi0JECBAgAABAosEOhej5bk2fjy0sdkilyMad38M2fJjVUcsXJ8ECBAgQIAAgTmBmy5GHyxs8THkiqIwPOZMf/rqwXAshwABAgQIELimwOWK0cK75Ot+KH5F3owHqlaZ2TvsYdDy50dXTCyeMv7FouOfrw8TWFFYb5mYcwkQIECAAIEHE3h6e3sblvT169fPnz+vW1v2S0YLv+bp5eXl+fk5GyX9AaP4GdC0TXwXPvtRpPgZ06Fx9v17rfa/H13K3sePJdS4KAylVXY8rbfiPxUOzp2enZs2y0q6llHiPMczCQX3XNldXc67XvJL73+P9f9/jdWwYnTdVeMsAgQIECBAIAjsUIy2U84Vo+d/6PPuHumlEz5t8rEAVYm2J7mWBAgQIECAwCKBzm/Th4edK3770qJFjhvf3fO8+JnR0yrR38+bk/8d6AMYbswZpxMgQIAAAQJHCPR/MnrEqvRJgAABAgQIECBwFwKdn4zehZFJEiBAgAABAgQIHCSgGD0IVrcECBAgQIAAAQJ1AcVo3UgLAgQIECBAgACBgwQUowfB6pYAAQIECBAgQKAuoBitG2lBgAABAgQIECBwkIBi9CBY3RIgQIAAAQIECNQF3ovRDx8+1NtqQYAAAQIECBAgQGBXgfffM/r6+vr9+/fhz1071xkBAgQIECBAgACBksB7MQqJAAECBAgQIECAwPkCPjN6vrkRCRAgQIAAAQIE3gUUo1KBAAECBAgQIECgm4BitBu9gQkQIECAAAECBBSjcoAAAQIECBAgQKCbgGK0G72BCRAgQIAAAQIEFKNygAABAgQIECBAoJuAYrQbvYEJECBAgAABAgQUo3KAAAECBAgQIECgm0Dll94/PT2Fqb29vXWbY3HgMMObnd5toh03q4uE4yLLbM+Ti4BcZJntcd/Y8iKeF1nmxmSYPP0idDe4zPYp7VUl1p+MDnXeZKkXZzCXQ0ODcptdcvfkMvSEFRVYVo8eYrH69PZIrUiV9s6HlrJuEddpjcX9COoTLtil0149pcktSNos9W9pvzpGLZ2Xb0+732VkSApe5d0x9O3ycyXi0nSqF6NztWa5CtxrfkvXc+/tD6oaG8MRR98xp8Nz6106HDqRdUdkuLgfoXpHfe5yeZbX27gF2S5uP23S7SLNnPYQb1zjZW8oJz96G4dpL/nJBFhTjFZrgo2ptuj0kydzdDaE/udGaX+xsu7uEkdfnXNz4VjdYUyGkwNdTsKTJ3Na1q0Ok7gv2rUaGx8d98ZppM32nZK0WRGC6in7xmiyIgk3qfC17l4zt4qsNxlSDfdel+dp8nMrWlyMnnwbrkbi6AuvOoFHbbBulymEY12HgVfWnZZm68Ik7qcFaPeBwsW1b0nROElp0wh12WYypFfoD5IvLKf+A0zpnOZqguxZfeFpVmyZdRtPicfn+twxNtn+Ozml8XyyI3Ef36ssnkSuuoWXqqFum3upNO553G3aJvs+dFsNXDlAK8pKWZeyh5AdmnXivuMmk26GhQszu7gmL8wj4h5f6cWgzyXY3JTGW3e6C2W74tLLf2n7wgtXN6ls996S5HO3iUn/LHOqCTa+0ZQqmNpnt8bn3tENpXzRlSuWuctwfCEUaoZ2+RWXatb54iejc6ENT+xbCpHs2X5YQ3b65MEtF8/kuWHC8c8YknT0NBuyBcbiL1vR7vMMkxzzxoPpv04enJzS5DLbW8bTd9zj2unaM2RymbKuhbpMJ+4thlmtdvu7zdy2Nt6CFu2fi6x2b2y72P0mNZCGr/J9f7yHVBOspZa4QobM3aBjvZSVlZMv/FrKrfaaYXf2tMNlxegw6ayIziZXzsuYhRliyOn03hYGyg4eCpF2PjnPudHLSz5tzusGihvKutOXnlXdueZeM8i6RRfa0rgc3V7cC8K3sNuMr68t29qiFRVkpM0tp00sicq7x1wybEmwOKIMKeOX7+9bQrBOvjzbZcVoqBfLlUFVZ/IV9rjb3V/JLbrjxhcli866u8ZxQ1mRl/EFQ+O5W9JX1t1Oaon77rHouNvMPX3ZuMbtK7JdVEOwHbk6xC4NDpqnDKlGZ8v9ffdXidXZLi5Gy/VouU6dzJ54SlpwTB6sLmavBluyfNEc4tPfubO21P1LZ5K1ryIs2mLGvVXXPn4WOKch65bGuiAm7oswtzeugm8fIvSw9IpbPe72FdkuqvjbkatD7JI2B81ThjSGLwZx3H5ddXFQQH9vUC0f+JhcdjqntHacXHwcJVt/9sRrslnjg7dFsUknGeYQZxLfVkg7nHxwO1kxL5pt6CE9ZZwfc/OJ0xvjhxtPaFA+vdAsW0jLKIWSepJlRVrLuqOzTtxX7CQtp8SL/QZ3m8l3HtKDhQ1w9f5pu3iAtEmXML65FyqhcG8qVA6FO+ncjePxbijlympMlAksumtPNs5StCC8Aj/vvFqMpjVNy8WjzUUEsrpwURUeN6kVZ12E92aXKe43G5rHntj2u91j+1idDOki0FLFtiRn5cloSxe31mb8cHFuhkdUQn1HPzkWW7Kwy2VznE/fuJ88urjHRDpZfvygojGlj9jrGofepZntYhfG8qPK8RB3lDYPliGLwr1lQ1400KGNH7AYPdRL5wQIECBAgAABAjsKrPkBph2H1xUBAgQIECBAgMCVBRSjV46+tRMgQIAAAQIEOgsoRjsHwPAECBAgQIAAgSsLKEavHH1rJ0CAAAECBAh0FlCMdg6A4QkQIECAAAECVxZQjF45+tZOgAABAgQIEOgsoBjtHADDEyBAgAABAgSuLKAYvXL0rZ0AAQIECBAg0FlAMdo5AIYnQIAAAQIECFxZQDF65ehbOwECBAgQIECgs4BitHMADE+AAAECBAgQuLKAYvTK0bd2AgQIECBAgEBnAcVo5wAYngABAgQIECBwZQHF6JWjb+0ECBAgQIAAgc4CitHOATA8AQIECBAgQODKAorRK0ff2gkQIECAAAECnQX+AyF9mSRKiDobAAAAAElFTkSuQmCC)

从中可以看出，LittleDog的方法调用时，先搜索自身，然后搜索第一个父类(注意：会把该父类继承链上的父类都进行搜索)，之后是第二个父类，依次类推，最后是object类。

little\_dog = LittleDog()

little\_dog.speak()

输出为：I'm animal

类的实例作为属性：

例：程序class\_test/class\_test4.py

# 基类  
class Car:  
 def \_\_init\_\_(self, make, model, year):  
 self.make = make  
 self.model = model  
 self.year = year  
 self.odometer\_reading = 0 # 默认值  
  
 def get\_descriptive\_name(self):  
 full = str(self.year) + ' ' + self.make + ' ' + self.model  
 return full.title()  
  
 def read\_odometer(self):  
 print("This car has " + str(self.odometer\_reading) + " miles on it.")  
  
 def update\_odometer(self, mileage):  
 if mileage > self.odometer\_reading:  
 self.odometer\_reading = mileage  
 else:  
 print("You can`t roll back an odometer!")  
  
  
class Battery:  
 def \_\_init\_\_(self, battery\_size=70):  
 self.battery\_size = battery\_size  
  
 def describe\_battery(self):  
 print("This car has a " + str(self.battery\_size) + "-kWh battery.")  
  
 def get\_range(self):  
 if self.battery\_size == 70:  
 battery\_range = 240  
 elif self.battery\_size == 85:  
 battery\_range = 280  
  
 message = "This car can go approximately " + str(battery\_range)  
 message += " miles on a full charge"  
 print(message)  
  
  
class ElectricCar(Car):  
 def \_\_init\_\_(self, make, model, year):  
 super().\_\_init\_\_(make, model, year)  
 self.battery = Battery() # 类的实例做为属性  
  
  
my\_tesla = ElectricCar('tesla', 'model s', 2016)  
my\_tesla.battery.describe\_battery()  
my\_tesla.battery.get\_range()

输出为：

This car has a 70-kWh battery.

This car can go approximately 240 miles on a full charge