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**Project 2**

**Circular doubly linked list with dummy node**

In this project, the list is built using a circular doubly linked list with a dummy node. The dummy node is the first node but is not counted as a list node. The first node in the list is the node right after the dummy node. Each node includes three parts: an ItemType value, a pointer points to the next node and a pointer points to the previous node. The previous node of the dummy node is the last node in the last; the next node of the last node is the dummy node.

Empty sequence (there’s only dummy node): (from [Supplement to the linked list lecture](http://web.cs.ucla.edu/classes/winter21/cs32/l2/SupplementLinkedLists.pdf))
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A typical sequence

![](data:image/png;base64,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)

**Pseudocodes:**

**Constructor: Sequence::Sequence()**

The constructor creates an empty sequence containing a dummy node.

* Initialize the size for the empty sequence which is 0.
* Pointing head pointers to the address of the dummy node.
* Setting the next pointer and previous pointer points to the address of the dummy node (where the head pointer points to).

**Copy constructor: Sequence(const Sequence& other)**

* Using a for loop to get data from other sequence and insert them into the current sequence.
* Setting the size of the current sequence equal to the size of other sequence.

**Assignment operator: Sequence::operator=(const Sequence& rhs)**

* If this sequence is different with the rhs sequence, we do:
* Copying the rhs to a new temp sequence by using the copy constructor.
* Swapping this sequence with the temp sequence.

**Destructor: ~Sequence()**

* If the sequence is empty, do nothing.
* If the sequence is not empty, using two pointers: one points to the node we want to delete (first node), the other node is the Next node (deleting from the beginning of the sequence).
* Pointing the head pointer to the Next node; the previous node of the Next node is the head, not the first node.
* Deleting the first node.
* The Next node now becomes the first node in the sequence.
* Repeat this until the last node.

**int Sequence::insert(int pos, const ItemType& value)**

This function inserts value into a node at a given position.

* If the pos (less than 0 or greater than the size) is invalid, return -1.
* Creating a new node and pasting the value into it.
* If the sequence is empty, setting up the pointers such as the new node is the node after the dummy node. The next and previous pointer of the dummy node points to the new node; the next and previous pointer of the new node points to the dummy node.
* When the sequence is not empty and we want to insert at the beginning (pos ==0), we reset the pointers so that the new node becomes the first node which is right after the dummy node.
* When the sequence is not empty and we want to insert at the end (pos == size()),the pointers are arranged in a correct way such that the new node becomes the last now.
* When the insertion is occured in the middle of the list, we need two pointers next to each other(for previous and next node)and move together until the second reaches the position we want to insert, arranging pointers in a way that the new node is in between the previous node and the next node.
* After inserting, the size is incremented and then the function returns the pos where the value is inserted into.

**int Sequence::insert(const ItemType& value)**

* Finding the position of the node where the data is greater than or equal to the value. A new node with the value will be inserted into this position, then return the position.
* If we cannot find the position which satisfies the condition, returns -1.

**bool Sequence::erase(int pos)**

* When the pos is invalid or the sequence is empty, returns false.
* Getting the pointer points to the corresponding position.
* If the node we want to erase is the last node, creating a temp node for the previous node of the last node. Rearranging pointers of the temp node and the dummy node so that the temp node becomes the new last node of the sequence. Then, we delete the last node.
* If the node is not the last node, creating two pointers point to the previous and the next nodes of the node we want to delete. Rearranging pointers between these two nodes to make them become consecutive nodes. Then, we delete the node we want to delete.

**int Sequence::remove(const ItemType& value)**

* Getting the positions where the value is found in the sequence.
* Initializing a variable to count the number of times that value appears in the sequence.
* When the value is found, we erase it and then increment the counter variable.
* Returning the counter.

**bool Sequence::set(int pos, const ItemType& value)**

* If the pos is invalid, do nothing and return false.
* If not, getting the node pointer is corresponding to that position, then changing the data of the node that pointer points to. Returning true.

**bool Sequence::get(int pos, ItemType& value) const**

* If the pos is invalid, do nothing and return false.
* If not, getting the node pointer corresponds to that position, then obtaining the data of the node that pointer points to, pastes it to the value parameter. Returning true.

**int Sequence::find(const ItemType& value) const**

* Getting a node pointer going through all the nodes in the sequence, this pointer needs to stop at the node where it finds the data of the node is the same with the value.
* Returning the position of that node if it is found. If not, returning -1.

**void Sequence::swap(Sequence& other)**

* Using a temporary integer variable to swap the sizes of two sequences.
* Using a temporary node pointer to swap the head pointers of two sequences.

**int subsequence(const Sequence& seq1, const Sequence& seq2)**

* If seq2 is empty, returns -1.
* Using a for loop which goes through all the items in the sequence 1.
* Using get function every time we need to obtain data from seq1 or seq2.
* When the loop finds the item in the seq1 which is matched with the first item in the seq2. we will obtain and check next items in the seq 2 with sequence seq1 to see if the seq2 is a consecutive of seq1. If it is, the function returns the earliest position where that happens. If not, returning -1.
* The function also returns -1 if k(the index of seq1) + seq2.size() > seq1.size().

**void interleave(const Sequence& seq1, const Sequence& seq2, Sequence& result)**

* If seq1 is empty, setting result equal to seq2.
* If seq2 is empty, setting result equal to seq1.
* Using a copy constructor to make copies of seq1, and seq2. We work on these two copies for the rest of the function.
* The result needs to be emptied if it is not.
* If the size of seq2 is greater than seq1, we use a for loop based on the size of seq2 to get the data from two sequences. If the value can be obtained by using a get() function, we insert that value into the result.
* If the size of seq2 is less than or equal to seq1, we do the similar thing but the for loop now follows the size of seq1.

**Test cases:**

1. **Copy constructor: Sequence(const Sequence& other) and insert string**

Sequence sa;

sa.insert(0, "a");

sa.insert(1, "b");

sa.insert(2, "c");

sa.dump();

Sequence sb(sa);

sb.dump();

1. **Assignment operator: Sequence::operator=(const Sequence& rhs)**

Sequence sa;

sa.insert(0, 1);

sa.insert(1, 2);

sa.insert(2, 3);

sa.dump();

Sequence sb;

Sb = sa;

sb.dump();

1. **Bool empty() const**

Sequence s;

assert(s.empty() == true);

s.insert(0, 3);

assert(s.empty() == false);

1. **Int size() const**

Sequence s;

assert(a.size() == 0);

s.insert(0, 3);

s.insert(1, 5);

s.insert(2, 7);

assert(a.size() == 3);

1. **int Sequence::insert(int pos, const ItemType& value)**

**And int Sequence::insert(const ItemType& value)**

Sequence s1;

for (int i = 0; i < 8; i++)

{

s1.insert(i, i \* 10);

}

s1.dump();

s1.insert(15);

s1.dump();

1. **bool Sequence::erase(int pos) and int Sequence::remove(const ItemType& value)**

**Sequence ss; // ItemType is std::string**

Sequence ss;

ss.insert(0, "aaa");

ss.insert(1, "bbb");

ss.insert(2, "ccc");

ss.insert(2, "ddd");

ss.insert(1, "aaa");

ss.erase(2);

ss.dump();

cout << ss.remove("aaa") << endl;

ss.dump();

1. **bool Sequence::set(int pos, const ItemType& value) and bool Sequence::get(int pos, ItemType& value) const**

Sequence ss;

ss.insert(0, "aaa");

ss.insert(1, "bbb");

ss.set(0, "eee"); // test for set function

ss.dump();

string value;

ss.get(0, value); // test for get function

cout << value << endl;

1. **int Sequence::find(const ItemType& value) const**

Sequence s;

s.insert(0, 20);

s.insert(1, 24);

s.insert(2, 35);

s.insert(3, 40);

s.insert(4, 35);

assert(s.find(35) ==2);

assert(s.find(5) == -1);

assert(s.find(40) == 3);

1. **void Sequence::swap(Sequence& other)**

Sequence ss; // ItemType is std::string

ss.insert(0, "aaa");

ss.insert(1, "bbb");

ss.insert(2, "ccc");

Sequence sa;

sa.insert(0, "a");

sa.insert(1, "b");

sa.insert(2, "c");

cout << "sa: ";

sa.dump();

ss.swap(sa); // test for swap

cout << "ss: ";

ss.dump();

cout << "sa: ";

sa.dump();

1. **int subsequence(const Sequence& seq1, const Sequence& seq2) and void interleave(const Sequence& seq1, const Sequence& seq2, Sequence& result)**

Sequence s1, s2, s3;

for (int i = 0; i < 8; i++)

{

s1.insert(i, i \* 10);

}

cout << "s1: ";

s1.dump(); // 0 10 20 30 40 50 60 70

for (int j = 0; j < 2; j++)

{

s2.insert(j, j\*10+20);

}

cout << "s2: ";// 20 30 40

s2.dump();

for (int k = 0; k < 2; k++)

{

s3.insert(k, k\*10);

}

cout << "s3: ";// 0 10 20

s3.dump();

cout << subsequence(s1, s2) << endl; // test for subsequence function

cout << subsequence(s1, s3) << endl; // test for subsequence function

// Test for interleave function

Sequence result;

interleave(s1, s2, result);

result.dump();

interleave(result, s2, result);// aliasing

result.dump();