**斜率优化DP个人总结**
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      学斜率优化也是因为当时做单调队列而开始的，其实两种DP都是基于题目的DP方程在选取最优值时存在单调性。因此这样就可以把本来O(n)的时间压到O(1)了。听起来也觉得有点神奇吧！！！！！

我前面已经发过一篇斜率优化的是基础了，想明白了相信很容易就可以A掉！！

可以先从这论文里学基于单调性的DP：<http://wenku.baidu.com/view/ef259400bed5b9f3f90f1c3a.html>

做斜率优化DP题目最重要的就是先把题目的DP方程写出来，然后就是构造出 X、Y、K 的问题了，但要注意要证明 X、K的单调性，如果不单调的话就不可以用斜率优化了！！！！！！

拿个题目为例：<http://acm.hdu.edu.cn/showproblem.php?pid=2829>

先把题目的方程写出来，一般都比较容易吧.........

根据题意我们就可以例出DP方程：

a[i][j]  =  min{ a[i-1][k] + s[j-2]\*s[j-1] - s[k]\*s[j-1] - sum[j-2] + sum[k] }   i < k < j     表示 j 后断开，且一共断开了 i 次

s[i] = w[1] + w[2] + ... + w[i] ;                 sum[i] = s[1]\*w[1] + s[2]\*w[2] + ... +s[i]\*w[i] ;

好了，方程写出来了，就要开始构造X、Y、K 了

 对于每次我们是要找最优的 k 值！！！

因此我们就可以把  a[i-1][k]+sum[k] 看作是 Y， 把 s[k]看作是 X， s[j-1] 看作是斜率K，很明显X、Y、K都是单调递增的~~~~~

这样基本上就等于套模板一样就能把题目做出来了！！！！！！！！！！

但有一点要注意：如果X不是严格递增（或递减）的话就会出现斜率不存在的情况！！！！！！自己处理一下就好了~~~~~~

斜率优化的代码一般都不长就写一下入队出队（要注意边界问题！！！！！），几乎就没了，呵呵！！！！

代码：

#include<iostream>  
using namespace std;

\_\_int64 s[1005], sum[1005],a[1003][1003],mark[1003];  
double list[1003];

int main()  
{  
    \_\_int64 n,m,w,i,j,l,r, min;  
    while(scanf("%I64d%I64d", &n,&m) && n)  
    {  
        for(i=1; i<=n; i++)  
        {  
            scanf("%I64d", &w);  
            s[i] = s[i-1] + w;  
            sum[i] = sum[i-1] + s[i]\*w;  
        }  
        if(m)  
        {  
            for(i=2; i<=n; i++)  
            {  
                a[1][i] = s[i-1]\*s[i-2] - sum[i-2];  
            }    
            for(i=2; i<=m; i++)  
            {  
                l=r=0;  
                list[0] = 0;  
                mark[0] = i;  
                for(j=i+1; j<=n; j++)  
                {  
                  while(l<r && a[i-1][mark[l+1]]+sum[mark[l+1]-1] - s[j-1]\*s[mark[l+1]-1] <= a[i-1][mark[l]]+sum[mark[l]-1] - s[j-1]\*s[mark[l]-1])  
                    {  
                        l++;  
                    }  
                    a[i][j] = a[i-1][mark[l]] + s[j-2]\*s[j-1] - s[mark[l]-1]\*s[j-1] - sum[j-2] + sum[mark[l]-1];  
                    while( ((a[i-1][j]+sum[j-1])-(a[i-1][mark[r]]+sum[mark[r]-1])) / (s[j-1]-s[mark[r]-1]) <= list[r])  
                    {  
                        r--;  
                    }  
                    list[r+1] = ((a[i-1][j]+sum[j-1])-(a[i-1][mark[r]]+sum[mark[r]-1])) / (s[j-1]-s[mark[r]-1]);  
                    mark[r+1] = j;  
                    r++;  
                }  
            }  
            min = s[n]\*s[n-1] - sum[n-1];  
            for(i=m+1; i<=n; i++)  
            {  
                if(a[m][i]+sum[i-1]-s[n]\*s[i-1] < min)  
                    min = a[m][i]+sum[i-1]-s[n]\*s[i-1];  
            }  
            min += s[n]\*s[n-1] - sum[n-1];  
        }  
        else  
            min = s[n]\*s[n-1] - sum[n-1];  
        printf("%I64d\n", min);  
    }  
    return 0;  
}