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Abstract

Today’s modern day, just about everyone has a smart device of some kind. Along with these smart devices, users have applications from utilities to social media. However, with this great technology, many of us are sacrificing our data’s security for usability. In additon, with all the great social media platforms, messaging services, other forms of communication, we are prone to attacks. Facebook had in the past was in the cross hairs for having user passwords left in plaintext form, which left their clients very vulnerable to fraud and other attacks. Global Secure Messaging App (GSEM) for short, is a solution to all of those worries by incorporating AES and RSA algorithms, communicaton from one client to another is all secured on the client and server side of the application.
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1. Introduction

Global Secure Messaging App also refered as GSEM, can be thought of as a form of communication that keeps privacy in mind. Using a combination of an AES and RSA together to provide end to end security for the clients when they wish to communicate with one another.

Security in today’s day is very ugly and not the cleanest and most intuative which leaves it prone to human error. GSEM is currently designed for the Android operating system, and is designed in a way that is intutative and modern to the end user. I have based the user inteface to look like facebook or some other similar social media platform. I did this by incorporating the following pages; Welcome page, Login, Register, Profile, Chat, and People.

On the people tab, the users can find other people on the app, send friend requests and communicate by sending text messages to oneanother. If an user forgets their password, they can simply press the recover text view and a dialog will popup to walk them through a very simple recovery process within two clicks in the android application.

2. Background

During the very early phase of this project, I had several ideas that would help make this implementation as smoothly as possible. Many of those ideas did not work out as planned, which led me to this social media based design. As I stated before, there exists an option to send people friend requests, but what I did not mention is the significance.

I have chosen to use friend requests as the delivery method for exchanging the public keys of the end users. After many trials and errors, I am confident to say that I will be continuing the hybrid approach of both AES and RSA encryption since it appears to be accomplishing the goal.

3. Methodology

When the user when they open the app is prompted by a “register” or “login” option. Chances are the end user is new to the application and will choose to create an account with GSEM. Currently the app is named Firebase secure chat app.

On user registration they will be asked for a valid email address and their desired password. All input provided by the user will be hashed using hashmaps, nothing is stored in plaintext in the database (avoiding facebook’s mistakes). From there the user can edit their profile page and add their full name, phone number, profile image, and cover image. Once that is complete within the profile page, the user can generate a public and private key pair. This is important as after looking around on the web, it is not secure to have the server generate these keys and send it to the clients. Therfore, I solved this by allowing the user to create the key pair on their local android device, and then the public key on creation would be sent to the firebase database. Where it would be stored in the User table in the column labeled public key with that particular user.

Currently I am using Firebase as the backend for the application as it fits perfectly for this kind of application.

Once the user has his / her account all setup, they may proceed to the people’s tab to look up other users by their name or email addresses. From there they can send a friend request which if accepted will allow the two individuals to exchange public keys which would be stored in the friends table for each respective user using the uid (user identification number).

Once the users have accepted eachother’s friend requests they will be able to send eachother messages, files, images, videos, etc. All of this will be secured. For the case that someone manages to inflitrate or tamper with any of the messages going back and forth between clients, I am in the process of incorporating digital signatures to validate that the messages have not been touched. If the message has been tampered with it would be deleted and the recipeient would not see it. Both parties would have to regenerate their public and private keys and update the database.

4. Experiments

I have tested various designs to implement this. Currently the chat application and RSA are not yet integreated together as I just finished writing the RSA implementation and chat java files.

Online I found various githubs about peer to peer chat apps using java socket programming. I looked at those for ideas on the logic for two clients being able to communicate with eachother. The only difference with those and what I currently have, is peer to peer does not typically (usually) involve a server. My current implmenation does for security reasons.

5. Discussion / Analysis / Conclusion

*Items Completed:*

* Created Firebase backend servic
* User Registration and Login is fully functional
* Images, and other media files are permitted on the server
* All data within the database is hashed, nothing is in plaintext
* If the user is not signed in, they will be redirected to the welcome screen as they do not have access to the internal functionality without an account
* App uses SMTP protocol to send recovery password email to the user granted that the email address is valid.
* All fields have checks to ensure that everything is formatted properly. Will prevent an user from registering or logging in if an error exists
* Configured / integrated realtime database
* Configured / integrated cloud storage access for users
* Specified the routes to each activity to prevent an user from accessing something they are not.

*Todo List:*

* Rename project to GSEM, (current title was from one of my many sandbox environments I created).
* Add Instant messaging module into Android Studio Project
* Add the RSA and AES key pair generaator implementation java files to preojct
* Store the Private Key into a keystore
* Send the public key to the Firebase database.
* Process Images using Digital Imaging Processing (found a book online from tutorials point that explains how to scramble and rearrange pixels in a secure fashion).
* Remove / Delete friend,
  + Which will delete any public key relation to that friend so the two can no longer communicate nor see their past messages.

*If time is remaining todo list:*

* Incorporate SMS authentication by validating user is real by prompting for a verification code that is sent by text message.
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