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# Вступ

Вступна частина роботи має на меті забезпечити комплексне розуміння контексту, в якому вирішується важлива проблема. Сучасний стан досліджуваної проблеми визначається складністю вирішення завдань, частиною яких вже вдалося розв'язати. Знаходження практичних рішень в даній галузі здійснюється вже провідними фірмами і вченими. Однак існують прогалини в знаннях, що потребують додаткового дослідження.

Визначення світових тенденцій розв'язання проблеми стає ключовим етапом у вступі, що сприяє збагаченню та обґрунтуванню методів та підходів. Актуальність роботи обумовлена необхідністю вирішення конкретних завдань та важливістю її внеску у розвиток галузі. Зазначається мета роботи, визначається галузь застосування, а також встановлюється взаємозв'язок із схожими дослідженнями. Робота має особливий внесок в контексті існуючих досліджень і є необхідною для подальшого розвитку обраної галузі.

Таким чином, вступна частина роботи є необхідним елементом для формування повноцінного уявлення про стан галузі та важливість вирішення досліджуваної проблеми.

# СТРУКТУРИ ДАНИХ

## Алгоритм пірамідального сортування

Алгоритм пірамідального сортування є ефективним методом сортування, який базується на використанні структури даних "куча". Основна ідея полягає у побудові бінарної кучі з непосортованого масиву та подальшому впорядкуванні елементів шляхом видалення максимального (або мінімального) елементу із кучі. Цей процес повторюється до повного впорядкування всього масиву.

Індивідуальне завдання. Книжки в бібліотеці характеризуються наступними даними:

* автор;
* назва;
* жанр;
* видавництво;
* рік публікації;
* кількість сторінок;
* загальна кількість екземплярів;
* кількість екземплярів у читачів.

Визначити книжки, кількість наявних екземплярів яких у  бібліотеці в поточний момент входить у перші 50 %. Обчислити  сумарну кількість наявних екземплярів таких книжок

Гешування та B-дерева представляють собою важливі структури даних і супроводжуються відповідними алгоритмами для ефективного управління та пошуку даних.

Геш-таблиці використовують хеш-функції для визначення місця збереження даних. Основна ідея полягає у використанні хеш-функції для перетворення ключів у індекси, за якими можна швидко здійснювати доступ до даних. Індивідуальне завдання може включати створення геш-таблиці для швидкого пошуку книг в бібліотеці за автором чи назвою.

B-дерева - це балансовані дерева, які забезпечують ефективний пошук та вставку даних. Вони особливо корисні для управління великими об'ємами даних. Індивідуальне завдання може включати створення B-дерева для швидкого доступу до книг в бібліотеці за роком публікації.

Програмне забезпечення для реалізації геш-таблиць і B-дерев повинне включати функції додавання, видалення та пошуку даних, а також можливість відображення результатів в екранних формах зручного інтерфейсу користувача.

Результати розв'язання завдання можуть включати швидкість виконання операцій вставки, видалення та пошуку для обох структур даних. Характеристики роботи алгоритмів можуть включати часові та пам'ятеві витрати.

Порівняння структур даних може бути здійснене на основі їхньої ефективності в розв'язанні конкретного завдання, враховуючи особливості і вимоги завдання.

Індивідуальне завдання.  Створити геш-таблицю, що використовує метод ланцюжків  для розв’язання колізій та геш-функцію множення. Геш-таблицю  заповнити на основі виділення інформації з текстового файлу, в якому  містяться прізвища, ім’я і по батькові співробітників фірми та займані  ними посади. Визначити посаду заданого співробітника.

Індивідуальне завдання. Дані про власників автомобілів включають ідентифікаційний  номер транспортного засобу, дату реєстрації та власника (прізвище,  ім’я, по батькові). Сформувати дерево з інформації про власників  автомобілів. Реалізувати пошук інформації про автомобіль за заданим  ідентифікаційним номером транспортного засобу, визначення осіб, які  володіють більше ніж одним автомобілем.

## Удосконалені методи розроблення та аналізу

### Жадібний алгоритм та Алгоритм Хаффмана:

Жадібні алгоритми вирішують проблеми шляхом прийняття локально оптимальних рішень на кожному кроці з надією на досягнення глобально оптимального рішення. Алгоритм Хаффмана є прикладом жадібного алгоритму, який використовується для стискання даних. Основна його ідея - призначити коротші коди більш часто вживаним символам, що дозволяє скоротити загальну довжину коду.

Індивідуальне завдання. На дачі стоїть велика діжка, яка вміщує задану кількість рідини.  Хазяїн використовує її для поливу рослин, але не маючи  централізованого водопостачання, має принести воду з річки. У його  розпорядженні є відра заданого обсягу. Визначити, яку мінімальну  кількість відер води хазяїну потрібно принести з річки, щоб заповнити  діжку. Вважати, що кожне відро може бути принесене тільки повністю  заповненим, адже хазяїн не хоче носити зайвий вантаж. Результати  виводити, демонструючи кількість відер кожного обсягу

Результати розв'язання завдання можуть бути представлені у вигляді ефективності стиснення та швидкості обробки даних. Характеристики роботи алгоритму можуть включати час виконання та розмір стиснутого файлу.

### Динамічне програмування:

Динамічне програмування є методом розв'язання складних задач шляхом розбиття їх на менші підзадачі та ефективного вирішення кожної з них, а потім складання результатів. Це застосовується для оптимізації завдань, які можна розбити на незалежні підзадачі.

Індивідуальне завдання 1. Послідовність складається з деякого набору цілих чисел.  Елементи послідовності можуть бути, як від’ємними, так і  невід’ємними цілими числами. Визначити найдовшу спадну  підпослідовність даної послідовності. Вивести на екран довжину такої  послідовності та всі її члени.

Індивідуальне завдання 2. На одній з вулиць містечка будинки класифіковано за трьома  типами: перший – звичайні житлові споруди, другий – промислові  споруди, а третій – міські заклади (лікарні, школи тощо). У результаті  вулиця схематично зображена набором літер, кожна з яких визначає  тип будинку. У процесі збору інформації про місто була створена  матриця – таблиця, в якій кожен стовпчик і рядок відповідають  одному з типів будівель. Відповідно клітинка такої таблиці визначає,  чи розташовані на даній вулиці міста поруч будівлі заданого типу.  Матриця симетрична. Визначити, скільки існує способів взаємного  розташування будинків даних типів між собою за заданою матрицею  для заданої кількості будинків на вулиці, тобто кількість можливих  наборів літер заданої довжини, що відповідають заданій матриці.

## Алгоритми роботи з графами

Алгоритми обходу графів, такі як DFS (Depth-First Search) та BFS (Breadth-First Search), використовуються для вивчення графів та виявлення їхньої структури. DFS використовує глибинний підхід, досліджуючи граф по глибині, тоді як BFS використовує широкий підхід, рухаючись по рівнях графа. На рисунку 2.1 показаний приклад DFS. На рисунку 2.2 показаний приклад BFS.

![](data:image/png;base64,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)

Рисунок 2.1 – Приклад DFS
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Рисунок 2.2 – Приклад BFS

Програмне забезпечення для реалізації цих алгоритмів повинно включати можливість відображення графа та результатів обходу у відповідних екранних формах. Характеристики роботи алгоритмів можуть включати швидкість обходу, витрати пам'яті та придатність для графів різного розміру та структури.

Алгоритми пошуку найкоротших шляхів, такі як Dijkstra та Алгоритм Беллмана-Форда, використовуються для знаходження оптимальних маршрутів між вузлами графа. Dijkstra працює для неорієнтованих графів з невід'ємними вагами, тоді як Беллман-Форд дозволяє обробляти графи з вагами, що можуть бути від'ємними.

Програмне забезпечення для реалізації цих алгоритмів повинно включати можливість відображення графа та знайдених найкоротших шляхів у відповідних екранних формах. Характеристики роботи алгоритмів можуть включати час виконання, точність та ефективність в умовах різних графів.

Алгоритм Форда-Фалкерсона використовується для знаходження максимального потоку в мережі. Його особливість полягає у використанні покращень алгоритму пошуку шляху виток-стік, щоб систематично збільшувати потік у графі.

Програмне забезпечення для реалізації цього алгоритму повинно включати можливість відображення мережі та результатів роботи алгоритму у відповідних екранних формах. Характеристики роботи алгоритму можуть включати час виконання, максимальний потік та ефективність в умовах різних мереж.

Індивідуальне завдання 1. Користувач визначає граф, задає вершину даного графа та  деяку відстань. Визначити перелік всіх вершин графа, які знаходяться  на заданій відстані від заданої вершини.

Індивідуальне завдання 2. Виконати класифікацію ребер графа на ребра дерева, зворотні  ребра, прямі ребра та перехресні ребра. Визначити, чи є заданий  орієнтований граф ациклічним.

Індивідуальне завдання 3. Перетворити задане користувачем слово A у слово B,  створюючи при цьому ланцюжок перетворень. У кожному такому  перетворенні змінюється тільки одна буква слова на іншу. При цьому  всі слова мають існувати у відповідній мові. Використати перелік слів  з орфографічного словника для побудови графа, у якому програмно  визначити ребра, які мають з’єднувати вершини тільки у тому  випадку, якщо з одного слова можна отримати інше заміною однією  літери.

Індивідуальне завдання 4. Мапа визначає авіасполучення між містами Північної  Америки. Кожний переліт з однієї точки на мапі в іншу має деяку  мінімальну вартість, при чому зворотній рейс може коштувати іншу  суму. Мандрівник хоче визначити авіапереліт між заданими містами, який має мінімальну вартість, розглядаючи зокрема і варіанти з  пересадками. При цьому мандрівник має дисконтну програму з  деякими авіаперевізниками, за якою ціна на деякі рейси може бути для  нього знижена на деяку постійну суму (тобто вартість деяких рейсів  може виявитися для нього прибутковою, в такому разі сума  накопичується на окремому його рахунку).

 Індивідуальне завдання 5. Мапа визначає автомобільні шляхи деякої частини міста  Запоріжжя. Деякі вулиці мають односторонній рух, а на деяких  можуть зустрічатися корки. Використовуючи дану інформацію та  враховуючи обмеження швидкості на вулицях, визначити  найкоротший шлях, яким можна дістатися з однієї заданої точки у  Запоріжжі до іншої в даний момент часу.

Індивідуальне завдання 6. Визначити найкоротші шляхи між всіма точками на мапі  міста Запоріжжя, використовуючи обмеження попереднього завдання.

# Висновки

У результаті самостійної роботи були отримані значущі результати, які засвідчують успішність вирішення поставленої задачі. Аналізуючи одержані результати, варто відзначити їхню важливість та відповідність світовим тенденціям вирішення схожих завдань.

В процесі вивчення алгоритмів роботи з графами було реалізовано ефективне програмне забезпечення для обходу графів, пошуку найкоротших шляхів та використання алгоритму Форда-Фалкерсона для знаходження максимального потоку в мережі. Реалізація алгоритмів була детально відображена у відповідних екранних формах, що забезпечило зручний інтерфейс користувача.

Важливим аспектом є високий рівень достовірності отриманих результатів. Якісні та кількісні показники підтверджують ефективність використаних алгоритмів у конкретних умовах вирішення завдань з графами.

Зазначаючи галузі використання результатів роботи, слід відзначити їхню придатність для вирішення різноманітних завдань у сферах науки, техніки та інших галузях. Отримані алгоритми можуть бути використані для оптимізації процесів, пов'язаних з графовою моделлю даних.

Народногосподарська, наукова та соціальна значущість роботи визначається її внеском у розвиток області обробки графових структур та оптимізації задач, пов'язаних із мережами. Рекомендації щодо використання отриманих результатів можуть включати їхнє застосування в сучасних інформаційних системах, транспортних мережах, телекомунікаційних технологіях та інших областях.

Важливо підкреслити, що результати роботи є актуальним внеском у галузь та можуть служити основою для подальших досліджень та розробок.
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# Додаток А - Код програми

src\vite-env.d.ts

/// <reference types="vite/client" />

src\config\delay.ts

export const DELAY = 200

src\config\nodeColors.ts

export const NODE\_COLORS = {

default: 'white',

checked: 'var(--color-red-300)',

progress: 'var(--color-yellow-300)',

done: 'var(--color-green-300)',

passed: 'var(--color-slate-300)'

}

src\data\words.ts

export default [

'aahs',

'aals',

'abac',

'abas',

'abba',

'abbe',

'abbs',

'abed',

'abet',

'abid',

'able',

'ably',

'abos',

'abri',

'abut',

'abye',

'abys',

'acai',

'acca',

'aced',

'acer',

'aces',

'ache',

'achy',

'acid',

'acme',

'acne',

'acre',

'acta',

'acts',

'acyl',

'adaw',

'adds',

'addy',

'adit',

'ados',

'adry',

'adze',

'aeon',

'aero',

'aery',

'aesc',

'afar',

'affy',

'afro',

'agar',

'agas',

'aged',

'agee',

'agen',

'ager',

'ages',

'agha',

'agin',

'agio',

'aglu',

'agly',

'agma',

'agog',

'agon',

'ague',

'ahed',

'ahem',

'ahis',

'ahoy',

'aias',

'aida',

'aide',

'aids',

'aiga',

'ails',

'aims',

'aine',

'ains',

'airn',

'airs',

'airt',

'airy',

'aits',

'aitu',

'ajar',

'ajee',

'akas',

'aked',

'akee',

'akes',

'akin',

'alae',

'alan',

'alap',

'alar',

'alas',

'alay',

'alba',

'albe',

'albs',

'alco',

'alec',

'alee',

'alef',

'ales',

'alew',

'alfa',

'alfs',

'alga',

'alif',

'alit',

'alko',

'alky',

'alls',

'ally',

'alma',

'alme',

'alms',

'alod',

'aloe',

'aloo',

'alow',

'alps',

'also',

'alto',

'alts',

'alum',

'alus',

'amah',

'amas',

'ambo',

'amen',

'ames',

'amia',

'amid',

'amie',

'amin',

'amir',

'amis',

'amla',

'ammo',

'amok',

'amps',

'amus',

'amyl',

'anal',

'anan',

'anas',

'ance',

'ands',

'anes',

'anew',

'anga',

'anil',

'anis',

'ankh',

'anna',

'anno',

'anns',

'anoa',

'anon',

'anow',

'ansa',

'anta',

'ante',

'anti',

'ants',

'anus',

'apay',

'aped',

'aper',

'apes',

'apex',

'apod',

'apos',

'apps',

'apse',

'apso',

'apts',

'aqua',

'arak',

'arar',

'arba',

'arbs',

'arch',

'arco',

'arcs',

'ards',

'area',

'ared',

'areg',

'ares',

'aret',

'arew',

'arfs',

'argh',

'aria',

'arid',

'aril',

'aris',

'arks',

'arle',

'arms',

'army',

'arna',

'arow',

'arpa',

'arse',

'arsy',

'arti',

'arts',

'arty',

'arum',

'arvo',

'aryl',

'asar',

'asci',

'asea',

'ashy',

'asks',

'asps',

'atap',

'ates',

'atma',

'atoc',

'atok',

'atom',

'atop',

'atua',

'auas',

'aufs',

'auks',

'aula',

'auld',

'aune',

'aunt',

'aura',

'auto',

'aval',

'avas',

'avel',

'aver',

'aves',

'avid',

'avos',

'avow',

'away',

'awdl',

'awed',

'awee',

'awes',

'awfy',

'awks',

'awls',

'awns',

'awny',

'awol',

'awry',

'axal',

'axed',

'axel',

'axes',

'axil',

'axis',

'axle',

'axon',

'ayah',

'ayes',

'ayin',

'ayre',

'ayus',

'azan',

'azon',

'azym'

]

src\models\Edge.ts

import { Node } from './Node'

class Edge {

adjacentNode: Node

weight: number

status: 'standart' | 'no-direction' = 'standart'

type: 'default' | 'forward' | 'cross' | 'back' = 'default'

constructor(

adjacentNode: Node,

weight: number,

status: 'standart' | 'no-direction' = 'standart'

) {

this.adjacentNode = adjacentNode

this.weight = weight

this.status = status

}

}

export { Edge }

src\models\Graph.ts

import { Edge } from './Edge'

import { Node } from './Node'

export type GraphValue = string

export class Graph {

graph = new Map<GraphValue, Node>()

mode: 'directed' | 'undirected' = 'directed'

weights: boolean = false

addOrGetNode(

graph: Map<GraphValue, Node>,

value: GraphValue,

x?: number,

y?: number

) {

if (value.length === 0) return null

if (graph.has(value)) return graph.get(value) as Node

const node: Node = new Node(value, x, y)

graph.set(value, node)

return node

}

toggleEdge(fromNode: Node, toNode: Node, weight: number = 1) {

const findedEdgeFromTo = [...fromNode.edges].find(edge => {

return edge.adjacentNode === toNode

})

const findedEdgeToFrom = [...toNode.edges].find(edge => {

return edge.adjacentNode === fromNode

})

if (findedEdgeFromTo) {

if (findedEdgeFromTo.status === 'no-direction') {

findedEdgeFromTo.status = 'standart'

return

}

fromNode.edges.delete(findedEdgeFromTo)

toNode.parents.delete(fromNode)

if (findedEdgeToFrom) {

if (this.mode === 'directed') {

if (findedEdgeToFrom.status === 'no-direction') {

toNode.edges.delete(findedEdgeToFrom)

fromNode.parents.delete(toNode)

}

if (findedEdgeToFrom.status === 'standart') {

const newEdge = new Edge(toNode, 1, 'no-direction')

fromNode.edges.add(newEdge)

toNode.parents.set(fromNode, newEdge)

}

}

if (this.mode === 'undirected') {

toNode.edges.delete(findedEdgeToFrom)

fromNode.parents.delete(toNode)

}

}

} else {

const newEdge = new Edge(toNode, weight, 'standart')

fromNode.edges.add(newEdge)

toNode.parents.set(fromNode, newEdge)

if (!findedEdgeToFrom) {

if (this.mode === 'directed') {

const newEdge = new Edge(fromNode, weight, 'no-direction')

toNode.edges.add(newEdge)

fromNode.parents.set(toNode, newEdge)

}

if (this.mode === 'undirected') {

const newEdge = new Edge(fromNode, weight, 'standart')

toNode.edges.add(newEdge)

fromNode.parents.set(toNode, newEdge)

}

}

}

}

createGraph(

graphData: {

from: GraphValue

to: GraphValue

weight: number

x: number

y: number

}[]

) {

const newGraph = new Map<GraphValue, Node>()

for (const row of graphData) {

const node = this.addOrGetNode(newGraph, row.from)

if (!node) continue

node.x = row.x

node.y = row.y

const adjuacentNode = this.addOrGetNode(newGraph, row.to)

if (adjuacentNode === null) continue

this.toggleEdge(node, adjuacentNode, row.weight)

// const edge = new Edge(adjuacentNode, row.weight)

// node?.edges.add(edge)

}

return newGraph

}

}

src\models\Node.ts

import { Edge } from './Edge'

import { GraphValue } from './Graph'

class Node {

value: GraphValue

edges = new Set<Edge>()

parents = new Map<Node, Edge>()

x: number | null = null

y: number | null = null

status: 'default' | 'progress' | 'done' | 'passed' = 'default'

constructor(

value: GraphValue,

x: number | null = null,

y: number | null = null

) {

this.value = value

this.x = x

this.y = y

}

toString() {

return JSON.stringify({

from: this.value,

to: -1,

weight: 1,

x: this.x,

y: this.y

})

}

}

export { Node }

src\pages\dynamic\FirstTask.class.ts

/\*

В. Послідовність складається з деякого набору цілих чисел.

Елементи послідовності можуть бути, як від’ємними, так і

невід’ємними цілими числами.

Визначити найдовшу спадну підпослідовність даної послідовності.

Вивести на екран довжину такої послідовності та всі її члени.

\*/

class FirstTask {

resolve(

nums: number[],

index: number = 0,

previous: number = Infinity

): number[] {

if (index === nums.length) return []

const excludeCurrent = this.resolve(nums, index + 1, previous)

if (nums[index] >= previous) return excludeCurrent

const includeCurrent: number[] = [

nums[index],

...this.resolve(nums, index + 1, nums[index])

]

return includeCurrent.length > excludeCurrent.length

? includeCurrent

: excludeCurrent

}

}

export { FirstTask }

src\pages\dynamic\main.ts

import { FirstTask } from './FirstTask.class'

import { SecondTask } from './SecondTask.class'

console.log('Lab 4 | Algoritms\n')

console.log('Lab 4 | First task\n')

const firstTask = new FirstTask()

const firstTaskOutput = document.querySelector('#first-task-output')

const firstTaskCheckData = [

{

input: [0, 1, 0, 3, 2, 3],

expectedOutput: [3, 2]

},

{

input: [10, 9, 2, 5, 3, 7, 101, 18],

expectedOutput: [10, 9, 5, 3]

},

{

input: [5, 8, 7, 1, 2, 10, 3],

expectedOutput: [8, 7, 3]

},

{

input: [1, 3, 6, 7, 9, 4, 10, 5, 6],

expectedOutput: [10, 6]

},

{

input: [3, 4, 2, 8, 10],

expectedOutput: [4, 2]

},

{

input: [1, 2, 3, 4, 5],

expectedOutput: [5]

},

{

input: [5, 4, 3, 2, 1],

expectedOutput: [5, 4, 3, 2, 1]

},

{

input: [1],

expectedOutput: [1]

},

{

input: [],

expectedOutput: []

},

{

input: [2, 2, 2, 2, 2],

expectedOutput: [2]

}

]

const testData = []

firstTaskCheckData.forEach(test => {

const actual = firstTask.resolve(test.input)

testData.push({

passCheck: JSON.stringify(test.expectedOutput) === JSON.stringify(actual),

input: JSON.stringify(test.input),

expected: JSON.stringify(test.expectedOutput),

actual: JSON.stringify(actual),

length: actual.length

})

})

firstTaskOutput.textContent = JSON.stringify(testData, null, 2)

// console.table(testData)

console.log('\nLab 4 | Second task\n')

const secondTask = new SecondTask()

const secondTaskOutput = document.querySelector('#second-task-output')

const dataForSecond = [

{

matrix: [

[1, 0, 0],

[0, 1, 0],

[0, 0, 1]

],

count: 6

},

{

matrix: [

[1, 1, 0],

[1, 0, 1],

[0, 1, 1]

],

count: 6

},

{

matrix: [

[1, 1, 1],

[1, 1, 1],

[1, 1, 1]

],

count: 6

},

{

matrix: [

[1, 1, 1],

[1, 1, 1],

[1, 1, 1]

],

count: 7

}

]

dataForSecond.forEach(data => {

const result = secondTask.resolve(data.matrix, data.count)

secondTaskOutput.textContent =

secondTaskOutput.textContent +

'\n' +

`On matrix = ${JSON.stringify(data.matrix)}, count = ${

data.count

} result = ${result.length}\n${JSON.stringify(result)}\n`

})

src\pages\dynamic\SecondTask.class.ts

/\*

Д. На одній з вулиць містечка будинки класифіковано за трьома

типами: перший – звичайні житлові споруди, другий – промислові

споруди, а третій – міські заклади (лікарні, школи тощо).

У результаті вулиця схематично зображена набором літер, кожна з яких визначає

тип будинку. У процесі збору інформації про місто була створена

матриця – таблиця, в якій кожен стовпчик і рядок відповідають

одному з типів будівель.

Відповідно клітинка такої таблиці визначає,

чи розташовані на даній вулиці міста поруч будівлі заданого типу.

Матриця симетрична.

Визначити, скільки існує способів взаємного

розташування будинків даних типів між собою за заданою матрицею

для заданої кількості будинків на вулиці,

тобто кількість можливих

наборів літер заданої довжини, що відповідають заданій матриці.

\*/

class SecondTask {

checkItemOnValid(matrix: number[][], item: string) {

for (let i = 0; i < matrix.length; i++) {

for (let j = 0; j < matrix[i].length; j++) {

if (matrix[i][j] === 0) continue

if (!(item.includes(`${i}${j}`) || item.includes(`${j}${i}`))) {

return false

}

}

}

return true

}

resolve(matrix: number[][], count: number): string[] {

const results: string[] = []

const inner = (result: string = '', currentIndex: number = 0): void => {

if (currentIndex === count) {

if (this.checkItemOnValid(matrix, result)) {

results.push(result)

}

return

}

for (let type = 0; type < 3; type++) {

if (matrix[type][result[currentIndex - 1]] === 0) {

continue

}

inner(result + type, currentIndex + 1)

}

}

inner()

return results

}

}

export { SecondTask }

src\pages\graph\main.ts

import './style.css'

import { Graph, GraphValue } from '../../models/Graph'

import { Edge } from '../../models/Edge'

import { Node } from '../../models/Node'

import { NODE\_COLORS } from '../../config/nodeColors'

import { DELAY } from '../../config/delay'

import words from '../../data/words'

async function sleep(time: number) {

await new Promise(resolve => {

setTimeout(() => {

resolve(null)

}, time)

})

}

class TreeNode {

value: GraphValue

childrens: TreeNode[] = []

constructor(value: GraphValue) {

this.value = value

}

find(node: TreeNode, value: GraphValue): TreeNode | undefined {

if (node.value === value) return node

for (const child of node.childrens) {

const result = this.find(child, value)

if (result) {

return result

}

}

return undefined

}

add(node: TreeNode) {

this.childrens.push(node)

}

}

class Tree {

root: TreeNode

constructor(value: GraphValue) {

this.root = new TreeNode(value)

}

add(node: GraphValue, value: GraphValue) {

const prevNode = this.root.find(this.root, node)

if (!prevNode) return

prevNode.add(new TreeNode(value))

}

display() {

console.log(this.root)

}

}

const DEBUG = false

class App {

graph: Graph

offsetX = 0

offsetY = -105

lastGraph: 'default' | 'lb5' | 'lb61' | 'lb62' = 'default'

mouseDownValues: {

active: boolean

target: HTMLElement | null

innerOffsetX: number

innerOffsetY: number

} = {

active: false,

target: null,

innerOffsetX: 0,

innerOffsetY: 0

}

algorithmActiveId: number | null = -1

currentClickedTarget: HTMLElement | null = null

pressedKeyCode: string | null = null

constructor() {

this.graph = new Graph()

// this.initializeGraph()

this.initializeGraphForLB61()

this.render()

}

onKeyDown(event: KeyboardEvent): void {

this.pressedKeyCode = event.code

if (event.code === 'Escape') {

this.currentClickedTarget = null

this.render()

}

}

onKeyUp(event: KeyboardEvent): void {

if (this.pressedKeyCode === event.code) {

this.pressedKeyCode = null

this.render()

}

}

onMouseDown(e: MouseEvent) {

this.mouseDownValues = {

active: true,

target: e.target as HTMLElement,

innerOffsetX:

e.clientX - (e.target as HTMLElement).getBoundingClientRect().x - 20,

innerOffsetY:

e.clientY - (e.target as HTMLElement).getBoundingClientRect().y - 20

}

}

onMouseUp() {

this.mouseDownValues = {

active: false,

target: null,

innerOffsetX: 0,

innerOffsetY: 0

}

}

onMouseMove(e: MouseEvent) {

if (!this.mouseDownValues.active) return

if (this.pressedKeyCode === 'Space') {

console.log(e)

this.offsetX += e.movementX

this.offsetY += e.movementY

this.render()

} else {

if (!this.mouseDownValues.target) return

if (!this.mouseDownValues.target.dataset.elementid) return

const node = this.graph.graph.get(

this.mouseDownValues.target.dataset.elementid

)

if (!node) return

node.x = e.clientX - this.offsetX - this.mouseDownValues.innerOffsetX

node.y = e.clientY - this.offsetY - this.mouseDownValues.innerOffsetY

this.render()

console.log(this.mouseDownValues.target.dataset.elementid)

}

}

onClick(e: MouseEvent) {

console.log('click')

if ((e.target as HTMLElement).tagName !== 'svg') {

if (!(e.target as HTMLElement).dataset.elementid) return

console.log('currentClikedTarget: ', this.currentClickedTarget)

if (

this.currentClickedTarget !== null &&

this.currentClickedTarget !== e.target

) {

const nodePrev = this.graph.graph.get(

this.currentClickedTarget.dataset.elementid || ''

)

const nodeCurrent = this.graph.graph.get(

(e.target as HTMLElement).dataset.elementid || ''

)

if (!nodePrev || !nodeCurrent) return

this.graph.toggleEdge(nodePrev, nodeCurrent)

// const findedEdge = [...nodePrev.edges].find(edge => {

// return edge.adjacentNode === nodeCurrent

// })

// if (!findedEdge) {

// nodePrev.edges.add(new Edge(nodeCurrent, 1))

// } else {

// nodePrev.edges.delete(findedEdge)

// }

this.currentClickedTarget = null

this.render()

return

}

this.currentClickedTarget = e.target as HTMLElement

this.render()

return

}

console.log(e)

console.log({

x: e.x,

y: e.y,

offsetX: this.offsetX,

offsetY: this.offsetY

})

const lastElement = [...this.graph.graph.values()].reduce((acc, node) => {

const asNumber = Number(node.value)

if (isNaN(asNumber)) {

return acc

}

return asNumber > acc ? asNumber : acc

}, -1)

this.graph.addOrGetNode(

this.graph.graph,

String(lastElement + 1),

e.clientX - this.offsetX,

e.clientY - this.offsetY

)

this.render()

}

onContextMenu(e: MouseEvent) {

e.preventDefault()

if (!(e.target as HTMLElement).dataset.elementid) return

const nodeId = (e.target as HTMLElement).dataset.elementid || ''

const node = this.graph.graph.get(nodeId)

if (!node) return

this.graph.graph.forEach(graphNode => {

graphNode.edges = new Set(

[...graphNode.edges].filter(edge => {

return edge.adjacentNode !== node

})

)

})

this.graph.graph.delete(nodeId)

this.render()

}

// #nodeStatusChanger(node: Node, newStatus: 'default' | 'progress' | 'done') {

// node.status = newStatus

// }

#graphNodesStatusResetter(id: number) {

if (this.algorithmActiveId !== id) return

this.graph.graph.forEach(node => {

if (this.algorithmActiveId !== id) return

node.status = 'default'

})

this.render()

}

#graphEdgesTypeResetter(id: number) {

if (this.algorithmActiveId !== id) return

this.graph.graph.forEach(node => {

if (this.algorithmActiveId !== id) return

node.edges.forEach(edge => {

edge.type = 'default'

})

})

this.render()

}

async #setNodeStatus(

node: Node,

params: {

status?: Node['status']

sleep?: boolean

render?: boolean

statusForChange?: Node['status'] | 'any'

renderBeforeSleep?: boolean

} = {}

) {

const status = params.status ?? 'default'

const sleepFlag = params.sleep ?? true

const render = params.render ?? true

const statusForChange = params.statusForChange ?? node.status

const renderBeforeSleep = params.renderBeforeSleep ?? false

if (statusForChange && statusForChange === node.status) {

node.status = status

}

if (render && renderBeforeSleep) {

this.render()

}

if (sleepFlag) {

await sleep(DELAY)

}

if (render && !renderBeforeSleep) {

this.render()

}

}

/\* Algorithms \*/

// TODO: Move to another class

async dfsWrapper(id: number) {

const visited: Node[] = []

for (const item of this.graph.graph.values()) {

if (!visited.includes(item)) {

if (this.algorithmActiveId !== id) {

return

}

await this.dfs(item, visited, id)

}

}

this.render()

}

async dfs(node: Node, visited: Node[], id: number) {

const jungle: Node[] = []

const stack = [node]

while (stack.length > 0) {

if (this.algorithmActiveId !== id) {

return

}

const item = stack.pop()

if (!item) return null

visited.push(item)

jungle.push(item)

;[...item.edges].toReversed().forEach(edge => {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

return

}

const adjacentNode = edge.adjacentNode

if (!visited.includes(adjacentNode) && !stack.includes(adjacentNode)) {

stack.push(adjacentNode)

}

})

await this.#setNodeStatus(item, {

status: 'progress',

sleep: false

})

await sleep(DELAY)

}

this.render()

console.log('DFS:', jungle.map(item => item.value).join(', '))

}

// TODO: Move to another class

async bfsWrapper(id: number) {

const visited: Node[] = []

for (const item of this.graph.graph.values()) {

if (!visited.includes(item)) {

if (this.algorithmActiveId !== id) {

return

}

await this.bfs(item, visited, id)

}

}

this.render()

}

async bfs(node: Node, visited: Node[], id: number) {

const tree = new Tree(node.value)

const queue = [node]

while (queue.length > 0) {

if (this.algorithmActiveId !== id) {

return

}

const item = queue.shift()

if (!item) return null

visited.push(item)

item.edges.forEach(edge => {

if (this.graph.mode === 'directed' && edge.status === 'no-direction')

return

const adjacentNode = edge.adjacentNode

if (!visited.includes(adjacentNode) && !queue.includes(adjacentNode)) {

tree.add(item.value ?? -1, adjacentNode.value ?? -1)

queue.push(adjacentNode)

}

})

await this.#setNodeStatus(item, {

status: 'progress',

sleep: false

})

await sleep(DELAY)

}

tree.display()

this.render()

}

async lb5TaskOne(

node: Node,

visited: Node[],

id: number,

maxLevel = 2,

level = 0

) {

if (level > maxLevel) return []

visited.push(node)

node.status = 'progress'

this.render()

await sleep(DELAY)

const result: (number | null)[] = []

for (const edge of node.edges) {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

continue

}

if (!visited.includes(edge.adjacentNode)) {

if (this.algorithmActiveId !== id) {

return

}

const r = await this.lb5TaskOne(

edge.adjacentNode,

visited,

id,

maxLevel,

level + 1

)

if (r === undefined) {

continue

}

result.push(r)

}

}

return [node.value, ...result].flat()

}

async lb5TaskSecond(id: number) {

const visited: Node[] = []

const startTime: Map<Node, number> = new Map()

const endTime: Map<Node, number> = new Map()

const state: { time: number } = { time: 0 }

for (const item of this.graph.graph.values()) {

if (!visited.includes(item)) {

if (this.algorithmActiveId !== id) {

return

}

await this.lb5TaskSecondInner(

item,

visited,

startTime,

endTime,

state,

id

)

}

}

console.log(startTime.size, endTime.size)

this.render()

}

compareStrings(firstString: string, secondString: string) {

if (firstString === secondString) return true

if (firstString.length !== secondString.length) return false

let differences = 0

for (let i = 0; i < firstString.length; i++) {

if (firstString[i] !== secondString[i]) {

differences++

if (differences > 1) return false

}

}

return true

}

async findPathThird(

start: Node,

end: Node,

visited: Set<Node>,

path: Map<Node, Node>

) {

const queue = [start]

while (queue.length > 0) {

const item = queue.shift()

if (!item) return null

if (item === end) {

return item

}

visited.add(item)

item.edges.forEach(edge => {

if (this.graph.mode === 'directed' && edge.status === 'no-direction')

return

const adjacentNode = edge.adjacentNode

if (!visited.has(adjacentNode) && !queue.includes(adjacentNode)) {

queue.push(adjacentNode)

path.set(adjacentNode, item)

}

})

}

return false

// if (start === end) {

// paths.push([...visited, start])

// console.log(paths.at(-1))

// return

// }

// // if (visited.size > 50) {

// // return

// // }

// visited.add(start)

// for (const edge of start.edges) {

// if (!visited.has(edge.adjacentNode)) {

// this.findPathThird(edge.adjacentNode, end, visited, paths)

// }

// }

// visited.delete(start)

}

async lb5TaskThird(wordFrom: string = 'abba', wordTo: string = 'alba') {

if (wordFrom.length !== wordTo.length) return false

const wordsWithLenght: string[] = words.filter(

word => word.length === wordFrom.length

)

if (wordsWithLenght.includes(wordFrom) === false) return false

if (wordsWithLenght.includes(wordTo) === false) return false

this.lastGraph = 'lb5'

this.graph.graph = new Map()

const newGraph = this.graph

let x = 0

let y = 0

const maxRow = 30

let row = 0

wordsWithLenght.forEach(element => {

newGraph.addOrGetNode(newGraph.graph, element, x, y)

x += 100

if (row >= maxRow) {

y += 100

x = 0

row = 0

}

row++

})

this.render()

console.time('Start creating of graph')

let passed = 0

newGraph.graph.forEach(rootNode => {

newGraph.graph.forEach(node => {

if (rootNode === node) return

const findedEdge = [...rootNode.edges].find(edge => {

return edge.adjacentNode === node

})

if (findedEdge !== undefined) return

if (this.compareStrings(rootNode.value, node.value)) {

newGraph.toggleEdge(rootNode, node)

}

})

passed++

console.log(

`${((passed / wordsWithLenght.length) \* 100).toFixed(2)}% passed`

)

})

console.timeEnd('Start creating of graph')

this.render()

// await sleep(5000)

const startNode = [...newGraph.graph.values()].find(

node => node.value === wordFrom

)

const endNode = [...newGraph.graph.values()].find(

node => node.value === wordTo

)

if (!startNode || !endNode) return

console.log('%c⧭', 'color: #733d00', startNode)

console.log('%c⧭', 'color: #00bf00', endNode)

const path = new Map()

const resultNode = await this.findPathThird(

startNode,

endNode,

new Set(),

path

)

console.log(resultNode, path)

let node = resultNode

const path2: Node[] = []

while (node !== startNode) {

console.log(node)

if (node == undefined || typeof node === 'boolean') {

break

}

path2.unshift(node)

node = path.get(node)

}

console.log(path2)

await sleep(3000)

path2.forEach(item => {

item.status = 'progress'

})

startNode.status = 'done'

endNode.status = 'done'

// this.graph.graph = new Map()

path2.unshift(startNode)

for (let i = 0; i < path2.length; i++) {

const element = path2[i]

// this.graph.graph.set(element.value, element)

const nextElement = path2[i + 1]

element.edges.clear()

if (nextElement) {

element.edges.add(new Edge(nextElement, 1))

}

}

this.graph.graph.forEach((item, key) => {

if (!path2.includes(item) && item !== startNode && item !== endNode) {

this.graph.graph.delete(key)

}

})

this.render()

}

async lb5TaskSecondInner(

node: Node,

visited: Node[],

startTime: Map<Node, number>,

endTime: Map<Node, number>,

state: { time: number },

id: number

) {

const jungle: Node[] = []

if (this.algorithmActiveId !== id) {

return

}

if (!node) return null

startTime.set(node, state.time)

state.time++

visited.push(node)

jungle.push(node)

for (const edge of [...node.edges].toReversed()) {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

continue

}

const adjacentNode = edge.adjacentNode

// if (item.value === 8) debugger

if (!visited.includes(adjacentNode)) {

console.log(

'Tree Edge: ' + node.value + '-->' + adjacentNode.value + '<br>'

)

edge.type = 'default'

await this.lb5TaskSecondInner(

adjacentNode,

visited,

startTime,

endTime,

state,

id

)

} else {

// if parent node is traversed after the neighbour node

const itemStartTime = startTime.get(node) ?? -1

const adjacentStartTime = startTime.get(adjacentNode) ?? -1

const itemEndTime = endTime.get(node) ?? -1

const adjacentEndTime = endTime.get(adjacentNode) ?? -1

console.table({

value: node.value,

// startTime: startTime,

// endTime: JSendTime,

adjacentNode: adjacentNode.value,

itemStartTime: itemStartTime,

adjacentStartTime: adjacentStartTime,

itemEndTime: itemEndTime,

adjacentEndTime: adjacentEndTime

})

if (itemStartTime >= adjacentStartTime && adjacentEndTime === -1) {

console.log(

'Back Edge: ' + node.value + '-->' + adjacentNode.value + '<br>'

)

edge.type = 'back'

}

// if the neighbour node is a but not a part of the tree

else if (itemStartTime < adjacentStartTime && adjacentEndTime !== -1) {

console.log(

'Forward Edge: ' + node.value + '-->' + adjacentNode.value + '<br>'

)

edge.type = 'forward'

}

// if parent and neighbour node do not

// have any ancestor and descendant relationship between them

else {

console.log(

'Cross Edge: ' + node.value + '-->' + adjacentNode.value + '<br>'

)

edge.type = 'cross'

}

}

}

endTime.set(node, state.time)

state.time++

await this.#setNodeStatus(node, {

status: 'progress',

sleep: false

})

await sleep(DELAY)

this.render()

// console.log('DFS:', jungle.map(item => item.value).join(', '))

}

async initHashTables(

start: Node,

graph: Map<GraphValue, Node>,

unprocessedNodes: Set<Node>,

timeToNodes: Map<Node, number>

) {

for (const item of graph) {

const node = item[1]

unprocessedNodes.add(node)

timeToNodes.set(node, Infinity)

}

timeToNodes.set(start, 0)

}

async getNodeWithMinTime(

unprocessedNodes: Set<Node>,

timeToNodes: Map<Node, number>

) {

let nodeWithMinTime: Node | null = null

let minTime = Infinity

for (const node of unprocessedNodes) {

const time = timeToNodes.get(node)

if (time !== undefined && time < minTime) {

minTime = time

nodeWithMinTime = node

}

}

return nodeWithMinTime

}

async calculateTimeToEachNode(

unprocessedNodes: Set<Node>,

timeToNodes: Map<Node, number>

) {

while (unprocessedNodes.size > 0) {

const node = await this.getNodeWithMinTime(unprocessedNodes, timeToNodes)

console.log(node)

if (!node) return

if (timeToNodes.get(node) === Infinity) return

await this.#setNodeStatus(node, {

status: 'progress',

statusForChange: 'default'

})

for (const edge of node.edges) {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

continue

}

const adjacentNode = edge.adjacentNode

if (unprocessedNodes.has(adjacentNode)) {

const nodeTime = timeToNodes.get(node)

if (nodeTime === undefined) continue

const timeToCheck = nodeTime + edge.weight

const adjacentNodeTime = timeToNodes.get(adjacentNode)

if (adjacentNodeTime === undefined) continue

if (timeToCheck < adjacentNodeTime) {

timeToNodes.set(adjacentNode, timeToCheck)

}

}

}

unprocessedNodes.delete(node)

}

}

async getShortestPath(

start: Node,

end: Node,

timeToNodes: Map<Node, number>

) {

const path = []

let node = end

while (node !== start) {

const minTimeToNode = timeToNodes.get(node)

path.unshift(node)

for (const parentAndEdge of node.parents.entries()) {

const parent = parentAndEdge[0]

const parentEdge = parentAndEdge[1]

if (!timeToNodes.has(parent)) continue

const prevNodeFound =

Number(parentEdge.weight + (timeToNodes.get(parent) ?? 0)) ===

minTimeToNode

if (prevNodeFound) {

timeToNodes.delete(node)

node = parent

break

}

}

}

path.unshift(node)

return path

}

async dijkstra(start: Node, end: Node) {

const unprocessedNodes = new Set<Node>()

const timeToNodes = new Map<Node, number>()

await this.initHashTables(

start,

this.graph.graph,

unprocessedNodes,

timeToNodes

)

await this.calculateTimeToEachNode(unprocessedNodes, timeToNodes)

console.log('%c⧭', 'color: #d90000', unprocessedNodes)

console.log('%c⧭', 'color: #ffa640', timeToNodes)

console.log(timeToNodes.get(end))

if (timeToNodes.get(end) === Infinity) return null

return await this.getShortestPath(start, end, timeToNodes)

}

/\* LB 6 2\*/

async bellmanFord(startNode: Node) {

const distances = new Map<Node, number>()

for (const node of this.graph.graph.values()) {

distances.set(node, Infinity)

}

distances.set(startNode, 0)

for (let i = 0; i < this.graph.graph.size; i++) {

for (const currentNode of this.graph.graph.values()) {

for (const edge of currentNode.edges) {

if (

this.graph.mode === 'directed' &&

edge.status === 'no-direction'

) {

continue

}

const newDistance = distances.get(currentNode)! + edge.weight

if (newDistance < distances.get(edge.adjacentNode)!) {

distances.set(edge.adjacentNode, newDistance)

}

}

}

}

for (const currentNode of this.graph.graph.values()) {

if (currentNode === startNode) {

continue

}

for (const edge of currentNode.edges) {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

continue

}

if (

distances.get(currentNode)! + edge.weight <

distances.get(edge.adjacentNode)!

) {

console.error('Graph contains a negative cycle.')

return

}

}

}

return distances

}

floydWarshall(nodes: Node[]) {

const numNodes = nodes.length

// Initialize the distance matrix with Infinity

const distances: number[][] = Array.from({ length: numNodes }, () =>

Array(numNodes).fill(Infinity)

)

// Initialize the distance matrix with actual edge weights

nodes.forEach((node, i) => {

distances[i][i] = 0

node.edges.forEach(edge => {

if (this.graph.mode === 'directed' && edge.status === 'no-direction') {

return

}

const j = nodes.indexOf(edge.adjacentNode)

distances[i][j] = edge.weight

})

})

// Floyd-Warshall algorithm

for (let k = 0; k < numNodes; k++) {

for (let i = 0; i < numNodes; i++) {

for (let j = 0; j < numNodes; j++) {

if (distances[i][k] + distances[k][j] < distances[i][j]) {

distances[i][j] = distances[i][k] + distances[k][j]

}

}

}

}

nodes.forEach((nodeTop, i) => {

nodes.forEach((nodeBottom, j) => {

const result = distances[i][j]

if (result === Infinity) return

console.log(`${nodeTop.value} => ${nodeBottom.value}: ${result}`)

})

})

return distances

}

async findPath(

start: Node,

end: Node,

visited: Node[],

path: Node[],

id: number

) {

if (start === end) {

path.push(start)

await this.#setNodeStatus(start, {

status: 'done',

sleep: false

})

return true

}

visited.push(start)

await this.#setNodeStatus(start, {

status: 'progress'

})

for (const edge of start.edges) {

if (this.algorithmActiveId !== id) {

return

}

if (!visited.includes(edge.adjacentNode)) {

if (await this.findPath(edge.adjacentNode, end, visited, path, id)) {

if (this.algorithmActiveId !== id) {

return

}

path.push(start)

await this.#setNodeStatus(start, {

status: 'done',

sleep: false

})

return true

}

}

}

if (start.status === 'progress') {

start.status = 'passed'

}

this.render()

}

async findPathes(

start: Node,

end: Node,

visited: Set<Node>,

paths: Node[][],

id: number

) {

if (start === end) {

paths.push([...visited, start])

paths[paths.length - 1].forEach(item => {

item.status = 'done'

})

return

}

visited.add(start)

await this.#setNodeStatus(start, {

status: 'progress'

})

// if (start.status === 'default') {

// start.status = 'progress'

// }

// await sleep(DELAY)

// this.render()

for (const edge of start.edges) {

if (this.algorithmActiveId !== id) {

return

}

if (!visited.has(edge.adjacentNode)) {

await this.findPathes(edge.adjacentNode, end, visited, paths, id)

}

}

visited.delete(start)

await this.#setNodeStatus(start, {

status: 'passed',

sleep: false,

statusForChange: 'progress'

})

// if (start.status === 'progress') {

// start.status = 'passed'

// }

// this.render()

}

private initializeGraph() {

this.graph.graph = this.graph.createGraph([

{ from: '1', to: '9', weight: 1, x: 751, y: 189 },

{ from: '1', to: '2', weight: 1, x: 751, y: 189 },

{ from: '1', to: '3', weight: 1, x: 751, y: 189 },

{ from: '1', to: '4', weight: 1, x: 751, y: 189 },

{ from: '2', to: '5', weight: 1, x: 516, y: 335 },

{ from: '2', to: '6', weight: 1, x: 516, y: 335 },

{

from: '3',

to: '7',

weight: 1,

x: 691,

y: 372

},

{

from: '3',

to: '8',

weight: 1,

x: 691,

y: 372

},

{ from: '4', to: '9', weight: 1, x: 1020, y: 336 },

{ from: '4', to: '10', weight: 1, x: 1020, y: 336 },

{ from: '5', to: '', weight: 1, x: 390, y: 508 },

{

from: '6',

to: '11',

weight: 1,

x: 564,

y: 511

},

{ from: '7', to: '11', weight: 1, x: 681, y: 502 },

{ from: '8', to: '1', weight: 1, x: 855, y: 494 },

{ from: '9', to: '12', weight: 1, x: 961, y: 492 },

{ from: '10', to: '', weight: 1, x: 1136, y: 484 },

{

from: '11',

to: '13',

weight: 1,

x: 622,

y: 657

},

{ from: '12', to: '', weight: 1, x: 1002, y: 646 },

{ from: '13', to: '12', weight: 1, x: 813, y: 649 }

])

}

#getNodeStatusForRender(node: Node) {

return this.currentClickedTarget &&

this.currentClickedTarget.dataset.elementid === node.value

? 'checked'

: node.status

}

#getRenderedCircles() {

// console.log(JSON.stringify([...this.graph.graph.values()]))

return [...this.graph.graph.entries()].map(

(

// eslint-disable-next-line

[\_, node]

) => {

const status = this.#getNodeStatusForRender(node)

const x = (node.x ?? 0) + this.offsetX

const y = (node.y ?? 0) + this.offsetY

return `<g

fixed="false"

style="cursor: pointer;"

>

<circle

class="content--circle"

stroke-width="2"

fill="${NODE\_COLORS[status]}"

stroke="black"

r="19"

data-elementId="${node.value}"

cx="${x}"

cy="${y}"

></circle>

<text

class="content--text"

font-size="14"

dy=".35em"

text-anchor="middle"

stroke-width="1"

fill="black"

stroke="black"

data-elementId="${node.value}"

x="${x}"

y="${y}"

style="user-select: none"

>

${node.value}

</text>

</g>`

}

)

}

#getLinesForRender() {

return (

[...this.graph.graph.entries()]

// eslint-disable-next-line

.map(([\_, node]) => {

return [...node.edges].map(edge => {

const adjacentNodeX = edge.adjacentNode.x ?? 0

const adjacentNodeY = edge.adjacentNode.y ?? 0

const nodeX = node.x ?? 0

const nodeY = node.y ?? 0

const vectorOne = [adjacentNodeX - nodeX, adjacentNodeY - nodeY]

const vectorOneProtectionToX = [Math.abs(adjacentNodeX - nodeX), 0]

const top =

vectorOne[0] \* vectorOneProtectionToX[0] +

vectorOne[1] \* vectorOneProtectionToX[1]

const bottom =

Math.sqrt(vectorOne[0] \*\* 2 + vectorOne[1] \*\* 2) \*

Math.sqrt(

vectorOneProtectionToX[0] \*\* 2 + vectorOneProtectionToX[1] \*\* 2

)

const arrowRotateDeg = (Math.acos(top / bottom) \* 180) / Math.PI

const arrowRotateDegWithReflection =

vectorOne[1] < 0 ? 360 - arrowRotateDeg : arrowRotateDeg

const distanceFromCenter = [

19 \* Math.cos((arrowRotateDegWithReflection \* Math.PI) / 180),

19 \* Math.sin((arrowRotateDegWithReflection \* Math.PI) / 180)

]

if (

edge.status === 'no-direction' &&

this.graph.mode !== 'undirected'

)

return

const color =

edge.status === 'no-direction' && DEBUG

? 'green'

: edge.type === 'default'

? 'black'

: edge.type === 'back'

? 'lightblue'

: edge.type === 'cross'

? 'lightgreen'

: 'lightpink'

const arrow = `<path stroke="${color}" fill="${color}" d="M -15 5.5 L 0 0 L -15 -5.5 Z" transform="translate (${

adjacentNodeX + this.offsetX - distanceFromCenter[0]

} ${

adjacentNodeY + this.offsetY - distanceFromCenter[1]

}) rotate(${arrowRotateDegWithReflection})"></path>`

const textPosition = {

x:

(nodeX + adjacentNodeX) / 2 +

distanceFromCenter[0] +

this.offsetX,

y:

(nodeY + adjacentNodeY) / 2 +

distanceFromCenter[1] +

this.offsetY

}

const text = `

<text x="${textPosition.x}" y="${textPosition.y}" style="stroke:white; stroke-width:0.6em">${edge.weight}</text>

<text x="${textPosition.x}" y="${textPosition.y}" style="fill:black">${edge.weight}</text> `

return `<g>

<path

class="content--edge"

d="M ${nodeX + this.offsetX} ${nodeY + this.offsetY} L ${

adjacentNodeX + this.offsetX

} ${adjacentNodeY + this.offsetY}"

fill="none"

stroke-width="2"

stroke="${color}"

></path>

<path

class="content--edge"

d="M ${nodeX + this.offsetX} ${nodeY + this.offsetY} L ${

adjacentNodeX + this.offsetX

} ${adjacentNodeY + this.offsetY}"

opacity="0"

fill="none"

stroke-width="30"

stroke="${color}"

></path>

${this.graph.mode === 'directed' || DEBUG ? arrow : ''}

${this.graph.weights ? text : ''}

</g>`

})

})

.flat()

)

}

render() {

const ourNodes = this.#getRenderedCircles()

const ourEdges = this.#getLinesForRender()

document.querySelector<HTMLDivElement>('#content')!.innerHTML = `

<div class="graph\_\_wrapper">

<svg

width="100%"

height="100%"

preserveAspectRatio="none"

cursor="${this.pressedKeyCode === 'Space' ? 'grabbing' : 'default'}"

>

<g>

<g>

${ourEdges.join(' ')}

</g>

<g>

${ourNodes.join(' ')}

</g>

</g>

</svg>

</div>

`

}

initializeApp() {

this.#initilizeUserEvents()

this.#initilizeMenu()

}

#initilizeUserEvents() {

document.addEventListener('mousedown', (e: MouseEvent) =>

this.onMouseDown(e)

)

document.addEventListener('mouseup', () => this.onMouseUp())

document.addEventListener('mousemove', (e: MouseEvent) =>

this.onMouseMove(e)

)

document.addEventListener('contextmenu', (e: MouseEvent) =>

this.onContextMenu(e)

)

document.addEventListener('click', (e: MouseEvent) => this.onClick(e))

document.addEventListener('keydown', (e: KeyboardEvent) =>

this.onKeyDown(e)

)

document.addEventListener('keyup', (e: KeyboardEvent) => this.onKeyUp(e))

}

localState:

| {

opened: false

}

| {

opened: true

algorithm: string

activeElement: HTMLElement

} = {

opened: false

}

initializeGraphForLB61() {

this.graph.graph = this.graph.createGraph([

{ from: '1', to: '6', weight: 22, x: 500, y: 500 },

{ from: '1', to: '5', weight: 31, x: 500, y: 500 },

{ from: '1', to: '4', weight: 31, x: 500, y: 500 },

{ from: '1', to: '3', weight: 52, x: 500, y: 500 },

{

from: '2',

to: '9',

weight: 37,

x: 494,

y: 216

},

{

from: '3',

to: '2',

weight: 52,

x: 984,

y: 336

},

{

from: '3',

to: '9',

weight: 89,

x: 984,

y: 336

},

{

from: '3',

to: '4',

weight: 52,

x: 984,

y: 336

},

{

from: '4',

to: '2',

weight: 13,

x: 668,

y: 346

},

{

from: '5',

to: '6',

weight: 65,

x: 123,

y: 333

},

{

from: '5',

to: '2',

weight: 73,

x: 123,

y: 333

},

{

from: '6',

to: '4',

weight: 68,

x: 396,

y: 338

},

{

from: '6',

to: '2',

weight: 40,

x: 396,

y: 338

},

{ from: '7', to: '', weight: 18, x: 633, y: 6, status: 'default' },

{

from: '8',

to: '',

weight: 81,

x: 888,

y: 70

},

{

from: '9',

to: '',

weight: 60,

x: 800,

y: 214

}

])

this.render()

}

initializeGraphForLB62() {

this.graph.graph = this.graph.createGraph([

{ from: '1', to: '6', weight: 22, x: 500, y: 500 },

{ from: '1', to: '5', weight: -31, x: 500, y: 500 },

{ from: '1', to: '4', weight: -31, x: 500, y: 500 },

{ from: '1', to: '3', weight: 52, x: 500, y: 500 },

{

from: '2',

to: '9',

weight: 37,

x: 494,

y: 216

},

{

from: '3',

to: '2',

weight: -52,

x: 984,

y: 336

},

{

from: '3',

to: '9',

weight: 89,

x: 984,

y: 336

},

{

from: '3',

to: '4',

weight: -52,

x: 984,

y: 336

},

{

from: '4',

to: '2',

weight: 13,

x: 668,

y: 346

},

{

from: '5',

to: '6',

weight: -65,

x: 123,

y: 333

},

{

from: '5',

to: '2',

weight: 73,

x: 123,

y: 333

},

{

from: '6',

to: '4',

weight: 68,

x: 396,

y: 338

},

{

from: '6',

to: '2',

weight: -40,

x: 396,

y: 338

},

{ from: '7', to: '', weight: 18, x: 633, y: 6, status: 'default' },

{

from: '8',

to: '',

weight: 81,

x: 888,

y: 70

},

{

from: '9',

to: '',

weight: 60,

x: 800,

y: 214

}

])

this.render()

}

#initilizeMenu() {

const mainMenu = document.querySelector('#main-menu')

const panel = document.querySelector('#panel')

const form = document.querySelector('#form')

const formHeading = document.querySelector('.panel\_\_form-heading')

const formCodeOutput = document.querySelector('#form-code-output')

mainMenu?.addEventListener('click', async e => {

if (!(e.target as HTMLElement).className.includes('menu\_\_link')) return

const targetDataId = (e.target as HTMLElement).dataset.id

if (!targetDataId) {

return

}

if (targetDataId === 'bfs' || targetDataId === 'dfs') {

;(e.target as HTMLElement).classList.add('menu\_\_link--active')

const activeId = new Date().getTime()

this.algorithmActiveId = new Date().getTime()

this.#graphNodesStatusResetter(activeId)

if (targetDataId === 'bfs') {

await this.bfsWrapper(activeId)

}

if (targetDataId === 'dfs') {

await this.dfsWrapper(activeId)

}

;(e.target as HTMLElement).classList.remove('menu\_\_link--active')

this.#graphNodesStatusResetter(activeId)

return

}

if (targetDataId === 'reset') {

this.algorithmActiveId = -1

this.#graphNodesStatusResetter(this.algorithmActiveId)

this.#graphEdgesTypeResetter(this.algorithmActiveId)

return

}

if (targetDataId === 'mode') {

if (this.graph.mode === 'directed') {

this.graph.mode = 'undirected'

} else {

this.graph.mode = 'directed'

}

;(e.target as HTMLElement).textContent = this.graph.mode[0]

this.render()

return

}

if (targetDataId === 'change\_graph') {

if (this.lastGraph === 'default') {

// lb61

this.initializeGraphForLB61()

;(e.target as HTMLElement).textContent = 'lb61'

this.lastGraph = 'lb61'

this.render()

return

}

if (this.lastGraph === 'lb5') {

this.initializeGraph()

this.lastGraph = 'default'

;(e.target as HTMLElement).textContent = 'd'

this.render()

return

}

if (this.lastGraph === 'lb61') {

this.initializeGraphForLB62()

this.lastGraph = 'lb62'

;(e.target as HTMLElement).textContent = 'lb62'

this.render()

return

}

if (this.lastGraph === 'lb62') {

this.initializeGraph()

this.lastGraph = 'default'

;(e.target as HTMLElement).textContent = 'd'

this.render()

return

}

return

}

if (targetDataId === 'weight') {

if (this.graph.weights === true) {

this.graph.weights = false

} else {

this.graph.weights = true

}

;(e.target as HTMLElement).textContent = this.graph.weights ? 'w' : 'nw'

this.render()

return

}

if (this.localState.opened) {

if (this.localState.algorithm === targetDataId) {

panel?.classList.remove('panel--opened')

;(e.target as HTMLElement).classList.remove('menu\_\_link--active')

this.localState = {

opened: false

}

} else {

this.localState.algorithm = targetDataId

;(e.target as HTMLElement).classList.add('menu\_\_link--active')

this.localState.activeElement.classList.remove('menu\_\_link--active')

this.localState.activeElement = e.target as HTMLElement

}

} else {

panel?.classList.add('panel--opened')

;(e.target as HTMLElement).classList.add('menu\_\_link--active')

this.localState = {

opened: true,

algorithm: targetDataId,

activeElement: e.target as HTMLElement

}

}

if (formHeading) {

formHeading.textContent = targetDataId

}

})

form?.addEventListener('submit', async e => {

e.preventDefault()

formCodeOutput.textContent = ''

const start = document.querySelector('#panel\_\_form--from')

const to = document.querySelector('#panel\_\_form--to')

// @ts-expect-error TODO

const algorithm = this.localState.algorithm

if (algorithm === 'lb5third') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

// this.#graphNodesStatusResetter(activeId)

this.lb5TaskThird(start?.value, to?.value)

// .then(async value => {

// console.log(value)

// this.#graphNodesStatusResetter(activeId)

// })

return

}

// @ts-expect-error TODO

const startNode = this.graph.graph.get(start.value)

// @ts-expect-error TODO

const endNode = this.graph.graph.get(to.value)

if (!startNode || !endNode) return

if (algorithm === 'lb5first') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

this.#graphNodesStatusResetter(activeId)

startNode.status = 'done'

const maxLevel = Number(to?.value) || 2

this.lb5TaskOne(startNode, [], activeId, maxLevel).then(async value => {

console.log(value)

this.#graphNodesStatusResetter(activeId)

})

}

if (algorithm === 'lb5second') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

this.#graphNodesStatusResetter(activeId)

startNode.status = 'done'

// const maxLevel = Number(to?.value) || 2

this.lb5TaskSecond(activeId).then(async value => {

console.log(value)

this.#graphNodesStatusResetter(activeId)

})

}

if (algorithm === 'lb6one') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

this.#graphNodesStatusResetter(activeId)

startNode.status = 'done'

this.render()

const distances = await this.bellmanFord(startNode)

if (distances) {

const result = [...distances.entries()].reduce(

(acc, [node, distance]) => {

return {

...acc,

[node.value]: distance

}

},

{}

)

formCodeOutput.textContent = JSON.stringify(result, null, 2)

} else {

console.log('Paths not found')

}

}

if (algorithm === 'lb6two') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

this.#graphNodesStatusResetter(activeId)

startNode.status = 'done'

endNode.status = 'done'

const result = await this.dijkstra(startNode, endNode)

formCodeOutput.textContent = result

?.map(item => item.value)

.join(' -> ')

// .then(async () => {

// console.log('asdsd')

// // await sleep(DELAY)

// this.#graphNodesStatusResetter(activeId)

// })

}

if (algorithm === 'lb6three') {

const activeId = new Date().getTime()

this.algorithmActiveId = activeId

this.#graphNodesStatusResetter(activeId)

const nodes = Array.from(this.graph.graph.values()).sort((a, b) => {

return Number(a.value) - Number(b.value)

})

console.log('%c⧭', 'color: #731d1d', nodes)

const result = await this.floydWarshall(nodes)

formCodeOutput.textContent = JSON.stringify(

result.map(item => {

const tmp: string[] = []

item.map(subItem => {

let s = String(subItem)

if (subItem === Infinity) {

s = '-'

}

if (s.length < 2) {

s = ' ' + s

}

if (s.length < 3 && s.length === 2) {

s = ' ' + s

}

tmp.push(s)

})

return tmp.join(',')

}),

null,

2

)

// .then(async () => {

// console.log('asdsd')

// // await sleep(DELAY)

// this.#graphNodesStatusResetter(activeId)

// })

}

// if (algorithm === 'find-one-path') {

// const path: Node[] = []

// const activeId = new Date().getTime()

// this.algorithmActiveId = activeId

// this.#graphNodesStatusResetter(activeId)

// startNode.status = 'done'

// endNode.status = 'done'

// this.findPath(startNode, endNode, [], path, activeId).then(async () => {

// console.log('asdsd')

// // await sleep(DELAY)

// this.#graphNodesStatusResetter(activeId)

// })

// }

// if (algorithm === 'find-all-paths') {

// const path: Node[][] = []

// const activeId = new Date().getTime()

// this.algorithmActiveId = activeId

// this.#graphNodesStatusResetter(activeId)

// startNode.status = 'done'

// endNode.status = 'done'

// console.log(

// await this.findPathes(startNode, endNode, new Set(), path, activeId)

// )

// await sleep(DELAY)

// this.#graphNodesStatusResetter(activeId)

// console.log(path)

// }

})

}

}

const app = new App()

app.initializeApp()

/\*

Ориентированный:

- У нас есть направления по которому мы проходим

Не ориентированый:

- У нас нет направления и мы можем идти куда хотим

Варианты:

- Добавить в edges создание не 1 edge, а 2, только у 1 будет status - standart, а у второй - no-direction

А при создании из 2 в 1 - заменять у второй с no-direction на `standart`

При удалении - изменять на no-direction

\*/

src\pages\greedy\encodeAndDecode.ts

class TreeNode {

letter: string | null

weight: number

right: TreeNode

left: TreeNode

constructor(letter: string | null, weight: number) {

this.letter = letter

this.weight = weight

}

}

class EncodeAndDecode {

encodeFromFileToFiles(textForEncode: string) {

const fileText = textForEncode

return this.encode(fileText)

}

decodeFromFilesToFile(textForEncode: string, treeJson: string) {

const treeRoot = this.treeFromObject(JSON.parse(treeJson))

const decoded = this.decode(textForEncode, treeRoot)

return decoded

}

encode(text: string) {

const lettersCount = this.lettersCountInText(text)

const list = [...lettersCount.entries()].map(([letter, weight]) => {

return new TreeNode(letter, weight)

})

const huffmanBinaryTreeRoot = this.huffman(list)

const codes = {}

this.printCodesFromBinaryTree(huffmanBinaryTreeRoot, codes)

const resultArray = Array.from(text).map(char => codes[char])

const treeOutput = this.treeToJson(huffmanBinaryTreeRoot)

return {

tree: treeOutput,

string: resultArray.join('')

}

}

decode(encodedText: string, tree: TreeNode) {

const result = []

let node = tree

for (let i = 0; i <= encodedText.length; i++) {

node = encodedText.charAt(i) == '0' ? node.left : node.right

if (node.letter !== null) {

result.push(node.letter)

node = tree

}

}

return result.join('')

}

// eslint-disable-next-line

private treeFromObject(object: any) {

const node = new TreeNode(object.letter, 0)

if (object.letter === null) {

node.right = this.treeFromObject(object.right)

node.left = this.treeFromObject(object.left)

}

return node

}

private treeToJson(node: TreeNode) {

const result = {

letter: node.letter

}

if (node.letter === null) {

result['left'] = this.treeToJson(node.left)

result['right'] = this.treeToJson(node.right)

}

return result

}

private printCodesFromBinaryTree(

node: TreeNode,

result: Record<string, string>,

c = ''

) {

if (node.letter !== null) {

result[node.letter] = c

return

}

this.printCodesFromBinaryTree(node.right, result, c + '1')

this.printCodesFromBinaryTree(node.left, result, c + '0')

}

private huffman(list: TreeNode[]) {

while (list.length > 1) {

list.sort((a, b) => {

return b.weight - a.weight

})

const right = list.pop()

const left = list.pop()

const newTreeNode = new TreeNode(null, left.weight + right.weight)

newTreeNode.left = left

newTreeNode.right = right

list.push(newTreeNode)

}

return list[0]

}

private lettersCountInText(text: string): Map<string, number> {

const lettersCount = new Map<string, number>()

for (const letter of text) {

lettersCount.set(letter, (lettersCount.get(letter) ?? 0) + 1)

}

return lettersCount

}

}

export { EncodeAndDecode }

src\pages\greedy\main.ts

import { BringWater } from './water'

import { EncodeAndDecode } from './encodeAndDecode'

const bringWater = new BringWater(0, [])

const waterForm = document.querySelector('#water-form')

const waterBarrel = document.querySelector('#water-barrel')

const waterBuckets = document.querySelector('#water-buckets')

const waterOutput = document.querySelector('#water-output')

waterForm?.addEventListener('submit', e => {

e.preventDefault()

bringWater.buckets = waterBuckets.value.split(',').map(Number) ?? []

bringWater.barrelСapacity = Number(waterBarrel.value)

waterOutput.textContent = JSON.stringify(bringWater.result, null, 2)

})

const encodeAndDecode = new EncodeAndDecode()

const haffmanForm = document.querySelector('#haffman-form')

const haffmanInput = document.querySelector('#haffman-input')

const haffmanEncoded = document.querySelector('#haffman-encoded')

const haffmanTree = document.querySelector('#haffman-tree')

const haffmanDecoded = document.querySelector('#haffman-decoded')

haffmanForm?.addEventListener('submit', e => {

e.preventDefault()

const res = encodeAndDecode.encodeFromFileToFiles(haffmanInput.value)

haffmanEncoded.textContent = res.string

haffmanTree.textContent = JSON.stringify(res.tree, null, 2)

haffmanDecoded.textContent = encodeAndDecode.decodeFromFilesToFile(

haffmanEncoded.textContent,

haffmanTree.textContent

)

})

src\pages\greedy\water.ts

/\*

Варіант No 3.

На дачі стоїть велика діжка, яка вміщує задану кількість рідини.

Хазяїн використовує її для поливу рослин, але не маючи

централізованого водопостачання, має принести воду з річки. У його

розпорядженні є відра заданого обсягу. Визначити, яку мінімальну

кількість відер води хазяїну потрібно принести з річки, щоб заповнити

діжку. Вважати, що кожне відро може бути принесене тільки повністю

заповненим, адже хазяїн не хоче носити зайвий вантаж. Результати

виводити, демонструючи кількість відер кожного обсягу.

\*/

class BringWater {

barrelСapacity = 0

private \_buckets: number[] = []

constructor(barrelСapacity: number, buckets: number[]) {

this.barrelСapacity = barrelСapacity

this.buckets = buckets

}

get buckets() {

return this.\_buckets

}

set buckets(newBuckets) {

this.\_buckets = newBuckets.sort((a, b) => a - b)

}

get result() {

let notFilledCapacity = this.barrelСapacity

const usedBuckets = {}

if (this.buckets.length === 0) {

return 'Buckets must be!'

}

while (notFilledCapacity > 0) {

for (let i = 0; i < this.buckets.length; i++) {

const bucket = this.buckets[i]

if (notFilledCapacity <= bucket || i === this.buckets.length - 1) {

if (!(bucket in usedBuckets)) {

usedBuckets[bucket] = 0

}

usedBuckets[bucket]++

notFilledCapacity -= bucket

break

}

}

}

return usedBuckets

}

}

export { BringWater }

src\pages\heap\Book.ts

/\*

Книжки в бібліотеці характеризуються наступними даними:

– автор;

– назва;

– жанр;

– видавництво;

– рік публікації;

– кількість сторінок;

– загальна кількість екземплярів;

– кількість екземплярів у читачів.

\*/

class Book {

author: string

title: string

genre: string

publisher: string

publicationYear: number

pageCount: number

totalCopies: number

copiesCheckedOut: number

constructor(

author: string,

title: string,

genre: string,

publisher: string,

publicationYear: number,

pageCount: number,

totalCopies: number,

copiesCheckedOut: number

) {

this.author = author

this.title = title

this.genre = genre

this.publisher = publisher

this.publicationYear = publicationYear

this.pageCount = pageCount

this.totalCopies = totalCopies

this.copiesCheckedOut = copiesCheckedOut

}

valueOf() {

return this.totalCopies - this.copiesCheckedOut

}

clone() {

return new Book(

this.author,

this.title,

this.genre,

this.publisher,

this.publicationYear,

this.pageCount,

this.totalCopies,

this.copiesCheckedOut

)

}

}

export { Book }

src\pages\heap\doubly-linked-list.ts

class DoublyLinkedListItem<T> {

previous: DoublyLinkedListItem<T> | null = null

value: T

next: DoublyLinkedListItem<T> | null = null

constructor(

value: T,

previous: DoublyLinkedListItem<T> | null = null,

next: DoublyLinkedListItem<T> | null = null

) {

this.value = value

this.previous = previous

this.next = next

}

}

/\*

Клас, що реалізує двозв’язний список, має дозволяти

виконувати наступні операції на основі окремих методів:

[x] додавання вузла в початок списку

[x] додавання вузла після заданого

[x] пошук вузла в списку

[x] видалення вузла

[ ] виведення вузлів на екран з початку та з кінця.

\*/

class DoublyLinkedList<T> {

head: DoublyLinkedListItem<T>

constructor(value: T) {

this.head = new DoublyLinkedListItem(value)

}

addAsHead(value: T) {

const newHead = new DoublyLinkedListItem(value, null, this.head)

this.head.previous = newHead

this.head = newHead

}

addAfter(node: DoublyLinkedListItem<T>, value: T) {

const newNode = new DoublyLinkedListItem(value, node, node.next)

node.next = newNode

if (newNode.next) {

newNode.next.previous = newNode

}

return this

}

find(value: T): DoublyLinkedListItem<T> | null {

let current: DoublyLinkedListItem<T> | null = this.head

while (current !== null) {

if (current.value === value) {

return current

}

current = current.next

}

return null

}

delete(node: DoublyLinkedListItem<T>) {

if (node.previous === null && node.next === null) return

if (node === this.head) {

if (this.head.next === null) {

throw new Error('List must have minimum one node - head')

}

if (this.head.next !== null) {

this.head = this.head.next

this.head.previous = null

node.next = null

return

}

}

if (node.previous === null) {

console.log('What? How?!')

return

}

node.previous.next = node.next

if (node.next) {

node.next.previous = node.previous

}

}

getPrint(valueToString: (value: T) => string) {

const result: string[] = []

let current: DoublyLinkedListItem<T> | null = this.head

while (current !== null) {

result.push(valueToString(current.value))

current = current.next

}

return result.join(' ⇄ ')

}

}

export { DoublyLinkedList }

src\pages\heap\heap.ts

/\*

Клас, що реалізує купу (чергу з пріоритетами), має

дозволяти виконувати наступні операції на основі окремих методів:

[x] вставлення елементу

[x] побудова купи з невпорядкованого масиву

[x] видалення елементу

[x] сортування елементів

[ ] виведення елементів на екран

\*/

import { Book } from './Book'

import { logHeap } from './helpers/logHeap'

class Heap<T> {

private heap: T[] = []

add(element: T) {

const index = this.heap.push(element)

this.siftup(index)

return this

}

fromArray(array: T[]) {

this.heap = array

this.heap.forEach((\_, index) => {

this.siftdown(this.heap, this.heap.length - 1 - index)

})

return this

}

extractTop(heap: T[] = this.heap) {

const last = heap.length - 1

;[heap[0], heap[last]] = [heap[last], heap[0]]

const element = heap.pop() as T

this.siftdown(heap, 0)

return element

}

getSortedArray() {

const heapCopy = this.heap.map(item => {

if (item instanceof Book) {

return item.clone()

}

return { ...item }

}) as T[]

const result: T[] = []

while (heapCopy.length >= 1) {

result.push(this.extractTop(heapCopy))

}

return result

}

getPrint(toString: (value: T) => string) {

return logHeap<T>(this.heap, toString)

}

private siftup(i: number) {

let parent = Math.floor(i - 1 / 2)

while (i !== 0 && Number(this.heap[i]) < Number(this.heap[parent])) {

;[this.heap[i], this.heap[parent]] = [this.heap[parent], this.heap[i]]

i = parent

parent = Math.floor(i - 1 / 2)

}

}

private siftdown(heap: T[], i: number) {

let left = i \* 2 + 2

let right = i \* 2 + 1

while (

(left < heap.length && Number(heap[i]) > Number(heap[left])) ||

(right < heap.length && Number(heap[i]) > Number(heap[right]))

) {

let smallest = right

if (right >= heap.length || Number(heap[left]) < Number(heap[right])) {

smallest = left

}

;[heap[i], heap[smallest]] = [heap[smallest], heap[i]]

i = smallest

left = i \* 2 + 2

right = i \* 2 + 1

}

}

}

export default Heap

src\pages\heap\HeapSort.ts

import Heap from './heap'

class HeapSort<T> {

heap: Heap<T>

constructor(heap: Heap<T>) {

this.heap = heap

}

getSorted() {

return this.heap.getSortedArray()

}

}

export { HeapSort }

src\pages\heap\main.ts

import { HeapSort } from './HeapSort'

// import { DoublyLinkedList } from './doubly-linked-list'

import Heap from './heap'

import { Book } from './Book'

// const list = new DoublyLinkedList<number>(1)

// list.addAfter(list.head, 2)

// list.addAfter(list.head, 6)

// list.addAfter(list.head, 7)

// list.addAfter(list.head, 9)

// console.log(list.getPrint((value: number) => String(value)))

const books = [

new Book(

'Camille Predovic',

'Armenian Gampr dog',

'Electronics',

'weepy-status.org',

2022,

213,

11,

5

),

new Book(

'Chris Von',

'Black Norwegian Elkhound',

'Automotive',

'illiterate-antigen.biz',

2001,

308,

24,

6

),

new Book(

'Alonzo Fahey II',

'Pekingese',

'Outdoors',

'concrete-dashboard.org',

2021,

399,

50,

43

),

new Book(

'Fred Buckridge',

'Fila Brasileiro',

'Outdoors',

'glamorous-relative.org',

2011,

208,

11,

7

),

new Book(

'Colin O`Connell',

'Armant',

'Beauty',

'graceful-territory.com',

2018,

365,

38,

30

),

new Book(

'Shelly Greenfelder',

'Hygen Hound',

'Games',

'quirky-mother-in-law.com',

2010,

355,

24,

6

),

new Book(

'Margarita Franecki Jr.',

'Bracco Italiano',

'Home',

'direct-lymphocyte.name',

2021,

302,

25,

12

),

new Book(

'Margaret Hills',

'Montenegrin Mountain Hound',

'Baby',

'attached-wake.name',

2002,

423,

41,

33

),

new Book(

'Julio Nikolaus',

'Silky Terrier',

'Electronics',

'ragged-jelly.name',

2006,

321,

46,

37

),

new Book(

'Alan Gibson I',

'Lancashire Heeler',

'Sports',

'definite-garbage.com',

2006,

356,

44,

4

)

]

const heapBook = new Heap<Book>().fromArray(books)

const bookToString = (value: Book, index?: number) => {

return `${index !== undefined ? index + ' | ' : ''}${value.author} ${

value.title

}: ${value.totalCopies - value.copiesCheckedOut} | ${

value.copiesCheckedOut

}/${value.totalCopies}`

}

/\*

– програмного модуля, який реалізує графічний інтерфейс

відповідної вкладки і дозволяє додавати нові елементи до купи на

основі полів, що відповідають індивідуальному завданню, та на

основі підключення файлів з масивами даних, вилучати існуючі

елементи, виконувати пірамідальне сортування та два інші алгоритми

сортування, визначені індивідуальним завданням, з виведенням

результатів наочним способом (отриманого порядку елементів та часу,

витраченого на сортування).

\*/

function renderHeap() {

heapOutput.textContent = heapBook.getPrint(bookToString)

console.log(heapBook.getPrint(bookToString))

}

function removeTop() {

const el = heapBook.extractTop()

alert(JSON.stringify(el))

renderHeap()

// heapOutputTopElement.textContent = el

}

function addElement() {

const NAMES = [

'Bartell - Harris',

'Schoen Inc',

'Labadie - Rodriguez',

'Weimann LLC',

'Veum - Tillman',

'Willms Inc',

'Heller, Deckow and Funk',

'Buckridge, Gutmann and Gaylord',

'Boehm and Sons',

'Rempel - Bruen',

'Boyer, Wisoky and Altenwerth',

'Steuber, Kovacek and Huels',

'Ruecker, Jacobs and Daniel',

'Abbott, Gutkowski and Waelchi',

'Cartwright - Kuhlman',

'Maggio - Zboncak',

'Waelchi Group',

'Hilll - Bode',

'Marks - Stroman'

]

const TITLES = [

'Virtual non-volatile toolset',

'Cloned neutral functionalities',

'Digitized cohesive flexibility',

'Face to face systemic utilisation',

'Operative real-time application',

'Vision-oriented intermediate collaboration',

'Versatile modular circuit',

'Switchable fault-tolerant conglomeration',

'Implemented methodical matrices',

'Open-architected bi-directional data-warehouse',

'Inverse intangible conglomeration',

'Sharable intangible migration',

'Re-contextualized system-worthy adapter',

'Diverse upward-trending core',

'Streamlined well-modulated framework',

'Devolved background standardization',

'Advanced content-based time-frame',

'Cross-platform local groupware',

'User-centric foreground middleware'

]

const GENRE = [

'motivating',

'system-worthy',

'maximized',

'client-server',

'systematic',

'fresh-thinking',

'bi-directional',

'multimedia',

'global',

'tertiary',

'didactic',

'leading edge',

'client-driven',

'empowering',

'discrete',

'user-facing',

'non-volatile',

'actuating',

'impactful'

]

heapBook.add(

new Book(

NAMES[Math.floor(Math.random() \* NAMES.length)],

TITLES[Math.floor(Math.random() \* TITLES.length)],

GENRE[Math.floor(Math.random() \* GENRE.length)],

'SITE.com',

Math.abs(Math.floor(Math.random() \* 5000)),

Math.abs(Math.floor(Math.random() \* 1000)),

Math.abs(Math.floor(Math.random() \* 50)),

Math.abs(Math.floor(Math.random() \* 50))

)

)

renderHeap()

}

function sort() {

const heapSort = new HeapSort<Book>(heapBook)

const a = heapSort.getSorted()

let summ = 0

const message = [

'Визначити книжки, кількість наявних екземплярів яких у бібліотеці в поточний момент входить у перші 50 %:\n'

]

a.slice(0, a.length / 2).map(item => {

// Визначити книжки, кількість наявних екземплярів яких у бібліотеці в поточний момент входить у перші 50 %.

message.push(bookToString(item))

summ += Number(item)

})

// Обчислити сумарну кількість наявних екземплярів таких книжок.

message.push('\nSumm: ' + summ)

alert(message.join('\n'))

}

const heapOutput = document.querySelector('#output')

const heapOutputTopElement = document.querySelector('#output-element')

document.querySelector('#extract-top')?.addEventListener('click', () => {

removeTop()

})

document.querySelector('#add-element')?.addEventListener('click', () => {

addElement()

})

document.querySelector('#sort')?.addEventListener('click', () => {

sort()

})

renderHeap()

src\pages\heap\helpers\logHeap.ts

type TreeNode<T = string> = {

name: T

children?: Array<TreeNode>

}

function logTree(

tree: TreeNode<string> | TreeNode<string>[],

level = 0,

parentPre = '',

treeStr = ''

) {

if (!Array.isArray(tree)) {

const children = tree['children']

treeStr = `${tree['name']}\n`

if (children) {

treeStr += logTree(children, level + 1)

}

return treeStr

}

tree.forEach((child, index) => {

const hasNext = tree[index + 1] ? true : false

const children = child['children']

treeStr += `${parentPre}${hasNext ? '├' : '└'}── ${child['name']}\n`

if (children) {

treeStr += logTree(

children,

level + 1,

`${parentPre}${hasNext ? '│' : ' '} `

)

}

})

return treeStr

}

function heapToTree<T>(

heap: T[],

toString: (value: T) => string,

index: number = 0

): TreeNode<string> | null {

if (index >= heap.length) return null

const left = heapToTree(heap, toString, index \* 2 + 1)

const right = heapToTree(heap, toString, index \* 2 + 2)

return {

name: toString(heap[index]),

children: [left, right].filter(item => item !== null) as TreeNode<string>[]

}

}

function logHeap<T>(heap: T[], toString: (value: T) => string) {

return logTree(heapToTree(heap, toString) as TreeNode)

}

export { logHeap }

src\pages\tree-and-hash\AVLTree.class.ts

import { LogTreeNode } from './helper/logTree'

/\*

- [x] створення порожнього дерева

- [x] відображення структури дерева

- [x] пошук у дереві

- [x] вставлення ключа

- [x] видалення ключа

\*/

class TreeNode<T> {

key: number

value: T

left: TreeNode<T> | null = null

right: TreeNode<T> | null = null

height = 0

constructor(key: number, value: T) {

this.key = key

this.value = value

}

insert(node: TreeNode<T>, key: number, value: T) {

if (key < node.key) {

if (node.left === null) {

node.left = new TreeNode<T>(key, value)

} else {

this.insert(node.left, key, value)

}

} else if (node.right === null) {

node.right = new TreeNode(key, value)

} else {

this.insert(node.right, key, value)

}

this.updateHeight(node)

this.balance(node)

}

search(node: TreeNode<T>, key: number) {

if (node === null) return null

if (node.key === key) return node

return key < node.key

? this.search(node.left, key)

: this.search(node.right, key)

}

getMin(node: TreeNode<T>): TreeNode<T> | null {

if (node === null) return null

if (node.left === null) return node

return this.getMin(node.left)

}

getMax(node: TreeNode<T>): TreeNode<T> | null {

if (node === null) return null

if (node.right === null) return node

return this.getMax(node.right)

}

delete(node: TreeNode<T>, key: number) {

if (node === null) return null

if (key < node.key) node.left = this.delete(node.left, key)

else if (key > node.key) node.right = this.delete(node.right, key)

else {

if (node.left === null || node.right === null) {

node = node.left === null ? node.right : node.left

} else {

const maxInLeft = this.getMax(node.left)

node.key = maxInLeft.key

node.value = maxInLeft.value

node.left = this.delete(node.left, maxInLeft.key)

}

}

if (node !== null) {

this.updateHeight(node)

this.balance(node)

}

return node

}

treeForOutput(node: TreeNode<T>) {

if (node === null) return

const left = this.treeForOutput(node.left)

const right = this.treeForOutput(node.right)

const EMPTY\_NAME = ''

let children = [left, right].map(item => {

if (item !== undefined) return item

return {

name: EMPTY\_NAME

}

})

if (children[0].name === EMPTY\_NAME && children[1].name === EMPTY\_NAME) {

children = []

}

const result: LogTreeNode = {

name: String(node.key)

}

if (children.length > 0) {

result.children = children

}

return result

}

// Симетричний обхід

inorderTreeWalkPrint(node: TreeNode<T>) {

if (node === null) return

const result = {}

const left = this.inorderTreeWalkPrint(node.left)

const right = this.inorderTreeWalkPrint(node.right)

if (left) result['left'] = left

result['root'] = node.value

if (right) result['right'] = right

return result

}

// Зворотній обхід

preorderTreeWalkPrint(node: TreeNode<T>) {

if (node === null) return

this.preorderTreeWalkPrint(node.left)

this.preorderTreeWalkPrint(node.right)

console.log(node.value)

}

// Прямий обхід

postorderTreeWalkPrint(node: TreeNode<T>) {

if (node === null) return

console.log(node.value)

this.postorderTreeWalkPrint(node.left)

this.postorderTreeWalkPrint(node.right)

}

updateHeight(node: TreeNode<T>) {

node.height =

Math.max(this.getHeight(node.left), this.getHeight(node.right)) + 1

}

getHeight(node: TreeNode<T>) {

return node === null ? -1 : node.height

}

getBalance(node: TreeNode<T>) {

return node === null

? 0

: this.getHeight(node.right) - this.getHeight(node.left)

}

swap(a: TreeNode<T>, b: TreeNode<T>) {

const a\_key = a.key

a.key = b.key

b.key = a\_key

const a\_value = a.value

a.value = b.value

b.value = a\_value

}

rightRotate(node: TreeNode<T>) {

this.swap(node, node.left)

const buffer = node.right

node.right = node.left

node.left = node.right.left

node.right.left = node.right.right

node.right.right = buffer

this.updateHeight(node.right)

this.updateHeight(node)

}

leftRotate(node: TreeNode<T>) {

this.swap(node, node.right)

const buffer = node.left

node.left = node.right

node.right = node.left.right

node.left.right = node.left.left

node.left.left = buffer

this.updateHeight(node.left)

this.updateHeight(node)

}

balance(node: TreeNode<T>) {

const balance = this.getBalance(node)

if (balance === -2) {

if (this.getBalance(node.left) === 1) this.leftRotate(node.left)

this.rightRotate(node)

} else if (balance === 2) {

if (this.getBalance(node.right) === -1) this.rightRotate(node.right)

this.leftRotate(node)

}

}

}

class AVLTree<T> {

headNode: TreeNode<T> | null = null

insert(key: number, value: T) {

if (this.headNode === null) {

this.headNode = new TreeNode<T>(key, value)

return

}

this.headNode.insert(this.headNode, key, value)

}

search(key: number) {

return this.headNode.search(this.headNode, key)?.value

}

delete(key: number) {

return this.headNode.delete(this.headNode, key)

}

showStructure(type: 'inorder' | 'preorder' | 'postorder' = 'inorder') {

if (type === 'inorder')

return this.headNode.inorderTreeWalkPrint(this.headNode)

if (type === 'preorder')

return this.headNode.preorderTreeWalkPrint(this.headNode)

if (type === 'postorder')

return this.headNode.postorderTreeWalkPrint(this.headNode)

}

treeForOutput() {

return this.headNode.treeForOutput(this.headNode)

}

}

export default AVLTree

src\pages\tree-and-hash\HashTable.class.ts

/\*

- [x] Вставлення елементу

- [x] Видалення елементу

- [x] Пошук елементу

- [x] Відображення структури геш-таблиці на основі використання параметрів, обраних у відповідності з варіантом індивідуального завдання з п. 2.3.4.

\*/

type KeyType = number | string

class List {

private key: KeyType

private value: unknown

public next: List | null

addOrUpdate(key: KeyType, value: unknown) {

if (this.key == undefined || this.value == undefined || this.key === key) {

this.key = key

this.value = value

return this

}

if (this.next) {

this.next.addOrUpdate(key, value)

return this

}

this.next = new List().addOrUpdate(key, value)

}

get(key: KeyType): unknown | null {

if (this.key === key) {

return this.value

}

if (!this.next) return null

return this.next.get(key)

}

remove(key: KeyType): List | null {

const dummy = new List()

dummy.next = this.next

let prev = dummy

let current = new List()

if (this.key === key) {

prev.next = current.next

current = current.next

} else {

prev = current

current = current.next

}

while (current) {

if (current.key === key) {

prev.next = current.next

current = current.next

} else {

prev = current

current = current.next

}

}

return dummy.next

}

\_\_getInfoWithRemove(): null | [KeyType, unknown, List | null] {

this.remove(this.key)

return [this.key, this.value, this.next]

}

getShow(): string[] {

if (this.next == null) return [String(this)]

return [String(this), ...this.next.getShow()]

}

toString() {

return `${this.key}: ${this.value}`

}

}

class HashTable {

private readonly sizes: number[] = [

5, 11, 23, 47, 97, 193, 389, 769, 1543, 3072, 3079, 12289, 24593, 49157,

98317, 196613, 393241, 786433, 1572869, 3145739, 6291469, 12582917,

25165843, 50331653, 100663319, 201326611, 402653189, 805306457, 1610612736,

2147483629

]

private sizes\_index: number = 0

private factor = 0.75

private count: number = 0

private values: List[] = Array(this.sizes[this.sizes\_index])

addOrUpdate(key: KeyType, value: unknown) {

if (this.checkMemory()) {

this.addMemory()

}

const index = this.getIndex(key)

if (this.values[index] == null) {

this.values[index] = new List()

this.count++

}

this.values[index].addOrUpdate(key, value)

}

get(key: KeyType) {

const index = this.getIndex(key)

if (this.values[index] == null) {

return null

}

return this.values[index].get(key)

}

remove(key: KeyType) {

const index = this.getIndex(key)

if (this.values[index] == null) {

return null

}

const removeResult = this.values[index].remove(key)

if (removeResult !== null) {

this.values[index] = removeResult

return null

}

this.values[index] = null

}

show() {

return this.values

.map((item, index) => {

if (item) return { index: index, value: item.getShow().join(' => ') }

})

.filter(item => item != undefined)

}

private getHash(key: KeyType): number {

const value = typeof key === 'number' ? key : this.stringToNumber(key)

const w = 10

const A = Math.sqrt(5) / 2 \*\* w

const M = 2 \*\* 16

const resultOfMultiple = value \* A

return Math.ceil(M \* (resultOfMultiple % 1))

}

private stringToNumber(key: string) {

let hash = 0

for (let i = 0; i < key.length; i++) {

hash = (hash << 5) - hash + key.charCodeAt(i)

}

return Math.abs(hash)

}

private getIndex(key: KeyType): number {

const hash = this.getHash(key)

return hash % this.sizes[this.sizes\_index]

}

private checkMemory() {

return this.count / this.sizes[this.sizes\_index] >= this.factor

}

private addMemory() {

this.count = 0

const oldValues = [...this.values]

this.sizes\_index += 1

this.values = Array(this.sizes[this.sizes\_index])

for (let i = 0; i < this.sizes[this.sizes\_index - 1]; i++) {

if (!oldValues[i]) continue

let node = oldValues[i].\_\_getInfoWithRemove()

while (node != null) {

this.addOrUpdate(node[0], node[1])

if (node[2] == null) {

break

}

node = node[2].\_\_getInfoWithRemove()

}

}

}

}

export default HashTable

src\pages\tree-and-hash\main.ts

import AVLTree from './AVLTree.class'

import HashTable from './HashTable.class'

import { logTree } from './helper/logTree'

console.log('Var 8 => Task 1 В)')

/\*

В. Створити геш-таблицю, що використовує метод ланцюжків

для розв’язання колізій та геш-функцію множення. Геш-таблицю

заповнити на основі виділення інформації з текстового файлу, в якому

містяться прізвища, ім’я і по батькові співробітників фірми та займані

ними посади. Визначити посаду заданого співробітника.

\*/

const hashData = [

['Loy Graham Zboncak', 'Directives'],

['Roy Breitenberg Runte', 'Accountability'],

['Erika Emard Feest', 'Security'],

['Vance Flatley Thiel', 'Research'],

['Mallory Hoppe O`Hara', 'Applications'],

['Dulce Douglas Boyer', 'Interactions'],

['Dedrick Jerde Kozey', 'Accounts'],

['Hudson Langosh Mayert', 'Applications'],

['Georgianna Bergstrom VonRueden', 'Solutions'],

['Marjorie Rolfson Bashirian', 'Integration'],

['Mitchell O`Keefe Shanahan', 'Branding'],

['Filiberto Gottlieb Marquardt', 'Accountability'],

['Murphy Cassin Franey', 'Configuration'],

['Javier Kilback Rodriguez', 'Branding'],

['Kayley Powlowski Kuphal', 'Assurance'],

['Liliana Johnston Ebert', 'Metrics'],

['Everette Little Cartwright', 'Accounts'],

['Otilia Fadel Spinka', 'Implementation'],

['Watson Schuppe Lowe', 'Web'],

['Duane Emmerich Rohan', 'Paradigm'],

['Linwood Huel VonRueden', 'Marketing'],

['Toni Johns Wiegand', 'Accounts'],

['Taylor Kreiger Kihn', 'Functionality']

]

const hashTableOutput = document.querySelector('#hash-table')

const hashOutput = document.querySelector('#hash-output')

const hashAdd = document.querySelector('#hash-add')

const hashTable = new HashTable()

hashData.map(([name, job], index) => {

hashTable.addOrUpdate(`${index} - ${name}`, job)

})

function renderData() {

hashTableOutput.textContent = JSON.stringify(

hashData.map((item, index) => `${item[0]}: ${item[1]}`),

null,

2

)

}

function renderHash() {

hashOutput.textContent = JSON.stringify(

hashTable.show().map(item => `${item.index} | ${item.value}`),

null,

2

)

}

/\*

програмного модуля, що реалізує графічний інтерфейс

відповідної вкладки і дозволяє виконувати формування геш-таблиці та

B-дерева, додавання і видалення елементів, пошук, оброблення

результатів, виведення їх у відповідні поля для виконання

індивідуального завдання, при цьому розв’язуючи одне з завдань за

допомогою обох структур даних.

\*/

renderData()

renderHash()

hashAdd?.addEventListener('click', () => {

addHash()

})

function addHash() {

const TITLES = [

'Virtual non-volatile toolset',

'Cloned neutral functionalities',

'Digitized cohesive flexibility',

'Face to face systemic utilisation',

'Operative real-time application',

'Vision-oriented intermediate collaboration',

'Versatile modular circuit',

'Switchable fault-tolerant conglomeration',

'Implemented methodical matrices',

'Open-architected bi-directional data-warehouse',

'Inverse intangible conglomeration',

'Sharable intangible migration',

'Re-contextualized system-worthy adapter',

'Diverse upward-trending core',

'Streamlined well-modulated framework',

'Devolved background standardization',

'Advanced content-based time-frame',

'Cross-platform local groupware',

'User-centric foreground middleware'

]

const GENRE = [

'motivating',

'system-worthy',

'maximized',

'client-server',

'systematic',

'fresh-thinking',

'bi-directional',

'multimedia',

'global',

'tertiary',

'didactic',

'leading edge',

'client-driven',

'empowering',

'discrete',

'user-facing',

'non-volatile',

'actuating',

'impactful'

]

const data = [

`${TITLES[Math.floor(Math.random() \* TITLES.length)]}`,

GENRE[Math.floor(Math.random() \* GENRE.length)]

]

hashData.push(data)

hashTable.addOrUpdate(data[0], data[1])

renderHash()

renderData()

}

// hashTable.addOrUpdate(`24 - Tara Cremin Skiles`, 'Accountability')

// console.log(

// 'How save in HashTable after add "24 - Tara Cremin Skiles: Accountability" people:'

// )

// console.table(hashTable.show())

// console.log()

// console.log("Search '13 - Javier Kilback Rodriguez' value: ")

// console.log('value = ', hashTable.get('13 - Javier Kilback Rodriguez'))

// console.log('\n ====================\n')

// console.log('Var 8 => Task 2 Б)')

// /\*

// 2 Б) Дані про власників автомобілів включають ідентифікаційний

// номер транспортного засобу, дату реєстрації та власника (прізвище,

// ім’я, по батькові). Сформувати дерево з інформації про власників

// автомобілів. Реалізувати пошук інформації про автомобіль за заданим

// ідентифікаційним номером транспортного засобу, визначення осіб, які

// володіють більше ніж одним автомобілем.

// \*/

class CarOwner {

id: number

registerDate: Date

owner: string

constructor(id: number, registerDate: Date, owner: string) {

this.id = id

this.registerDate = registerDate

this.owner = owner

}

}

const carOwners = [

new CarOwner(67324, new Date('Sun Jan 06 2075 23:37:10'), 'Alexandra Becker'),

new CarOwner(29497, new Date('Tue May 03 2016 23:40:18'), 'Mr. Lela Kessler'),

new CarOwner(22486, new Date('Tue Apr 28 2020 02:28:00'), 'Roosevelt Crooks'),

new CarOwner(85849, new Date('Tue Jan 13 2054 10:55:12'), 'Cory Schowalter'),

new CarOwner(74389, new Date('Sat Aug 05 2017 19:04:01'), 'Wendell Hessel'),

new CarOwner(44563, new Date('Tue Oct 05 2094 03:34:48'), 'Joe Lesch'),

new CarOwner(61297, new Date('Fri Dec 21 2012 16:56:12'), 'Karla Simonis'),

new CarOwner(53376, new Date('Mon Nov 05 2074 12:16:53'), 'Marty Beahan'),

new CarOwner(5613, new Date('Sat Jan 26 2069 01:07:46'), 'Kim Lockman'),

new CarOwner(15435, new Date('Sun Dec 17 1995 18:56:09'), 'Mr. Victor Kunze'),

new CarOwner(15673, new Date('Wed Sep 17 2053 01:54:01'), 'Arturo Robel IV'),

new CarOwner(63325, new Date('Fri Sep 02 2033 01:25:31'), 'Ms. Donna Kessler')

]

const treeOutput = document.querySelector('#tree-output')

const binaryTree = new AVLTree<CarOwner>()

carOwners.map(item => {

binaryTree.insert(item.id, item)

})

function treeRender() {

treeOutput.textContent = logTree(binaryTree.treeForOutput())

}

treeRender()

document.querySelector('#tree-delete')?.addEventListener('click', () => {

binaryTree.delete(binaryTree.headNode?.value)

treeRender()

})

document.querySelector('#tree-add')?.addEventListener('click', () => {

const id = Math.floor(Math.random() \* 500)

const GENRE = [

'motivating',

'system-worthy',

'maximized',

'client-server',

'systematic',

'fresh-thinking',

'bi-directional',

'multimedia',

'global',

'tertiary',

'didactic',

'leading edge',

'client-driven',

'empowering',

'discrete',

'user-facing',

'non-volatile',

'actuating',

'impactful'

]

binaryTree.insert(

id,

new CarOwner(

id,

new Date(),

GENRE[Math.floor(Math.random() \* GENRE.length)]

)

)

treeRender()

})

// console.log('Tree structure after delete 4 items:')

// console.log(logTree(binaryTree.treeForOutput()))

// console.log("Find 5613, 61297 and 44563 id's:")

// console.table([

// binaryTree.search(5613),

// binaryTree.search(61297),

// binaryTree.search(44563)

// ])

src\pages\tree-and-hash\helper\logTree.ts

export type LogTreeNode = {

name: string

children?: Array<LogTreeNode>

}

function logTree(

tree: LogTreeNode | LogTreeNode[],

level = 0,

parentPre = '',

treeStr = ''

) {

if (!Array.isArray(tree)) {

const children = tree['children']

treeStr = `${tree['name']}\n`

if (children) {

treeStr += logTree(children, level + 1)

}

return treeStr

}

tree.forEach((child, index) => {

const hasNext = tree[index + 1] ? true : false

const children = child['children']

treeStr += `${parentPre}${hasNext ? '├' : '└'}── ${child['name']}\n`

if (children) {

treeStr += logTree(

children,

level + 1,

`${parentPre}${hasNext ? '│' : ' '} `

)

}

})

return treeStr

}

export { logTree }