# Workshop: Task Parallel Library (TPL)

Einführung

Bei der TPL handelt es sich um eine Bibliothek für die Entwicklung multi-thread-fähiger Anwendungen. Sie steht seit Visual Studio 2010 und dem .NET Framework 4.0 zur Verfügung. Der große Vorteil für den Entwickler liegt darin, dass auf das Management jedes einzelnen Threads verzichtet werden kann. Stattdessen liegt der Fokus auf der Aufgabenstellung und der Definition von Tasks und deren Synchronisation. Durch die TPL erfolgt das Erstellen der Threads automatisch während der Laufzeit unter Berücksichtigung der optimalen Hardwareausnutzung. D.h. bei einem Vierkern-Prozessor würde der Task automatisch in vier Threads aufgeteilt und abgearbeitet, bei einem Achtkern-Prozessor dementsprechend automatisch in acht Threads usw. [1].
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Mögliche Pitfalls in Data und Task Paralleisierung

# Datenfluss ()TPL Dataflow

Ist eine sehr wenig genutzte Library (nur 379 Questions on Stack Overflow stand 16.11.2017)

Für was verwende ich die Datenfluss Lib?

Besteht aus Verschiedenen Blöcken

Pufferblöcke

BufferBlock (wichtig)

BroadcastBlock

WriteOnceBlock

Ausführungsblöcken

ActionBlock (wichtigster im Ganzen)

TransformBlock

TransformManyBlock

Gruppierungsblöcke

BatchBlock

JainBlock

BatchedJoinBlock

kann wie Lego zusammengebaut werden

Zusammenfassung 2min

# Mögliche Pitfalls in Data und Task Paralleisierung

* Gehen Sie nicht davon aus, dass eine parallele Ausführung immer schneller ist.
* Vermeiden Sie es, in gemeinsam genutzte Speicherpositionen zu schreiben.
* Vermeiden Sie eine zu starke Parallelisierung.
* Vermeiden Sie den Aufruf nicht threadsicherer Methoden.
* Beschränken Sie Aufrufe auf threadsichere Methoden.
* Seien Sie vorsichtig, wenn Sie in Delegaten warten, die von Parallel.Invoke aufgerufen werden.
* Gehen Sie nicht davon aus, dass Iterationen von "ForEach", "For" und "ForAll" immer parallel ausgeführt werden.
* Vermeiden der Ausführung paralleler Schleifen im UI-Thread
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